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# TDS 2025 Jan GA1 - Development Tools

## Instructions

1. **Learn what you need**. Reading material is provided, but feel free to skip it if you can answer the question. (Or learn it, just for pleasure.)
2. **Check answers regularly** by pressing Check. It shows which answers are right or wrong. You can check multiple times.
3. **Save regularly** by pressing Save. You can save multiple times. Your last saved submission will be evaluated.
4. **Reloading is OK**. Your answers are saved in your browser (not server). Questions won't change except for randomized parameters.
5. **Browser may struggle**. If you face loading issues, turn off security restrictions or try a different browser.
6. **Use anything**. You can use any resources you want. The Internet, ChatGPT, friends, whatever. Use any libraries or frameworks you want.
7. **It's hackable**. It's possible to get the answer to some questions by hacking the code for this quiz. That's allowed.

Should you take TDS this term?

* If this assignment takes you under 2 hours to complete, you will likely do OK in TDS.
* If you score above 8 / 10, you might get an S or A grade, with effort and luck.

**Have questions?** [**Join the discussion on Discourse**](https://discourse.onlinedegree.iitm.ac.in/t/ga1-development-tools-discussion-thread-tds-jan-2025/161083)

You are logged in as **22f1001679@ds.study.iitm.ac.in**.

Logout

#### **Recent saves (most recent is your official score)**

Reloadfrom 1/20/2025, 10:31:03 PM. Score: 10

Reloadfrom 1/20/2025, 8:18:54 PM. Score: 10

Reloadfrom 1/20/2025, 8:18:54 PM. Score: 10

Top of Form

# Questions

1. [VS Code Version](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-vs-code-version) (0.25 marks)
2. [Make HTTP requests with uv](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-uv-http-get) (1 mark)
3. [Run command with npx](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-npx-prettier) (0.5 marks)
4. [Use Google Sheets](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-use-google-sheets) (0.25 marks)
5. [Use Excel](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-use-excel) (0.25 marks)
6. [Use DevTools](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-use-devtools) (0.5 marks)
7. [Count Wednesdays](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-count-wednesdays) (0.5 marks)
8. [Extract CSV from a ZIP](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-extract-csv-zip) (0.25 marks)
9. [Use JSON](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-use-json) (0.75 marks)
10. [Multi-cursor edits to convert to JSON](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-multi-cursor-json) (0.5 marks)
11. [CSS selectors](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-css-selectors) (0.5 marks)
12. [Process files with different encodings](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-unicode-data) (1 mark)
13. [Use GitHub](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-use-github) (0.5 marks)
14. [Replace across files](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-replace-across-files) (0.75 marks)
15. [List files and attributes](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-list-files-attributes) (0.75 marks)
16. [Move and rename files](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-move-rename-files) (0.5 marks)
17. [Compare files](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-compare-files) (0.5 marks)
18. [SQL: Ticket Sales](https://exam.sanand.workers.dev/tds-2025-01-ga1#hq-sql-ticket-sales) (0.75 marks)

1 VS Code Version (0.25 marks)

## Editor: VS Code

Your editor is the most important tool in your arsenal. That's where you'll spend most of your time. Make sure you're comfortable with it.

[**Visual Studio Code**](https://code.visualstudio.com/) is, by far, the most popular code editor today. According to the [2024 StackOverflow Survey](https://survey.stackoverflow.co/2024/technology/#1-integrated-development-environment) almost 75% of developers use it. We recommend you learn it well. Even if you use another editor, you'll be working with others who use it, and it's a good idea to have some exposure.

Watch these introductory videos (35 min) from the [Visual Studio Docs](https://code.visualstudio.com/docs) to get started:

* [Getting Started](https://code.visualstudio.com/docs/introvideos/basics): Set up and learn the basics of Visual Studio Code. (7 min)
* [Code Editing](https://code.visualstudio.com/docs/introvideos/codeediting): Learn how to edit and run code in VS Code. (3 min)
* [Productivity Tips](https://code.visualstudio.com/docs/introvideos/productivity): Become a VS Code power user with these productivity tips. (4 min)
* [Personalize](https://code.visualstudio.com/docs/introvideos/configure): Personalize VS Code to make it yours with themes. (2 min)
* [Extensions](https://code.visualstudio.com/docs/introvideos/extend): Add features, themes, and more to VS Code with extensions! (4 min)
* [Debugging](https://code.visualstudio.com/docs/introvideos/debugging): Get started with debugging in VS Code. (6 min)
* [Version Control](https://code.visualstudio.com/docs/introvideos/versioncontrol): Learn how to use Git version control in VS Code. (3 min)
* [Customize](https://code.visualstudio.com/docs/introvideos/customize): Learn how to customize your settings and keyboard shortcuts in VS Code. (6 min)

## AI Editors: Copilot, Cursor

Note: AI Editors like [Cursor](https://www.cursor.com/), [Cody](https://sourcegraph.com/cody), and [GitHub Copilot](https://github.com/features/copilot) use LLMs to help you write code faster.

These are built on top of VS Code. These are now a standard tool in every developer's toolkit. Please use them.

Install and run Visual Studio Code. In your Terminal (or Command Prompt), type code -s and press Enter. Copy and paste the entire output below.

What is the output of code -s?![](data:image/x-wmf;base64,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)

Check

2 Make HTTP requests with uv (1 mark)

## Python tools: uv

[Install uv](https://docs.astral.sh/uv/getting-started/installation/).

[uv](https://docs.astral.sh/uv/) is a fast Python package and project manager that's becoming the standard for running Python scripts. It replaces tools like pip, conda, pipx, poetry, pyenv, twine, and virtualenv into one, enabling:

* **Python Version Management**: uv installs and manages multiple Python versions, allowing developers to specify and switch between versions seamlessly.
* **Virtual Environment Handling**: It automates the creation and management of virtual environments, ensuring isolated and consistent development spaces for different projects.
* **Dependency Management**: With support for the pyproject.toml format, uv enables precise specification of project dependencies. It maintains a universal lockfile, uv.lock, to ensure reproducible installations across different systems.
* **Project Execution**: The uv run command allows for the execution of scripts and applications within the managed environment, streamlining development workflows.

Here are some commonly used commands:

# Replace python with uv. This automatically installs Python and dependencies.

uv run script.py

# Run a Python script directly from the Internet

uv run https://example.com/script.py

# Run a Python script without installing

uvx ruff

# Use a specific Python version

uv run --python 3.11 script.py

# Add dependencies to your script

uv add httpx --script script.py

# Create a virtual environment at .venv

uv venv

# Install packages to your virtual environment

uv pip install httpx

uv uses [inline script metadata](https://packaging.python.org/en/latest/specifications/inline-script-metadata/#inline-script-metadata) for dependencies. The eliminates the need for requirements.txt or virtual environments. For example:

# /// script

# requires-python = ">=3.11"

# dependencies = [

# "httpx",

# "pandas",

# ]

# ///

Running uv run --with httpie -- https [URL] installs the Python package httpie and sends a HTTPS request to the URL.

Send a HTTPS request to https://httpbin.org/get with the URL encoded parameter email set to 22f1001679@ds.study.iitm.ac.in

What is the JSON output of the command? (Paste only the JSON body, not the headers)![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

3 Run command with npx (0.5 marks)

## JavaScript tools: npx

[npx](https://docs.npmjs.com/cli/v8/commands/npx) is a command-line tool that comes with npm (Node Package Manager) and allows you to execute npm package binaries and run one-off commands without installing them globally. It's essential for modern JavaScript development and data science workflows.

For data scientists, npx is useful when:

* Running JavaScript-based data visualization tools
* Converting notebooks and documents
* Testing and formatting code
* Running development servers

Here are common npx commands:

# Run a package without installing

npx http-server . # Start a local web server

npx prettier --write . # Format code or docs

npx eslint . # Lint JavaScript

npx typescript-node script.ts # Run TypeScript directly

npx esbuild app.js # Bundle JavaScript

npx jsdoc . # Generate JavaScript docs

# Run specific versions

npx prettier@3.2 --write . # Use prettier 3.2

# Execute remote scripts (use with caution!)

npx github:user/repo # Run from GitHub

Watch this introduction to npx (6 min):

Let's make sure you know how to use npx and prettier.

Download README.md. In the directory where you downloaded it, make sure it is called README.md, and run npx -y prettier@3.4.2 README.md | sha256sum.

What is the output of the command?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

4 Use Google Sheets (0.25 marks)

## Spreadsheet: Excel, Google Sheets

You'll use spreadsheets for data cleaning and exploration. The most popular spreadsheet program is [Microsoft Excel](https://www.microsoft.com/en-us/microsoft-365/excel) followed by [Google Sheets](https://www.google.com/sheets/about/).

You may be already familiar with these. If not, make sure to learn the basics of both.

Go through the [**Microsoft Excel** video training](https://support.microsoft.com/en-us/office/excel-video-training-9bc05390-e94c-46af-a5b3-d7c22f6990bb) and make sure you cover:

* [Intro to Excel](https://support.microsoft.com/en-us/office/create-a-new-workbook-ae99f19b-cecb-4aa0-92c8-7126d6212a83)
* [Rows & columns](https://support.microsoft.com/en-us/office/insert-or-delete-rows-and-columns-6f40e6e4-85af-45e0-b39d-65dd504a3246)
* [Cells](https://support.microsoft.com/en-us/office/move-or-copy-cells-and-cell-contents-803d65eb-6a3e-4534-8c6f-ff12d1c4139e)
* [Formatting](https://support.microsoft.com/en-us/office/available-number-formats-in-excel-0afe8f52-97db-41f1-b972-4b46e9f1e8d2)
* [Formulas & Functions](https://support.microsoft.com/en-us/office/overview-of-formulas-in-excel-ecfdc708-9162-49e8-b993-c311f47ca173)
* [Tables](https://support.microsoft.com/en-us/office/create-and-format-tables-e81aa349-b006-4f8a-9806-5af9df0ac664)
* [PivotTables](https://support.microsoft.com/en-us/office/create-a-pivottable-to-analyze-worksheet-data-a9a84538-bfe9-40a9-a8e9-f99134456576)

Watch this video for an introduction to **Google Sheets** (49 min):

Let's make sure you can write formulas in Google Sheets. Type this formula into Google Sheets. (It won't work in Excel)

=SUM(ARRAY\_CONSTRAIN(SEQUENCE(100, 100, 8, 6), 1, 10))

What is the result?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

5 Use Excel (0.25 marks)

Let's make sure you can write formulas in Excel. Type this formula into Excel.

Note: **This will ONLY work in Office 365.**

=SUM(TAKE(SORTBY({2,10,14,2,10,3,8,9,10,14,11,5,12,8,15,14}, {10,9,13,2,11,8,16,14,7,15,5,4,6,1,3,12}), 1, 14))

What is the result?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Note: If you get #NAME? you have the wrong version of Excel. Find a friend for whom this works.

Check

6 Use DevTools (0.5 marks)

## Browser: DevTools

[Chrome DevTools](https://developer.chrome.com/docs/devtools/overview/) is the de facto standard for web development and data analysis in the browser. You'll use this a lot when debugging and inspecting web pages.

Here are the key features you'll use most:

1. **Elements Panel**
   * Inspect and modify HTML/CSS in real-time
   * Copy CSS selectors for web scraping
   * Debug layout issues with the Box Model
2. // Copy selector in Console
3. **copy**($0); // Copies selector of selected element
4. **Console Panel**
   * JavaScript REPL environment
   * Log and debug data
   * Common console methods:
5. console.**table**(data); // Display data in table format
6. console.**group**("Name"); // Group related logs
7. console.**time**("Label"); // Measure execution time
8. **Network Panel**
   * Monitor API requests and responses
   * Simulate slow connections
   * Right-click on a request and select "Copy as fetch" to get the request.
9. **Essential Keyboard Shortcuts**
   * Ctrl+Shift+I (Windows) / Cmd+Opt+I (Mac): Open DevTools
   * Ctrl+Shift+C: Select element to inspect
   * Ctrl+L: Clear console
   * $0: Reference currently selected element
   * $$('selector'): Query selector all (returns array)

Videos from Chrome Developers (37 min total):

* [Fun & powerful: Intro to Chrome DevTools](https://youtu.be/t1c5tNPpXjs) (5 min)
* [Different ways to open Chrome DevTools](https://youtu.be/X65TAP8a530) (5 min)
* [Faster DevTools navigation with shortcuts and settings](https://youtu.be/xHusjrb_34A) (3 min)
* [How to log messages in the Console](https://youtu.be/76U0gtuV9AY) (6 min)
* [How to speed up your workflow with Console shortcuts](https://youtu.be/hdRDTj6ObiE) (6 min)
* [HTML vs DOM? Let’s debug them](https://youtu.be/J-02VNxE7lE) (5 min)
* [Caching demystified: Inspect, clear, and disable caches](https://youtu.be/mSMb-aH6sUw) (7 min)
* [Console message logging](https://youtu.be/76U0gtuV9AY) (6 min)
* [Console workflow shortcuts](https://youtu.be/hdRDTj6ObiE) (6 min)
* [HTML vs DOM debugging](https://youtu.be/J-02VNxE7lE) (5 min)
* [Cache inspection and management](https://youtu.be/mSMb-aH6sUw) (7 min)

Just above this paragraph, there's a hidden input with a secret value.

What is the value in the hidden input?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

7 Count Wednesdays (0.5 marks)

How many Wednesdays are there in the date range 1985-07-25 to 2009-12-02?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

The dates are in the year-month-day format. Include both the start and end date in your count. You can do this using any tool (e.g. Excel, Python, JavaScript, manually).

Check

8 Extract CSV from a ZIP (0.25 marks)

Download and unzip file q-extract-csv-zip.zip which has a single extract.csv file inside.

What is the value in the "answer" column of the CSV file?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

9 Use JSON (0.75 marks)

## JSON

JSON (JavaScript Object Notation) is the de facto standard format for data exchange on the web and APIs. Its human-readable format and widespread support make it essential for data scientists working with web services, APIs, and configuration files.

For data scientists, JSON is essential when:

* Working with REST APIs and web services
* Storing configuration files and metadata
* Parsing semi-structured data from databases like MongoDB
* Creating data visualization specifications (e.g., Vega-Lite)

Watch this comprehensive introduction to JSON (15 min):

Key concepts to understand in JSON:

* JSON only supports 6 data types: strings, numbers, booleans, null, arrays, and objects
* You can nest data. Arrays and objects can contain other data types, including other arrays and objects
* Always validate. Ensure JSON is well-formed. Comm errors: Trailing commas, missing quotes, and escape characters

[JSON Lines](https://jsonlines.org/) is a format that allows you to store multiple JSON objects in a single line. It's useful for logging and streaming data.

Tools you could use with JSON:

* [JSONLint](https://jsonlint.com/): Validate and format JSON
* [JSON Editor Online](https://jsoneditoronline.org/): Visual JSON editor and formatter
* [JSON Schema](https://json-schema.org/): Define the structure of your JSON data
* [jq](https://stedolan.github.io/jq/): Command-line JSON processor

Common Python operations with JSON:

**import** json

# Parse JSON string

json\_str = '{"name": "Alice", "age": 30}'

data = json.loads(json\_str)

# Convert to JSON string

json\_str = json.dumps(data, indent=2)

# Read JSON from file

**with** open('data.json') **as** f:

data = json.load(f)

# Write JSON to file

**with** open('output.json', 'w') **as** f:

json.dump(data, f, indent=2)

# Read JSON data a Pandas DataFrame. JSON data is typically stored as an array of objects.

**import** pandas **as** pd

df = pd.read\_json('data.json')

# Read JSON lines from file into a DataFrame. JSON lines are typically one line per object.

df = pd.read\_json('data.jsonl', lines=True)

Practice JSON skills with these resources:

* [JSON Generator](https://json-generator.com/): Create sample JSON data
* [JSON Path Finder](https://jsonpathfinder.com/): Learn to navigate complex JSON structures
* [JSON Schema Validator](https://www.jsonschemavalidator.net/): Validate JSON against schemas

Let's make sure you know how to use JSON. Sort this JSON array of objects by the value of the age field. In case of a tie, sort by the name field. Paste the resulting JSON below without any spaces or newlines.

[{"name":"Alice","age":53},{"name":"Bob","age":5},{"name":"Charlie","age":56},{"name":"David","age":42},{"name":"Emma","age":71},{"name":"Frank","age":18},{"name":"Grace","age":56},{"name":"Henry","age":50},{"name":"Ivy","age":6},{"name":"Jack","age":22},{"name":"Karen","age":98},{"name":"Liam","age":93},{"name":"Mary","age":67},{"name":"Nora","age":45},{"name":"Oscar","age":41},{"name":"Paul","age":4}]

Sorted JSON:![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

10 Multi-cursor edits to convert to JSON (0.5 marks)

Download q-multi-cursor-json.txt and use [multi-cursors](https://youtu.be/4lssq0zYxv0) and convert it into a single JSON object, where key=value pairs are converted into {key: value, key: value, ...}.

What's the result when you paste the JSON at [tools-in-data-science.pages.dev/jsonhash](https://tools-in-data-science.pages.dev/jsonhash) and click the Hash button?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

11 CSS selectors (0.5 marks)

## CSS Selectors

CSS selectors are patterns used to select and style HTML elements on a web page. They are fundamental to web development and data scraping, allowing you to precisely target elements for styling or extraction.

For data scientists, understanding CSS selectors is crucial when:

* Web scraping with tools like Beautiful Soup or Scrapy
* Selecting elements for browser automation with Selenium
* Styling data visualizations and web applications
* Debugging website issues using browser DevTools

Watch this comprehensive introduction to CSS selectors (20 min):

The Mozilla Developer Network (MDN) provides detailed documentation on the three main types of selectors:

* [Basic CSS selectors](https://developer.mozilla.org/en-US/docs/Learn_web_development/Core/Styling_basics/Basic_selectors): Learn about element (div), class (.container), ID (#header), and universal (\*) selectors
* [Attribute selectors](https://developer.mozilla.org/en-US/docs/Learn_web_development/Core/Styling_basics/Attribute_selectors): Target elements based on their attributes or attribute values ([type="text"])
* [Combinators](https://developer.mozilla.org/en-US/docs/Learn_web_development/Core/Styling_basics/Combinators): Use relationships between elements (div > p, div + p, div ~ p)

Practice your CSS selector skills with this interactive tool:

* [CSS Diner](https://flukeout.github.io/): A fun game that teaches CSS selectors through increasingly challenging levels

Let's make sure you know how to select elements using CSS selectors. Find all <div>s having a foo class in the hidden element below. What's the sum of their data-value attributes?

Sum of data-value attributes:![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

12 Process files with different encodings (1 mark)

## Unicode

Ever noticed when you copy-paste some text and get garbage symbols? Or see garbage when you load a CSV file? This video explains why. It covers how computers store text (called character encoding) and why it sometimes goes wonky.

Learn about ASCII (the original 7-bit encoding system that could only handle 128 characters), why that wasn't enough for global languages, and how modern solutions like Unicode save the day by letting us use any character from any language.

Some programs try to guess encodings (sometimes badly!). A signature called BOM (Byte Order Mark)helps computers know exactly how to read text files correctly.

Learn how Unicode, UTF-8 and character encoding works. This is a common gotcha when building apps that handle international text - something bootcamps often skip but developers and data scientists regularly face in the real world.

Unicode is fundamental for data scientists working with international data. Here are key concepts you need to understand:

* **Character Encodings**: Different ways to represent text in computers
  + ASCII (7-bit): Limited to 128 characters, English-only
  + UTF-8: Variable-width encoding, backwards compatible with ASCII
  + UTF-16: Fixed-width encoding, used in Windows and Java
  + UTF-32: Fixed-width encoding, memory inefficient but simple

Common encoding issues you'll encounter:

# Reading files with explicit encoding

**with** open('file.txt', encoding='utf-8') **as** f:

text = f.read()

# Handling encoding errors

**import** pandas **as** pd

df = pd.read\_csv('data.csv', encoding='utf-8', errors='replace')

# Detecting file encoding

**import** chardet

**with** open('unknown.txt', 'rb') **as** f:

result = chardet.detect(f.read())

print(result['encoding'])

Download and process the files in q-unicode-data.zip which contains three files with different encodings:

* data1.csv: CSV file encoded in CP-1252
* data2.csv: CSV file encoded in UTF-8
* data3.txt: Tab-separated file encoded in UTF-16

Each file has 2 columns: symbol and value. Sum up all the values where the symbol matches š OR … OR Ž across all three files.

What is the sum of all values associated with these symbols?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

13 Use GitHub (0.5 marks)

## Version Control: Git, GitHub

[Git](https://git-scm.com/) is the de facto standard for version control of software (and sometimes, data as well). It's a system that keeps track of changes you make to files and folders. It allows you to revert to a previous state, compare changes, etc. It's a central tool in any developer's workflow.

[GitHub](https://github.com/) is the most popular hosting service for Git repositories. It's a website that shows your code, allows you to collaborate with others, and provides many useful tools for developers.

Watch these introductory videos to learn the basics of Git and GitHub (98 min):

Essential Git Commands:

# Repository Setup

git init # Create new repo

git clone url # Clone existing repo

git remote add origin url # Connect to remote

# Basic Workflow

git status # Check status

git add . # Stage all changes

git commit -m "message" # Commit changes

git push origin main # Push to remote

# Branching

git branch # List branches

git checkout -b feature # Create/switch branch

git merge feature # Merge branch

git rebase main # Rebase on main

# History

git log --oneline # View history

git diff commit1 commit2 # Compare commits

git blame file # Show who changed what

Best Practices:

1. **Commit Messages**
2. # Good commit message format
3. type(scope): summary
4. Detailed description of changes.
5. # Examples
6. feat(api): add user authentication
7. fix(db): handle null values **in** query
8. **Branching Strategy**
   * main: Production code
   * develop: Integration branch
   * feature/\*: New features
   * hotfix/\*: Emergency fixes
9. **Code Review**
   * Keep PRs small (<400 lines)
   * Use draft PRs for WIP
   * Review your own code first
   * Respond to all comments

Essential Tools

* [GitHub Desktop](https://desktop.github.com/): GUI client
* [GitLens](https://gitlens.amod.io/): VS Code extension
* [gh](https://cli.github.com/): GitHub CLI
* [pre-commit](https://pre-commit.com/): Git hooks

Let's make sure you know how to use GitHub. [Create a GitHub account](https://github.com/join) if you don't have one. Create a new public repository. Commit a single JSON file called email.json with the value {"email": "22f1001679@ds.study.iitm.ac.in"} and push it.

Enter the raw Github URL of email.json so we can verify it. (It might look like https://raw.githubusercontent.com/[GITHUB ID]/[REPO NAME]/main/email.json.)![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

14 Replace across files (0.75 marks)

## Terminal: Bash

UNIX shells are the de facto standard in the data science world and [Bash](https://www.gnu.org/software/bash/) is the most popular. This is available by default on Mac and Linux.

On Windows, install [Git Bash](https://git-scm.com/downloads) or [WSL](https://learn.microsoft.com/en-us/windows/wsl/install) to get a UNIX shell.

Watch this video to understand the basics of Bash and UNIX shell commands (75 min).

Essential Commands:

# File Operations

ls -la # List all files with details

cd path/to/dir # Change directory

pwd # Print working directory

cp source dest # Copy files

mv source dest # Move/rename files

rm -rf dir # Remove directory recursively

# Text Processing

grep "pattern" file # Search for pattern

sed 's/old/new/' f # Replace text

awk '{print $1}' f # Process text by columns

cat file | wc -l # Count lines

# Process Management

ps aux # List processes

kill -9 PID # Force kill process

top # Monitor processes

htop # Interactive process viewer

# Network

curl url # HTTP requests

wget url # Download files

nc -zv host port # Test connectivity

ssh user@host # Remote login

# Count unique values in CSV column

cut -d',' -f1 data.csv | sort | uniq -c

# Quick data analysis

awk -F',' '{sum+=$2} END {print sum/NR}' data.csv # Average

sort -t',' -k2 -n data.csv | head # Top 10

# Monitor log in real-time

tail -f log.txt | grep --color 'ERROR'

Bash Scripting Essentials:

#!/bin/bash

# Variables

NAME="value"

echo $NAME

# Loops

**for** i **in** {1..5}; **do**

echo $i

**done**

# Conditionals

**if** [ -f "file.txt" ]; **then**

echo "File exists"

**fi**

# Functions

**process\_data**() {

local input=$1

echo "Processing $input"

}

Productivity Tips:

1. **Command History**
2. history # Show command history
3. Ctrl+R # Search history
4. !! # Repeat last command
5. !$ # Last argument
6. **Directory Navigation**
7. pushd dir # Push directory to stack
8. popd # Pop directory from stack
9. cd - # Go to previous directory
10. **Job Control**
11. command & # Run in background
12. Ctrl+Z # Suspend process
13. bg # Resume in background
14. fg # Resume in foreground
15. **Useful Aliases** - typically added to ~/.bashrc
16. alias ll='ls -la'
17. alias gs='git status'
18. alias jupyter='jupyter notebook'
19. alias activate='source venv/bin/activate'

Download q-replace-across-files.zip and unzip it into a new folder, then replace all "IITM" (in upper, lower, or mixed case) with "IIT Madras" in **all files**. Leave everything as-is - don't change the [line endings](https://stackoverflow.com/a/39532890/100904).

What does running cat \* | sha256sum in that folder show in bash?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

15 List files and attributes (0.75 marks)

Download q-list-files-attributes.zip and extract it. Use ls with options to list all files in the folder along with their date and file size.

What's the total size of all files at least 7265 bytes large and modified on or after Thu, 5 Aug, 2004, 9:24 am IST?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Don't **copy** from inside the ZIP file or use Windows Explorer to unzip. That destroys the timestamps. Extract using unzip, 7-Zip or similar utilities and check the timestamps.

Check

16 Move and rename files (0.5 marks)

Download q-move-rename-files.zip and extract it. Use mv to move all files under folders into an empty folder. Then rename all files replacing each digit with the next. 1 becomes 2, 9 becomes 0, a1b9c.txt becomes a2b0c.txt.

What does running grep . \* | LC\_ALL=C sort | sha256sum in bash on that folder show?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

17 Compare files (0.5 marks)

Download q-compare-files.zip and extract it. It has 2 nearly identical files, a.txt and b.txt, with the same number of lines.

How many lines are different between a.txt and b.txt?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

18 SQL: Ticket Sales (0.75 marks)

## Database: SQLite

Relational databases are used to store data in a structured way. You'll often access databases created by others for analysis.

PostgreSQL, MySQL, MS SQL, Oracle, etc. are popular databases. But the most installed database is [SQLite](https://www.sqlite.org/index.html). It's embedded into many devices and apps (e.g. your phone, browser, etc.). It's lightweight but very scalable and powerful.

Watch these introductory videos to understand SQLite and how it's used in Python (34 min):

There are many non-relational databases (NoSQL) like [ElasticSearch](https://www.elastic.co/guide/en/elasticsearch/reference/current/index.html), [MongoDB](https://www.mongodb.com/docs/manual/), [Redis](https://redis.io/docs/latest/), etc. that you should know about and we may cover later.

Core Concepts:

-- Create a table

**CREATE TABLE** users (

id INTEGER **PRIMARY KEY**,

name TEXT **NOT NULL**,

email TEXT **UNIQUE**,

created\_at DATETIME **DEFAULT** CURRENT\_TIMESTAMP

);

-- Insert data

**INSERT INTO** users (name, email) **VALUES**

('Alice', 'alice@example.com'),

('Bob', 'bob@example.com');

-- Query data

**SELECT** name, COUNT(\*) **as** count

**FROM** users

**GROUP** **BY** name

**HAVING** count > 1;

-- Join tables

**SELECT** u.name, o.product

**FROM** users u

**LEFT** **JOIN** orders o **ON** u.id = o.user\_id

**WHERE** o.status = 'pending';

Python Integration:

**import** sqlite3

**from** pathlib **import** Path

**import** pandas **as** pd

**async** **def** **query\_database**(db\_path: Path, query: str) -> pd.DataFrame:

"""Execute SQL query and return results as DataFrame.

Args:

db\_path: Path to SQLite database

query: SQL query to execute

Returns:

DataFrame with query results

"""

**try**:

conn = sqlite3.connect(db\_path)

**return** pd.read\_sql\_query(query, conn)

**finally**:

conn.close()

# Example usage

db = Path('data.db')

df = **await** query\_database(db, '''

SELECT date, COUNT(\*) as count

FROM events

GROUP BY date

''')

Common Operations:

1. **Database Management**
2. -- Backup database
3. .backup 'backup.db'
4. -- Import CSV
5. .mode csv
6. .import data.csv table\_name
7. -- Export results
8. .headers **on**
9. .mode csv
10. .output results.csv
11. **SELECT** \* **FROM** **table**;
12. **Performance Optimization**
13. -- Create index
14. **CREATE** INDEX idx\_user\_email **ON** users(email);
15. -- Analyze query
16. EXPLAIN QUERY PLAN
17. **SELECT** \* **FROM** users **WHERE** email **LIKE** '%@example.com';
18. -- Show indexes
19. **SELECT** \* **FROM** sqlite\_master **WHERE** type='index';
20. **Data Analysis**
21. -- Time series aggregation
22. **SELECT**
23. date(timestamp),
24. COUNT(\*) **as** events,
25. AVG(duration) **as** avg\_duration
26. **FROM** events
27. **GROUP** **BY** date(timestamp);
28. -- Window functions
29. **SELECT** \*,
30. AVG(amount) **OVER** (
31. **PARTITION** **BY** user\_id
32. **ORDER** **BY** date
33. **ROWS** **BETWEEN** 3 PRECEDING **AND** **CURRENT** ROW
34. ) **as** moving\_avg
35. **FROM** transactions;

Tools to work with SQLite:

* [SQLiteStudio](https://sqlitestudio.pl/): Lightweight GUI
* [DBeaver](https://dbeaver.io/): Full-featured GUI
* [sqlite-utils](https://sqlite-utils.datasette.io/): CLI tool
* [Datasette](https://datasette.io/): Web interface

There is a tickets table in a SQLite database that has columns type, units, and price. Each row is a customer bid for a concert ticket.

| **type** | **units** | **price** |
| --- | --- | --- |
| silver | 130 | 1.89 |
| BRONZE | 104 | 1.43 |
| Bronze | 65 | 1.63 |
| SILVER | 547 | 1.74 |
| SILVER | 881 | 0.85 |
| ... | | |

What is the total sales of all the items in the "Gold" ticket type? Write SQL to calculate it.![](data:image/x-wmf;base64,183GmgAAAAAAAAUCKAEgAQAAAAAcVQEACQAAA5wIAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAigBBQIDAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwACgBAwAAAAICCQAAAB0GIQDwAAMAAgIlAQAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAlAQMAAAAAAAkAAAAdBiEA8AADAP8BAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAIgEDAAMA/wEJAAAAHQYhAPAAAwD8ASIBAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAB8BAwADAAMACQAAAB0GIQDwAAMA+QEDAAYABQAAAAsCAAAAAAUAAAAMAigBBQIFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgDMAe8ABAAAAC0BAwAJAAAAHQYhAPAAMwADADkA/AEJAAAAHQYhAPAAAwAwAGkAzAEEAAAALQECAAkAAAAdBiEA8AAwAAMAOQDMAQkAAAAdBiEA8AADAC0AOQDPAQQAAAAtAQEACQAAAB0GIQDwAC0AAwA8APkBCQAAAB0GIQDwAAMAKgBmAM8BBAAAAC0BAAAJAAAAHQYhAPAAKgADADwAzwEJAAAAHQYhAPAAAwAnADwA0gEHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwACcAJwA/ANIBBQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAADMAOQDMAQUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAUAAzAGwAzAEEAAAALQEDAAkAAAAdBiEA8AAzAAMABgD8AQkAAAAdBiEA8AADADAANgDMAQQAAAAtAQIACQAAAB0GIQDwADAAAwAGAMwBCQAAAB0GIQDwAAMALQAGAM8BBAAAAC0BAQAJAAAAHQYhAPAALQADAAkA+QEJAAAAHQYhAPAAAwAqADMAzwEEAAAALQEAAAkAAAAdBiEA8AAqAAMACQDPAQkAAAAdBiEA8AADACcACQDSAQQAAAAtAQQACQAAAB0GIQDwACcAJwAMANIBBAAAAC0BAAAJAAAAHQYhAPAAAQABAB0A6AEEAAAALQEAAAkAAAAdBiEA8AABAAMAHgDnAQQAAAAtAQAACQAAAB0GIQDwAAEABQAfAOYBBAAAAC0BAAAJAAAAHQYhAPAAAQAHACAA5QEEAAAALQEAAAkAAAAdBiEA8AABAAkAIQDkAQQAAAAtAQAACQAAAB0GIQDwAAEACwAiAOMBBAAAAC0BAAAJAAAAHQYhAPAAAQANACMA4gEEAAAALQEAAAkAAAAdBiEA8AABAA8AJADhAQQAAAAtAQAACQAAAB0GIQDwAAEAEQAlAOABBAAAAC0BAAAJAAAAHQYhAPAAAQATACYA3wEEAAAALQEAAAkAAAAdBiEA8AABABUAJwDeAQQAAAAtAQAACQAAAB0GIQDwAAEAFwAoAN0BBAAAAC0BAQAJAAAAHQYhAPAAAQABABoA5QEEAAAALQEBAAkAAAAdBiEA8AABAAMAGwDkAQQAAAAtAQEACQAAAB0GIQDwAAEABQAcAOMBBAAAAC0BAQAJAAAAHQYhAPAAAQAHAB0A4gEEAAAALQEBAAkAAAAdBiEA8AABAAkAHgDhAQQAAAAtAQEACQAAAB0GIQDwAAEACwAfAOABBAAAAC0BAQAJAAAAHQYhAPAAAQANACAA3wEEAAAALQEBAAkAAAAdBiEA8AABAA8AIQDeAQQAAAAtAQEACQAAAB0GIQDwAAEAEQAiAN0BBAAAAC0BAQAJAAAAHQYhAPAAAQATACMA3AEEAAAALQEBAAkAAAAdBiEA8AABABUAJADbAQQAAAAtAQEACQAAAB0GIQDwAAEAFwAlANoBBAAAAC0BAwAJAAAAHQYhAPAAMwADALwA/AEJAAAAHQYhAPAAAwAwAOwAzAEEAAAALQECAAkAAAAdBiEA8AAwAAMAvADMAQkAAAAdBiEA8AADAC0AvADPAQQAAAAtAQEACQAAAB0GIQDwAC0AAwC/APkBCQAAAB0GIQDwAAMAKgDpAM8BBAAAAC0BAAAJAAAAHQYhAPAAKgADAL8AzwEJAAAAHQYhAPAAAwAnAL8A0gEEAAAALQEEAAkAAAAdBiEA8AAnACcAwgDSAQQAAAAtAQAACQAAAB0GIQDwAAEAAQDeAOgBBAAAAC0BAAAJAAAAHQYhAPAAAQADAN0A5wEEAAAALQEAAAkAAAAdBiEA8AABAAUA3ADmAQQAAAAtAQAACQAAAB0GIQDwAAEABwDbAOUBBAAAAC0BAAAJAAAAHQYhAPAAAQAJANoA5AEEAAAALQEAAAkAAAAdBiEA8AABAAsA2QDjAQQAAAAtAQAACQAAAB0GIQDwAAEADQDYAOIBBAAAAC0BAAAJAAAAHQYhAPAAAQAPANcA4QEEAAAALQEAAAkAAAAdBiEA8AABABEA1gDgAQQAAAAtAQAACQAAAB0GIQDwAAEAEwDVAN8BBAAAAC0BAAAJAAAAHQYhAPAAAQAVANQA3gEEAAAALQEAAAkAAAAdBiEA8AABABcA0wDdAQQAAAAtAQEACQAAAB0GIQDwAAEAAQDbAOUBBAAAAC0BAQAJAAAAHQYhAPAAAQADANoA5AEEAAAALQEBAAkAAAAdBiEA8AABAAUA2QDjAQQAAAAtAQEACQAAAB0GIQDwAAEABwDYAOIBBAAAAC0BAQAJAAAAHQYhAPAAAQAJANcA4QEEAAAALQEBAAkAAAAdBiEA8AABAAsA1gDgAQQAAAAtAQEACQAAAB0GIQDwAAEADQDVAN8BBAAAAC0BAQAJAAAAHQYhAPAAAQAPANQA3gEEAAAALQEBAAkAAAAdBiEA8AABABEA0wDdAQQAAAAtAQEACQAAAB0GIQDwAAEAEwDSANwBBAAAAC0BAQAJAAAAHQYhAPAAAQAVANEA2wEEAAAALQEBAAkAAAAdBiEA8AABABcA0ADaAQQAAAAtAQMACQAAAB0GIQDwADMAAwDvAHcACQAAAB0GIQDwAAMANwAfAUAABAAAAC0BAgAJAAAAHQYhAPAAMAADAO8AQAAJAAAAHQYhAPAAAwA0AO8AQwAEAAAALQEBAAkAAAAdBiEA8AAtAAMA8gB0AAkAAAAdBiEA8AADADEAHAFDAAQAAAAtAQAACQAAAB0GIQDwACoAAwDyAEMACQAAAB0GIQDwAAMALgDyAEYABAAAAC0BBAAJAAAAHQYhAPAAJwAuAPUARgAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwADMAAADvAEAABQAAAAkC8PDwAAUAAAABAv///wAEAAAALQEFAAkAAAAdBiEA8AAzABgB7wB6AAQAAAAtAQMACQAAAB0GIQDwADMAAwDvAD0ACQAAAB0GIQDwAAMANwAfAQYABAAAAC0BAgAJAAAAHQYhAPAAMAADAO8ABgAJAAAAHQYhAPAAAwA0AO8ACQAEAAAALQEBAAkAAAAdBiEA8AAtAAMA8gA6AAkAAAAdBiEA8AADADEAHAEJAAQAAAAtAQAACQAAAB0GIQDwACoAAwDyAAkACQAAAB0GIQDwAAMALgDyAAwABAAAAC0BBAAJAAAAHQYhAPAAJwAuAPUADAAEAAAALQEAAAkAAAAdBiEA8AABAAEACwEhAAQAAAAtAQAACQAAAB0GIQDwAAMAAQAKASIABAAAAC0BAAAJAAAAHQYhAPAABQABAAkBIwAEAAAALQEAAAkAAAAdBiEA8AAHAAEACAEkAAQAAAAtAQAACQAAAB0GIQDwAAkAAQAHASUABAAAAC0BAAAJAAAAHQYhAPAACwABAAYBJgAEAAAALQEAAAkAAAAdBiEA8AANAAEABQEnAAQAAAAtAQAACQAAAB0GIQDwAA8AAQAEASgABAAAAC0BAAAJAAAAHQYhAPAAEQABAAMBKQAEAAAALQEAAAkAAAAdBiEA8AATAAEAAgEqAAQAAAAtAQAACQAAAB0GIQDwABUAAQABASsABAAAAC0BAAAJAAAAHQYhAPAAFwABAAABLAAEAAAALQEBAAkAAAAdBiEA8AABAAEACAEdAAQAAAAtAQEACQAAAB0GIQDwAAMAAQAHAR4ABAAAAC0BAQAJAAAAHQYhAPAABQABAAYBHwAEAAAALQEBAAkAAAAdBiEA8AAHAAEABQEgAAQAAAAtAQEACQAAAB0GIQDwAAkAAQAEASEABAAAAC0BAQAJAAAAHQYhAPAACwABAAMBIgAEAAAALQEBAAkAAAAdBiEA8AANAAEAAgEjAAQAAAAtAQEACQAAAB0GIQDwAA8AAQABASQABAAAAC0BAQAJAAAAHQYhAPAAEQABAAABJQAEAAAALQEBAAkAAAAdBiEA8AATAAEA/wAmAAQAAAAtAQEACQAAAB0GIQDwABUAAQD+ACcABAAAAC0BAQAJAAAAHQYhAPAAFwABAP0AKAAEAAAALQEDAAkAAAAdBiEA8AAzAAMA7wDJAQkAAAAdBiEA8AADADcAHwGSAQQAAAAtAQIACQAAAB0GIQDwADAAAwDvAJIBCQAAAB0GIQDwAAMANADvAJUBBAAAAC0BAQAJAAAAHQYhAPAALQADAPIAxgEJAAAAHQYhAPAAAwAxABwBlQEEAAAALQEAAAkAAAAdBiEA8AAqAAMA8gCVAQkAAAAdBiEA8AADAC4A8gCYAQQAAAAtAQQACQAAAB0GIQDwACcALgD1AJgBBAAAAC0BAAAJAAAAHQYhAPAAAQABAAsBuAEEAAAALQEAAAkAAAAdBiEA8AADAAEACgG3AQQAAAAtAQAACQAAAB0GIQDwAAUAAQAJAbYBBAAAAC0BAAAJAAAAHQYhAPAABwABAAgBtQEEAAAALQEAAAkAAAAdBiEA8AAJAAEABwG0AQQAAAAtAQAACQAAAB0GIQDwAAsAAQAGAbMBBAAAAC0BAAAJAAAAHQYhAPAADQABAAUBsgEEAAAALQEAAAkAAAAdBiEA8AAPAAEABAGxAQQAAAAtAQAACQAAAB0GIQDwABEAAQADAbABBAAAAC0BAAAJAAAAHQYhAPAAEwABAAIBrwEEAAAALQEAAAkAAAAdBiEA8AAVAAEAAQGuAQQAAAAtAQAACQAAAB0GIQDwABcAAQAAAa0BBAAAAC0BAQAJAAAAHQYhAPAAAQABAAgBtAEEAAAALQEBAAkAAAAdBiEA8AADAAEABwGzAQQAAAAtAQEACQAAAB0GIQDwAAUAAQAGAbIBBAAAAC0BAQAJAAAAHQYhAPAABwABAAUBsQEEAAAALQEBAAkAAAAdBiEA8AAJAAEABAGwAQQAAAAtAQEACQAAAB0GIQDwAAsAAQADAa8BBAAAAC0BAQAJAAAAHQYhAPAADQABAAIBrgEEAAAALQEBAAkAAAAdBiEA8AAPAAEAAQGtAQQAAAAtAQEACQAAAB0GIQDwABEAAQAAAawBBAAAAC0BAQAJAAAAHQYhAPAAEwABAP8AqwEEAAAALQEBAAkAAAAdBiEA8AAVAAEA/gCqAQQAAAAtAQEACQAAAB0GIQDwABcAAQD9AKkBBQAAAAEC8PDwAAsAAAAyCgAAAAAAAAIAzAHvAP8BIgEFAAAAAQIBAAAABAAAACcB//8DAAAAAAA=)

Get all rows where the Type is "Gold". Ignore spaces and treat mis-spellings like GOLD, gold, etc. as "Gold". Calculate the sales as Units \* Price, and sum them up.

Check

Check all Save

Save regularly. Your last saved submission will be evaluated.

Bottom of Form

# Best of luck!

Ended at Sun, 2 Feb, 2025, 11:59 pm IST Score: 0 Check all Save

# TDS 2025 Jan GA2 - Deployment Tools

## Instructions

1. **Learn what you need**. Reading material is provided, but feel free to skip it if you can answer the question. (Or learn it, just for pleasure.)
2. **Check answers regularly** by pressing Check. It shows which answers are right or wrong. You can check multiple times.
3. **Save regularly** by pressing Save. You can save multiple times. Your last saved submission will be evaluated.
4. **Reloading is OK**. Your answers are saved in your browser (not server). Questions won't change except for randomized parameters.
5. **Browser may struggle**. If you face loading issues, turn off security restrictions or try a different browser.
6. **Use anything**. You can use any resources you want. The Internet, ChatGPT, friends, whatever. Use any libraries or frameworks you want.
7. **It's hackable**. It's possible to get the answer to some questions by hacking the code for this quiz. That's allowed.

**Have questions?** [**Join the discussion on Discourse**](https://discourse.onlinedegree.iitm.ac.in/t/ga2-deployment-tools-discussion-thread-tds-jan-2025/161120)

You are logged in as **22f1001679@ds.study.iitm.ac.in**.

Logout

#### **Recent saves (most recent is your official score)**

Reloadfrom 2/1/2025, 5:20:18 PM. Score: 7.5

Reloadfrom 2/1/2025, 4:33:14 PM. Score: 6.5

Reloadfrom 1/29/2025, 7:57:52 PM. Score: 6.5

Top of Form

# Questions

1. [Write documentation in Markdown](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-markdown) (1 mark)
2. [Compress an image](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-image-compression) (1 mark)
3. [Host your portfolio on GitHub Pages](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-github-pages) (1 mark)
4. [Use Google Colab](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-use-colab) (0.5 marks)
5. [Use an Image Library in Google Colab](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-use-colab-image-library) (0.5 marks)
6. [Deploy a Python API to Vercel](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-vercel-python) (1 mark)
7. [Create a GitHub Action](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-github-action) (1.5 marks)
8. [Push an image to Docker Hub](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-docker-hub-image) (1 mark)
9. [Write a FastAPI server to serve data](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-fastapi) (1 mark)
10. [Run a local LLM with Llamafile](https://exam.sanand.workers.dev/tds-2025-01-ga2#hq-llamafile) (1.5 marks)

1 Write documentation in Markdown (1 mark)

## Documentation: Markdown

Markdown is a lightweight markup language for creating formatted text using a plain-text editor. It's the standard for documentation in software projects and data science notebooks.

Watch this introduction to Markdown (19 min):

Common Markdown syntax:

**# Heading 1**

**## Heading 2**

**\*\*bold\*\*** and *\*italic\**

- Bullet point

- Another point

- Nested point

1. Numbered list

2. Second item

[Link text](https://url.com)

![Image alt](image.jpg)

| Column 1 | Column 2 |

|----------|----------|

| Cell 1 | Cell 2 |

```python

# Code block

def hello():

print("Hello")

```

> Blockquote

Tools for working with Markdown:

* [markdown2](https://pypi.org/project/markdown2/): Python library to convert Markdown to HTML
* [markdownlint](https://github.com/DavidAnson/markdownlint): Linting
* [Markdown All in One](https://marketplace.visualstudio.com/items?itemName=yzhang.markdown-all-in-one): VS Code extension
* [pandoc](https://pandoc.org/): Convert between formats

Write documentation in Markdown for an \*\*imaginary\*\* analysis of the number of steps you walked each day for a week, comparing over time and with friends. The Markdown must include:

* **Top-Level Heading**: At least 1 heading at level 1, e.g., # Introduction
* **Subheadings**: At least 1 heading at level 2, e.g., ## Methodology
* **Bold Text**: At least 1 instance of bold text, e.g., \*\*important\*\*
* **Italic Text**: At least 1 instance of italic text, e.g., \*note\*
* **Inline Code**: At least 1 instance of inline code, e.g., sample\_code
* **Code Block**: At least 1 instance of a [fenced code block](https://docs.github.com/en/get-started/writing-on-github/working-with-advanced-formatting/creating-and-highlighting-code-blocks), e.g.
* print("Hello World")
* **Bulleted List**: At least 1 instance of a bulleted list, e.g., - Item
* **Numbered List**: At least 1 instance of a numbered list, e.g., 1. Step One
* **Table**: At least 1 instance of a table, e.g., | Column A | Column B |
* **Hyperlink**: At least 1 instance of a hyperlink, e.g., [Text](https://example.com)
* **Image**: At least 1 instance of an image, e.g., ![Alt Text](https://example.com/image.jpg)
* **Blockquote**: At least 1 instance of a blockquote, e.g., > This is a quote

Enter your Markdown here:![](data:image/x-wmf;base64,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)

Check

2 Compress an image (1 mark)

## Images: Compression

Image compression is essential when deploying apps. Often, pages have dozens of images. Image analysis runs over thousands of images. The cost of storage and bandwidth can grow over time.

Here are things you should know when you're compressing images:

* **Image dimensions** are the width and height of the image in pixels. This impacts image size a lot
* **Lossless** compression (PNG, WebP) preserves exact data
* **Lossy** compression (JPEG, WebP) removes some data for smaller files
* **Vector** formats (SVG) scale without quality loss
* **WebP** is the modern standard, supporting both lossy and lossless

Here's a rule of thumb you can use as of 2025.

* Use SVG if you can (i.e. if it's vector graphics or you can convert it to one)
* Else, reduce the image to as small as you can, and save as lossy WebP

Common operations with Python:

**from** pathlib **import** Path

**from** PIL **import** Image

**import** io

**async** **def** **compress\_image**(input\_path: Path, output\_path: Path, quality: int = 85) -> None:

"""Compress an image while maintaining reasonable quality."""

**with** Image.open(input\_path) **as** img:

# Convert RGBA to RGB if needed

**if** img.mode == 'RGBA':

img = img.convert('RGB')

# Optimize for web

img.save(output\_path, 'WEBP', quality=quality, optimize=True)

# Batch process images

paths = Path('images').glob('\*.jpg')

**for** p **in** paths:

**await** compress\_image(p, p.with\_suffix('.webp'))

Command line tools include [cwebp](https://developers.google.com/speed/webp/docs/cwebp), [pngquant](https://pngquant.org/), [jpegoptim](https://github.com/tjko/jpegoptim), and [ImageMagick](https://imagemagick.org/).

# Convert to WebP

cwebp -q 85 input.png -o output.webp

# Optimize PNG

pngquant --quality=65-80 image.png

# Optimize JPEG

jpegoptim --strip-all --all-progressive --max=85 image.jpg

# Convert and resize

convert input.jpg -resize 800x600 output.jpg

# Batch convert

mogrify -format webp -quality 85 \*.jpg

Watch this video on modern image formats and optimization (15 min):

Tools for image optimization:

* [squoosh.app](https://squoosh.app/): Browser-based compression
* [ImageOptim](https://imageoptim.com/): GUI tool for Mac
* [sharp](https://sharp.pixelplumbing.com/): Node.js image processing
* [Pillow](https://python-pillow.org/): Python imaging library

Download the image below and compress it losslessly to an image that is less than 1,500 bytes.

![https://exam.sanand.workers.dev/shapes.png](data:image/png;base64,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)

By losslessly, we mean that every pixel in the new image should be identical to the original image.

Upload your losslessly compressed image (less than 1,500 bytes)

Check

3 Host your portfolio on GitHub Pages (1 mark)

## Static hosting: GitHub Pages

[GitHub Pages](https://pages.github.com/) is a free hosting service that turns your GitHub repository directly into a whenever you push it. This is useful for sharing analysis results, data science portfolios, project documentation, and more.

Common Operations:

# Create a new GitHub repo

mkdir my-site

cd my-site

git init

# Add your static content

echo "<h1>My Site</h1>" > index.html

# Push to GitHub

git add .

git commit -m "feat(pages): initial commit"

git push origin main

# Enable GitHub Pages from the main branch on the repo settings page

Best Practices:

1. **Keep it small**
   * [Optimize images](https://developer.mozilla.org/en-US/docs/Learn_web_development/Extensions/Performance/Multimedia). Prefer SVG over WEBP over 8-bit PNG.
   * [Preload](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/rel/preload) critical assets like stylesheets
   * Avoid committing large files like datasets, videos, etc. directly. Explore [Git LFS](https://git-lfs.github.com/) instead.

Tools:

* [GitHub Desktop](https://desktop.github.com/): GUI for Git operations
* [GitHub CLI](https://cli.github.com/): Command line interface
* [GitHub Actions](https://github.com/features/actions): Automation

Publish a page using [GitHub Pages](https://pages.github.com/) that showcases your work. Ensure that your email address **22f1001679@ds.study.iitm.ac.in** is in the page's HTML.

GitHub pages are served via CloudFlare which [obfuscates emails](https://developers.cloudflare.com/waf/tools/scrape-shield/email-address-obfuscation/). So, wrap your email address inside a:

<!--email\_off-->22f1001679@ds.study.iitm.ac.in<!--/email\_off-->

What is the GitHub Pages URL? It might look like: https://[USER].github.io/[REPO]/![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

If a recent change that's not reflected, add ?v=1, ?v=2 to the URL to bust the cache.

Check

4 Use Google Colab (0.5 marks)

## Notebooks: Google Colab

[Google Colab](https://colab.research.google.com/) is a free, cloud-based Jupyter notebook environment that's become indispensable for data scientists and ML practitioners. It's particularly valuable because it provides free access to GPUs and TPUs, and for easy sharing of code and execution results.

While Colab is excellent for prototyping and learning, its free tier has limitations - notebooks time out after 12 hours, and GPU access can be inconsistent.

Learn how to mount Google Drive for persistent storage, manage dependencies with !pip install commands, as these are common pain points when getting started.

* [Google Colab features you may have missed](https://youtu.be/rNgswRZ2C1Y)
* [How to mount Google Drive to Google Colab](https://youtu.be/8HvugBq5NKg)
* [How to take advantage of GPUs and TPUs for your ML project](https://youtu.be/tCYSce6l8gA)

Let's make sure you can access Google Colab. Run this program on Google Colab, allowing all required access to your email ID: 22f1001679@ds.study.iitm.ac.in.

**import** hashlib

**import** requests

**from** google.colab **import** auth

**from** oauth2client.client **import** GoogleCredentials

auth.authenticate\_user()

creds = GoogleCredentials.get\_application\_default()

token = creds.get\_access\_token().access\_token

response = requests.get(

"https://www.googleapis.com/oauth2/v1/userinfo",

params={"alt": "json"},

headers={"Authorization": f"Bearer {token}"}

)

email = response.json()["email"]

hashlib.sha256(f"{email} {creds.token\_expiry.year}".encode()).hexdigest()[-5:]

What is the result? (It should be a 5-character string)![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

5 Use an Image Library in Google Colab (0.5 marks)

[Download this image](https://exam.sanand.workers.dev/lenna.webp). Create a new [Google Colab notebook](https://colab.research.google.com/) and run this code (after fixing a mistake in it) to calculate the number of pixels with a certain minimum brightness:

**import** numpy **as** np

**from** PIL **import** Image

**from** google.colab **import** files

**import** colorsys

# There is a mistake in the line below. Fix it

image = Image.open(list(files.upload().keys)[0])

rgb = np.array(image) / 255.0

lightness = np.apply\_along\_axis(**lambda** x: colorsys.rgb\_to\_hls(\*x)[1], 2, rgb)

light\_pixels = np.sum(lightness > 0.055)

print(f'Number of pixels with lightness > 0.055: {light\_pixels}')

What is the result? (It should be a number)![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

6 Deploy a Python API to Vercel (1 mark)

## Serverless hosting: Vercel

Serverless platforms let you rent a single function instead of an entire machine. They're perfect for small web tools that don't need to run all the time. Here are some common real-life uses:

* A contact form that emails you when someone wants to hire you (runs for 2-3 seconds, a few times per day)
* A tool that converts uploaded photos to black and white (runs for 5-10 seconds when someone uploads a photo)
* A chatbot that answers basic questions about your business hours (runs for 1-2 seconds per question)
* A newsletter sign-up that adds emails to your mailing list (runs for 1 second per sign-up)
* A webhook that posts your Etsy sales to Discord (runs for 1 second whenever you make a sale)

You only pay when someone uses your tool, and the platform automatically handles busy periods. For example, if 100 people fill out your contact form at once, the platform creates 100 temporary copies of your code to handle them all. When they're done, these copies disappear. It's cheaper than running a full-time server because you're not paying for the time when no one is using your tool - most tools are idle 95% of the time!

Rather than writing a full program, serverless platforms let you write functions. These functions are called via HTTP requests. They run in a cloud environment and are scaled up and down automatically. But this means you write programs in a different style. For example:

* You can't pip install packages - you have to use requirements.txt
* You can't read or write files from the file system - you can only use APIs.
* You can't run commands (e.g. subprocess.run())

[Vercel](https://vercel.com/) is a cloud platform optimized for frontend frameworks and serverless functions. Vercel is tightly integrated with GitHub. Pushing to your repository automatically triggers new deployments.

Here's a [quickstart](https://vercel.com/docs/functions/runtimes/python). [Sign-up with Vercel](https://vercel.com/signup). Create an empty git repo with this api/index.py file.

To deploy a FastAPI app, add a requirements.txt file with fastapi as a dependency.

fastapi

Add your FastAPI code to a file, e.g. main.py.

# main.py

**from** fastapi **import** FastAPI

app = FastAPI()

@app.get("/")

**def** **read\_root**():

**return** {"message": "Hello, World!"}

Add a vercel.json file to the root of your repository.

{

"builds": [{ "src": "main.py", "use": "@vercel/python" }],

"routes": [{ "src": "/(.\*)", "dest": "main.py" }]

}

On the command line, run:

* npx vercel to deploy a test version
* npx vercel --prod to deploy to production

**Environment Variables**. Use npx vercel env add to add environment variables. In your code, use os.environ.get('SECRET\_KEY') to access them.

### **Videos**

Download this q-vercel-python.json which has the marks of 100 imaginary students.

Create and deploy a Python app to [Vercel](https://vercel.com/). Expose an API so that when a request like https://your-app.vercel.app/api?name=X&name=Y is made, it returns a JSON response with the marks of the names X and Y in the same order, like this:

{ "marks": [10, 20] }

Make sure you enable **CORS** to allow GET requests from any origin.

What is the Vercel URL? It should look like: https://your-app.vercel.app/api![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

7 Create a GitHub Action (1.5 marks)

## CI/CD: GitHub Actions

[GitHub Actions](https://github.com/features/actions) is a powerful automation platform built into GitHub. It helps automate your development workflow - running tests, deploying applications, updating datasets, retraining models, etc.

* Understand the basics of [YAML configuration files](https://docs.github.com/en/actions/writing-workflows/quickstart)
* Explore the [pre-built actions from the marketplace](https://github.com/marketplace?type=actions)
* How to [handle secrets securely](https://docs.github.com/en/actions/security-for-github-actions/security-guides/using-secrets-in-github-actions)
* [Triggering a workflow](https://docs.github.com/en/actions/writing-workflows/choosing-when-your-workflow-runs/triggering-a-workflow)
* Staying within the [free tier limits](https://docs.github.com/en/billing/managing-billing-for-your-products/managing-billing-for-github-actions/about-billing-for-github-actions)
* [Caching dependencies to speed up workflows](https://docs.github.com/en/actions/writing-workflows/choosing-what-your-workflow-does/caching-dependencies-to-speed-up-workflows)

Here is a sample .github/workflows/iss-location.yml that runs daily, appends the International Space Station location data into iss-location.json, and commits it to the repository.

name: Log ISS Location Data Daily

on:

schedule:

# Runs at 12:00 UTC (noon) every day

- cron: "0 12 \* \* \*"

workflow\_dispatch: # Allows manual triggering

jobs:

collect-iss-data:

runs-on: ubuntu-latest

permissions:

contents: write

steps:

- name: Checkout repository

uses: actions/checkout@v4

- name: Install uv

uses: astral-sh/setup-uv@v5

- name: Fetch ISS location data

run: | # python

uv run --with requests python << 'EOF'

import requests

data = requests.get('http://api.open-notify.org/iss-now.json').text

with open('iss-location.jsonl', 'a') as f:

f.write(data + '\n')

'EOF'

- name: Commit and push changes

run: | # shell

git config --local user.email "github-actions[bot]@users.noreply.github.com"

git config --local user.name "github-actions[bot]"

git add iss-location.jsonl

git commit -m "Update ISS position data [skip ci]" || exit 0

git push

Tools:

* [GitHub CLI](https://cli.github.com/): Manage workflows from terminal
* [Super-Linter](https://github.com/github/super-linter): Validate code style
* [Release Drafter](https://github.com/release-drafter/release-drafter): Automate releases
* [act](https://github.com/nektos/act): Run actions locally
* [How to handle secrets in GitHub Actions](https://youtu.be/1tD7km5jK70)

Create a [GitHub action](https://github.com/features/actions) on one of your GitHub repositories. Make sure one of the steps in the action has a name that contains your email address 22f1001679@ds.study.iitm.ac.in. For example:

jobs:

test:

steps:

- name: 22f1001679@ds.study.iitm.ac.in

run: echo "Hello, world!"

Trigger the action and make sure it is the **most recent action**.

What is your repository URL? It will look like: https://github.com/USER/REPO![](data:image/x-wmf;base64,183GmgAAAAAAANcASAAgAQAAAACuVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgA1wADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAANQACQAAAB0GIQDwAAMA1ABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADANEAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMA0QAJAAAAHQYhAPAAAwDOAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMAywADAAYABQAAAAsCAAAAAAUAAAAMAkgA1wAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgDRAEIABAAAACcB//8DAAAAAAA=)

Check

8 Push an image to Docker Hub (1 mark)

## Containers: Docker, Podman

[Docker](https://www.docker.com/) and [Podman](https://podman.io/) are containerization tools that package your application and its dependencies into a standardized unit for software development and deployment.

Docker is the industry standard. Podman is compatible with Docker and has better security (and a slightly more open license). In this course, we recommend Podman but Docker works in the same way.

Initialize the container engine:

podman machine init

podman machine start

Common Operations. (You can use docker instead of podman in the same way.)

# Pull an image

podman pull python:3.11-slim

# Run a container

podman run -it python:3.11-slim

# List containers

podman ps -a

# Stop container

podman stop container\_id

# Scan image for vulnerabilities

podman scan myapp:latest

# Remove container

podman rm container\_id

# Remove all stopped containers

podman container prune

You can create a Dockerfile to build a container image. Here's a sample Dockerfile that converts a Python script into a container image.

**FROM** python:3.11-slim

# Set working directory

**WORKDIR** /app

# Typically, you would use `COPY . .` to copy files from the host machine,

# but here we're just using a simple script.

**RUN** echo 'print("Hello, world!")' > app.py

# Run the script

**CMD** ["python", "app.py"]

To build, run, and deploy the container, run these commands:

# Create an account on https://hub.docker.com/ and then login

podman login docker.io

# Build and run the container

podman build -t py-hello .

podman run -it py-hello

# Push the container to Docker Hub. Replace $DOCKER\_HUB\_USERNAME with your Docker Hub username.

podman push py-hello:latest docker.io/$DOCKER\_HUB\_USERNAME/py-hello

# Push adding a specific tag, e.g. dev

TAG=dev podman push py-hello docker.io/$DOCKER\_HUB\_USERNAME/py-hello:$TAG

Tools:

* [Dive](https://github.com/wagoodman/dive): Explore image layers
* [Skopeo](https://github.com/containers/skopeo): Work with container images
* [Trivy](https://github.com/aquasecurity/trivy): Security scanner
* Optional: For Windows, see [WSL 2 with Docker getting started](https://youtu.be/5RQbdMn04Oc)

Create and push an image to [Docker Hub](https://hub.docker.com/). Add a tag named 22f1001679 to the image.

What is the Docker image URL? It should look like: https://hub.docker.com/repository/docker/$USER/$REPO/general![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Check

9 Write a FastAPI server to serve data (1 mark)

## Web Framework: FastAPI

[FastAPI](https://fastapi.tiangolo.com/) is a modern Python web framework for building APIs with automatic interactive documentation. It's fast, easy to use, and designed for building production-ready REST APIs.

Here's a minimal FastAPI app, app.py:

# /// script

# requires-python = ">=3.11"

# dependencies = [

# "fastapi",

# "uvicorn",

# ]

# ///

**from** fastapi **import** FastAPI

app = FastAPI()

@app.get("/")

**async** **def** **root**():

**return** {"message": "Hello!"}

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** uvicorn

uvicorn.run(app, host="0.0.0.0", port=8000)

Run this with uv run app.py.

1. **Handle errors by raising HTTPException**
2. **from** fastapi **import** HTTPException
3. **async** **def** **get\_item**(item\_id: int):
4. **if** **not** valid\_item(item\_id):
5. **raise** HTTPException(
6. status\_code=404,
7. detail=f"Item {item\_id} not found"
8. )
9. **Use middleware for logging**
10. **from** fastapi **import** Request
11. **import** time
12. @app.middleware("http")
13. **async** **def** **add\_timing**(request: Request, call\_next):
14. start = time.time()
15. response = **await** call\_next(request)
16. response.headers["X-Process-Time"] = str(time.time() - start)
17. **return** response

Tools:

* [FastAPI CLI](https://fastapi.tiangolo.com/tutorial/fastapi-cli/): Project scaffolding
* [Pydantic](https://pydantic-docs.helpmanual.io/): Data validation
* [SQLModel](https://sqlmodel.tiangolo.com/): SQL databases
* [FastAPI Users](https://fastapi-users.github.io/): Authentication

Watch this FastAPI Course for Beginners (64 min):

## REST APIs

REST (Representational State Transfer) APIs are the standard way to build web services that allow different systems to communicate over HTTP. They use standard HTTP methods and JSON for data exchange.

Watch this comprehensive introduction to REST APIs (52 min):

Key Concepts:

1. **HTTP Methods**
   * GET: Retrieve data
   * POST: Create new data
   * PUT/PATCH: Update existing data
   * DELETE: Remove data
2. **Status Codes**
   * 2xx: Success (200 OK, 201 Created)
   * 4xx: Client errors (400 Bad Request, 404 Not Found)
   * 5xx: Server errors (500 Internal Server Error)

Here's a minimal REST API using FastAPI. Run this server.py script via uv run server.py:

# /// script

# requires-python = ">=3.13"

# dependencies = [

# "fastapi",

# "uvicorn",

# ]

# ///

**from** fastapi **import** FastAPI, HTTPException

**from** typing **import** Dict, List

app = FastAPI()

# Create a list of items that will act like a database

items: List[Dict[str, float | int | str]] = []

# Create a GET endpoint that returns all items

@app.get("/items")

**async** **def** **get\_items**() -> List[Dict[str, float | int | str]]:

**return** items

# Create a GET endpoint that returns a specific item by ID

@app.get("/items/{item\_id}")

**async** **def** **get\_item**(item\_id: int) -> Dict[str, float | int | str]:

**if** item := next((i **for** i **in** items **if** i["id"] == item\_id), None):

**return** item

**raise** HTTPException(status\_code=404, detail="Item not found")

# Create a POST endpoint that creates a new item

@app.post("/items")

**async** **def** **create\_item**(item: Dict[str, float | str]) -> Dict[str, float | int | str]:

new\_item = {"id": len(items) + 1, "name": item["name"], "price": float(item["price"])}

items.append(new\_item)

**return** new\_item

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** uvicorn

uvicorn.run(app, host="0.0.0.0", port=8000)

Test the API with curl:

# Get all items

curl http://localhost:8000/items

# Create an item

curl -X POST http://localhost:8000/items \

-H "Content-Type: application/json" \

-d '{"name": "Book", "price": 29.99}'

# Get specific item

curl http://localhost:8000/items/1

Best Practices:

1. **Use Nouns for Resources**
   * Good: /users, /posts
   * Bad: /getUsers, /createPost
2. **Version Your API**
3. /api/v1/users
4. /api/v2/users
5. **Handle Errors Consistently**
6. {
7. "error": "Not Found",
8. "message": "User 123 not found",
9. "status\_code": 404
10. }
11. **Use Query Parameters for Filtering**
12. **/api/**posts?status=published&category=tech
13. **Implement Pagination**
14. /api/posts?page=2&limit=10

Tools:

* [Postman](https://www.postman.com/): API testing and documentation
* [Swagger/OpenAPI](https://swagger.io/): API documentation
* [HTTPie](https://httpie.io/): Modern command-line HTTP client
* [JSON Schema](https://json-schema.org/): API request/response validation

Learn more about REST APIs:

* [REST API Design Best Practices](https://stackoverflow.blog/2020/03/02/best-practices-for-rest-api-design/)
* [Microsoft REST API Guidelines](https://github.com/microsoft/api-guidelines)
* [Google API Design Guide](https://cloud.google.com/apis/design)

## CORS: Cross-Origin Resource Sharing

CORS (Cross-Origin Resource Sharing) is a security mechanism that controls how web browsers handle requests between different origins (domains, protocols, or ports). Data scientists need CORS for APIs serving data or analysis to a browser on a different domain.

Watch this practical explanation of CORS (3 min):

Key CORS concepts:

* **Same-Origin Policy**: Browsers block requests between different origins by default
* **CORS Headers**: Server responses must include specific headers to allow cross-origin requests
* **Preflight Requests**: Browsers send OPTIONS requests to check if the actual request is allowed
* **Credentials**: Special handling required for requests with cookies or authentication

If you're exposing your API with a GET request publicly, the only thing you need to do is set the HTTP header Access-Control-Allow-Origin: \*.

Here are other common CORS headers:

**Access-Control-Allow-Origin**: https://example.com

**Access-Control-Allow-Methods**: GET, POST, PUT, DELETE

**Access-Control-Allow-Headers**: Content-Type, Authorization

**Access-Control-Allow-Credentials**: true

To implement CORS in FastAPI, use the [CORSMiddleware middleware](https://fastapi.tiangolo.com/tutorial/cors/):

**from** fastapi **import** FastAPI

**from** fastapi.middleware.cors **import** CORSMiddleware

app = FastAPI()

app.add\_middleware(CORSMiddleware, allow\_origins=["\*"]) # Allow GET requests from all origins

# Or, provide more granular control:

app.add\_middleware(

CORSMiddleware,

allow\_origins=["https://example.com"], # Allow a specific domain

allow\_credentials=True, # Allow cookies

allow\_methods=["GET", "POST", "PUT", "DELETE"], # Allow specific methods

allow\_headers=["\*"], # Allow all headers

)

Testing CORS with JavaScript:

// Simple request

**const** response = **await** **fetch**("https://api.example.com/data", {

method: "GET",

headers: { "Content-Type": "application/json" },

});

// Request with credentials

**const** response = **await** **fetch**("https://api.example.com/data", {

credentials: "include",

headers: { "Content-Type": "application/json" },

});

Useful CORS debugging tools:

* [CORS Checker](https://cors-test.codehappy.dev/): Test CORS configurations
* Browser DevTools Network tab: Inspect CORS headers and preflight requests
* [cors-anywhere](https://github.com/Rob--W/cors-anywhere): CORS proxy for development

Common CORS errors and solutions:

* No 'Access-Control-Allow-Origin' header: Configure server to send proper CORS headers
* Request header field not allowed: Add required headers to Access-Control-Allow-Headers
* Credentials flag: Set both credentials: 'include' and Access-Control-Allow-Credentials: true
* Wild card error: Cannot use \* with credentials; specify exact origins

Download q-fastapi.csv. This file has 2-columns:

1. studentId: A unique identifier for each student, e.g. 1, 2, 3, ...
2. class: The class (including section) of the student, e.g. 1A, 1B, ... 12A, 12B, ... 12Z

Write a FastAPI server that serves this data. For example, /api should return all students data (in the same row and column order as the CSV file) as a JSON like this:

{

"students": [

{

"studentId": 1,

"class": "1A"

},

{

"studentId": 2,

"class": "1B"

}, ...

]

}

If the URL has a query parameter class, it should return only students in those classes. For example, /api?class=1A should return only students in class 1A. /api?class=1A&class=1B should return only students in class 1A and 1B. There may be any number of classes specified. Return students in the same order as they appear in the CSV file (not the order of the classes).

Make sure you enable **CORS** to allow GET requests from any origin.

What is the API URL endpoint for FastAPI? It might look like: http://127.0.0.1:8000/api

We'll check by sending a request to this URL with ?class=... added and check if the response matches the data.

Check

10 Run a local LLM with Llamafile (1.5 marks)

## Local LLMs: Llamafile

You would have heard of Large Language Models (LLMs) like GPT-4, Claude, and Llama. Some of these models are available for free, but most of them are not.

An easy way to run LLMs locally is Mozilla's [Llamafile](https://github.com/Mozilla-Ocho/llamafile). It's a single executable file that works on Windows, Mac, and Linux. No installation or configuration needed - just download and run.

Watch this Llamafile Tutorial (6 min):
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Here's how to get started

1. [Download Llama-3.2-1B-Instruct.Q6\_K.llamafile (1.11 GB)](https://huggingface.co/Mozilla/Llama-3.2-1B-Instruct-llamafile/blob/main/Llama-3.2-1B-Instruct.Q6_K.llamafile?download=true).
2. From the command prompt or terminal, run Llama-3.2-1B-Instruct.Q6\_K.llamafile.
3. Optional: For GPU acceleration, use Llama-3.2-1B-Instruct.Q6\_K.llamafile --n-gpu-layers 35. (Increase or decrease the number of layers based on your GPU VRAM.)

You might see a message like this:

██╗ ██╗ █████╗ ███╗ ███╗ █████╗ ███████╗██╗██╗ ███████╗

██║ ██║ ██╔══██╗████╗ ████║██╔══██╗██╔════╝██║██║ ██╔════╝

██║ ██║ ███████║██╔████╔██║███████║█████╗ ██║██║ █████╗

██║ ██║ ██╔══██║██║╚██╔╝██║██╔══██║██╔══╝ ██║██║ ██╔══╝

███████╗███████╗██║ ██║██║ ╚═╝ ██║██║ ██║██║ ██║███████╗███████╗

╚══════╝╚══════╝╚═╝ ╚═╝╚═╝ ╚═╝╚═╝ ╚═╝╚═╝ ╚═╝╚══════╝╚══════╝

software: llamafile 0.8.17

model: Llama-3.2-1B-Instruct-Q8\_0.gguf

compute: 13th Gen Intel Core i9-13900HX (alderlake)

server: http://127.0.0.1:8080/

A chat between a curious human and an artificial intelligence assistant. The assistant gives helpful, detailed, and polite answers to the human's questions.

You can now chat with the model. Type /exit or press Ctrl+C to stop.

You can also visit http://127.0.0.1:8080/ in your browser to chat with the model.

LlamaFile exposes an OpenAI compatible API. Here's how to use it in Python:

**import** requests

response = requests.post(

"http://localhost:8080/v1/chat/completions",

headers={"Content-Type": "application/json"},

json={"messages": [{"role": "user", "content": "Write a haiku about coding"}]}

)

print(response.json()["choices"][0]["message"]["content"])

Tools:

* [OpenAI API compatibility](https://platform.openai.com/docs/api-reference/chat): Use existing OpenAI code
* [Creating your own llamafiles](https://github.com/Mozilla-Ocho/llamafile#creating-llamafiles): Control output format

## Tunneling: ngrok

[Ngrok](https://ngrok.com/) is a tool that creates secure tunnels to your localhost, making your local development server accessible to the internet. It's essential for testing webhooks, sharing work in progress, or debugging applications in production-like environments.

Run the command uvx ngrok http 8000 to create a tunnel to your local server on port 8000. This generates a public URL that you can share with others.

To get started, log into ngrok.com and [get an authtoken from the dashboard](https://dashboard.ngrok.com/get-started/your-authtoken). Copy it. Then run:

ngrok config add-authtoken $YOUR\_AUTHTOKEN

Now you can forward any local port to the internet. For example:

# Start a local server on port 8000

uv run -m http.server 8000

# Start HTTP tunnel

uvx ngrok http 8000

Download [Llamafile](https://github.com/Mozilla-Ocho/llamafile). Run the [Llama-3.2-1B-Instruct.Q6\_K.llamafile](https://huggingface.co/Mozilla/Llama-3.2-1B-Instruct-llamafile/blob/main/Llama-3.2-1B-Instruct.Q6_K.llamafile?download=true) model with it.

Create a tunnel to the Llamafile server using [ngrok](https://ngrok.com/).

What is the ngrok URL? It might look like: https://[random].ngrok-free.app/

Check
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Save regularly. Your last saved submission will be evaluated.
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# TDS 2025 Jan GA3 - Large Language Models

## Instructions

1. **Learn what you need**. Reading material is provided, but feel free to skip it if you can answer the question. (Or learn it, just for pleasure.)
2. **Check answers regularly** by pressing Check. It shows which answers are right or wrong. You can check multiple times.
3. **Save regularly** by pressing Save. You can save multiple times. Your last saved submission will be evaluated.
4. **Reloading is OK**. Your answers are saved in your browser (not server). Questions won't change except for randomized parameters.
5. **Browser may struggle**. If you face loading issues, turn off security restrictions or try a different browser.
6. **Use anything**. You can use any resources you want. The Internet, ChatGPT, friends, whatever. Use any libraries or frameworks you want.
7. **It's hackable**. It's possible to get the answer to some questions by hacking the code for this quiz. That's allowed.

**Note:** You'll run multiple servers in this exam. All of them must be running simultaneously while checking or saving answers.

**Have questions?** [**Join the discussion on Discourse**](https://discourse.onlinedegree.iitm.ac.in/t/ga3-large-language-models-discussion-thread-tds-jan-2025/163247)

You are logged in as **22f1001679@ds.study.iitm.ac.in**.

Logout

#### **Recent saves (most recent is your official score)**

Reloadfrom 2/5/2025, 10:56:17 PM. Score: 8.5

Reloadfrom 2/5/2025, 10:37:54 PM. Score: 7

Reloadfrom 2/5/2025, 10:18:19 PM. Score: 7
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# Questions

1. [LLM Sentiment Analysis](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-llm-sentiment-analysis) (1 mark)
2. [LLM Token Cost](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-token-cost) (0.75 marks)
3. [Generate addresses with LLMs](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-generate-addresses-with-llms) (1 mark)
4. [LLM Vision](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-llm-vision) (1 mark)
5. [LLM Embeddings](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-llm-embeddings) (0.75 marks)
6. [Embedding Similarity](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-embedding-similarity) (1 mark)
7. [Vector Databases](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-vector-databases) (1.5 marks)
8. [Function Calling](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-function-calling) (1.5 marks)
9. [Get an LLM to say Yes](https://exam.sanand.workers.dev/tds-2025-01-ga3#hq-get-llm-to-say-yes) (1 mark)

1 LLM Sentiment Analysis (1 mark)

## LLM Sentiment Analysis

[OpenAI's API](https://platform.openai.com/) provides access to language models like GPT 4o, GPT 4o mini, etc.

For more details, read OpenAI's guide for:

* [Text Generation](https://platform.openai.com/docs/guides/text-generation)
* [Vision](https://platform.openai.com/docs/guides/vision)
* [Structured Outputs](https://platform.openai.com/docs/guides/structured-outputs)

Start with this quick tutorial:

Here's a minimal example using curl to generate text:

curl https://api.openai.com/v1/chat/completions \

-H "Content-Type: application/json" \

-H "Authorization: Bearer $OPENAI\_API\_KEY" \

-d '{

"model": "gpt-4o-mini",

"messages": [{ "role": "user", "content": "Write a haiku about programming." }]

}'

Let's break down the request:

* curl https://api.openai.com/v1/chat/completions: The API endpoint for text generation.
* -H "Content-Type: application/json": The content type of the request.
* -H "Authorization: Bearer $OPENAI\_API\_KEY": The API key for authentication.
* -d: The request body.
  + "model": "gpt-4o-mini": The model to use for text generation.
  + "messages":: The messages to send to the model.
    - "role": "user": The role of the message.
    - "content": "Write a haiku about programming.": The content of the message.

This video explains how to use large language models (LLMs) for sentiment analysis and classification, covering:

* **Sentiment Analysis**: Use OpenAI API to identify the sentiment of movie reviews as positive or negative.
* **Prompt Engineering**: Learn how to craft effective prompts to get desired results from LLMs.
* **LLM Training**: Understand how to train LLMs by providing examples and feedback.
* **OpenAI API Integration**: Integrate OpenAI API into Python code to perform sentiment analysis.
* **Tokenization**: Learn about tokenization and its impact on LLM input and cost.
* **Zero-Shot, One-Shot, and Multi-Shot Learning**: Understand different approaches to using LLMs for learning.

Here are the links used in the video:

* [Jupyter Notebook](https://colab.research.google.com/drive/1tVZBD9PKto1kPmVJFNUt0tdzT5EmLLWs)
* [Movie reviews dataset](https://drive.google.com/file/d/1X33ao8_PE17c3htkQ-1p2dmW2xKmOq8Q/view)
* [OpenAI Playground](https://platform.openai.com/playground/chat)
* [OpenAI Pricing](https://openai.com/api/pricing/)
* [OpenAI Tokenizer](https://platform.openai.com/tokenizer)
* [OpenAI API Reference](https://platform.openai.com/docs/api-reference/)
* [OpenAI Docs](https://platform.openai.com/docs/overview)

DataSentinel Inc. is a tech company specializing in building advanced natural language processing (NLP) solutions. Their latest project involves integrating an AI-powered sentiment analysis module into an internal monitoring dashboard. The goal is to automatically classify large volumes of unstructured feedback and text data from various sources as either GOOD, BAD, or NEUTRAL. As part of the quality assurance process, the development team needs to test the integration with a series of sample inputs—even ones that may not represent coherent text—to ensure that the system routes and processes the data correctly.

Before rolling out the live system, the team creates a test harness using Python. The harness employs the httpx library to send POST requests to OpenAI's API. For this proof-of-concept, the team uses the dummy model gpt-4o-mini along with a dummy API key in the Authorization header to simulate real API calls.

One of the test cases involves sending a sample piece of meaningless text:

**jv** TEjx cIdoPlAuwfViY4D ks 0lXkjdI9ABB E6 e ESm

Write a Python program that uses httpx to send a POST request to OpenAI's API to analyze the sentiment of this (meaningless) text into GOOD, BAD or NEUTRAL. Specifically:

1. Make sure you pass an Authorization header with dummy API key.
2. Use gpt-4o-mini as the model.
3. The first message must be a system message asking the LLM to analyze the sentiment of the text. Make sure you mention GOOD, BAD, or NEUTRAL as the categories.
4. The second message must be **exactly** the text contained above.

This test is crucial for DataSentinel Inc. as it validates both the API integration and the correctness of message formatting in a controlled environment. Once verified, the same mechanism will be used to process genuine customer feedback, ensuring that the sentiment analysis module reliably categorizes data as GOOD, BAD, or NEUTRAL. This reliability is essential for maintaining high operational standards and swift response times in real-world applications.

**Note**: This uses a dummy httpx library, not the real one. You can only use:

1. response = httpx.get(url, \*\*kwargs)
2. response = httpx.post(url, json=None, \*\*kwargs)
3. response.raise\_for\_status()
4. response.json()

Code![](data:image/x-wmf;base64,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)

Check

2 LLM Token Cost (0.75 marks)

LexiSolve Inc. is a startup that delivers a conversational AI platform to enterprise clients. The system leverages OpenAI’s language models to power a variety of customer service, sentiment analysis, and data extraction features. Because pricing for these models is based on the number of tokens processed—and strict token limits apply—accurate token accounting is critical for managing costs and ensuring system stability.

To optimize operational costs and prevent unexpected API overages, the engineering team at LexiSolve has developed an internal diagnostic tool that simulates and measures token usage for typical prompts sent to the language model.

One specific test case an understanding of text tokenization. Your task is to generate data for that test case.

Specifically, when you make a request to OpenAI's GPT-4o-Mini with just this user message:

List only the valid English words from these: neoqW, I, J8Oo6CcHrM, uUvsUfxs, JtupR, sdvj9vzt, IyEkC, rWrev, Lff5a, dqpM9Y9, B, p, r, ILtdOhxHT, nfb, InnqWC, E92T1ix, WEU9XwLYo, ZtTWhDA, 69UxAM6PXQ, 9NHdS, RPL4AR6, 61, 2, w, aHFRSwML, l7Q, FDGdW, aIE4yDddA, 5gSZcp, yhrdvuIqp, u, ccxIQ, 1QGLn, XrGZ2mM, vQ6sCOJw4O, Cah32h, zPMZUic, c, riTqs, d0jWz9JAPV, eTkYWjvV, Pu, J, jSSVJ, mMd, AYR9v, OQwZ, N51gbc, bGq2TIxus, oFJsQ, YEeLIFsoW, RinnHNM, 0tk61D, 5lItx2kB, s5lxl6Ze, 0hW, OK, yoENA, D0B0Qpz6e, REKCly, A, Svbjq6Bfpf, stQfZARqu, q, T1kxH8rL7N, 5xfw9, 2vTZZIPkYC, 1V, t3ut1d, t7bSc, Yt6GLzj0bK, eqNsc9tjj

... how many input tokens does it use up?

Number of tokens:![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Remember: indicating that this is a user message takes up a few extra tokens. You actually need to make the request to get the answer.

Check

3 Generate addresses with LLMs (1 mark)

## LLM Text Extraction

[JSON](https://exam.sanand.workers.dev/json.md) is one of the most widely used formats in the world for applications to exchange data.

This video explains how to use LLMs to extract structure from unstructured data, covering:

* **LLM for Data Extraction**: Use OpenAI's API to extract structured information from unstructured data like addresses.
* **JSON Schema**: Define a JSON schema to ensure consistent and structured output from the LLM.
* **Prompt Engineering**: Craft effective prompts to guide the LLM's response and improve accuracy.
* **Data Cleaning**: Use string functions and OpenAI's API to clean and standardize data.
* **Data Analysis**: Analyze extracted data using Pandas to gain insights.
* **LLM Limitations**: Understand the limitations of LLMs, including potential errors and inconsistencies in output.
* **Production Use Cases**: Explore real-world applications of LLMs for data extraction, such as customer service email analysis.

Here are the links used in the video:

* [Jupyter Notebook](https://colab.research.google.com/drive/1Z8mG-RPTSYY4qwkoNdzRTc4StbnwOXeE)
* [JSON Schema](https://json-schema.org/)
* [Function calling](https://platform.openai.com/docs/guides/function-calling)

Structured Outputs is a feature that ensures the model will always generate responses that adhere to your supplied [JSON Schema](https://json-schema.org/overview/what-is-jsonschema), so you don't need to worry about the model omitting a required key, or hallucinating an invalid enum value.

curl https://api.openai.com/v1/chat/completions \

-H "Authorization: Bearer $OPENAI\_API\_KEY" \

-H "Content-Type: application/json" \

-d '{

"model": "gpt-4o-2024-08-06",

"messages": [

{ "role": "system", "content": "You are a helpful math tutor. Guide the user through the solution step by step." },

{ "role": "user", "content": "how can I solve 8x + 7 = -23" }

],

"response\_format": {

"type": "json\_schema",

"json\_schema": {

"name": "math\_response",

"strict": true

"schema": {

"type": "object",

"properties": {

"steps": {

"type": "array",

"items": {

"type": "object",

"properties": { "explanation": { "type": "string" }, "output": { "type": "string" } },

"required": ["explanation", "output"],

"additionalProperties": false

}

},

"final\_answer": { "type": "string" }

},

"required": ["steps", "final\_answer"],

"additionalProperties": false

}

}

}

}'

Here's what the response\_format tells OpenAI. The items marked ⚠️ are OpenAI specific requirements for the JSON schema.

* "type": "json\_schema": We want you to generate a JSON response that follows this schema.
* "json\_schema":: We're going to give you a schema.
  + "name": "math\_response": The schema is called math\_response. (We can call it anything.)
  + "strict": true: Follow the schema exactly.
  + "schema":: Now, here's the actual JSON schema.
    - "type": "object": Return an object. ⚠️ The root object **must** be an object.
    - "properties":: The object has these properties:
      * "steps":: There's a steps property.
        + "type": "array": It's an array.
        + "items":: Each item in the array...

"type": "object": ... is an object.

"properties":: The object has these properties:

"explanation":: There's an explanation property.

"type": "string": ... which is a string.

"output":: There's an output property.

"type": "string": ... which is a string, too.

"required": ["explanation", "output"]: ⚠️ You **must** add "required": [...] and include **all** fields int he object.

"additionalProperties": false: ⚠️ OpenAI requires every object to have "additionalProperties": false.

* + - * "final\_answer":: There's a final\_answer property.
        + "type": "string": ... which is a string.
    - "required": ["steps", "final\_answer"]: ⚠️ You **must** add "required": [...] and include **all** fields in the object.
    - "additionalProperties": false: ⚠️ OpenAI requires every object to have "additionalProperties": false.

RapidRoute Solutions is a logistics and delivery company that relies on accurate and standardized address data to optimize package routing. Recently, they encountered challenges with manually collecting and verifying new addresses for testing their planning software. To overcome this, the company decided to create an automated address generator using a language model, which would provide realistic, standardized U.S. addresses that could be directly integrated into their system.

The engineering team at RapidRoute is tasked with designing a service that uses OpenAI's GPT-4o-Mini model to generate fake but plausible address data. The addresses must follow a strict format, which is critical for downstream processes such as geocoding, routing, and verification against customer databases. For consistency and validation, the development team requires that the addresses be returned as structured JSON data with no additional properties that could confuse their parsers.

As part of the integration process, you need to write the body of the request to an [OpenAI chat completion call](https://platform.openai.com/docs/api-reference/chat) that:

* Uses model gpt-4o-mini
* Has a system message: Respond in JSON
* Has a user message: Generate 10 random addresses in the US
* Uses [structured outputs](https://platform.openai.com/docs/guides/structured-outputs/) to respond with an object addresses which is an array of objects with **required** fields: street (string) latitude (number) city (string) .
* Sets additionalProperties to false to prevent additional properties.

Note that you don't need to run the request or use an API key; your task is simply to write the correct JSON body.

What is the JSON body we should send to https://api.openai.com/v1/chat/completions for this? (No need to run it or to use an API key. Just write the body of the request below.)

There's no answer box above. Figure out how to enable it. That's part of the test.

Check

4 LLM Vision (1 mark)

# Base 64 Encoding

Base64 is a method to convert binary data into ASCII text. It's essential when you need to transmit binary data through text-only channels or embed binary content in text formats.

Watch this quick explanation of how Base64 works (3 min):

Here's how it works:

* It takes 3 bytes (24 bits) and converts them into 4 ASCII characters
* ... using 64 characters: A-Z, a-z, 0-9, + and / (padding with = to make the length a multiple of 4)
* There's a URL-safe variant of Base64 that replaces + and / with - and \_ to avoid issues in URLs
* Base64 adds ~33% overhead (since every 3 bytes becomes 4 characters)

Common Python operations with Base64:

**import** base64

# Basic encoding/decoding

text = "Hello, World!"

# Convert text to base64

encoded = base64.b64encode(text.encode()).decode() # SGVsbG8sIFdvcmxkIQ==

# Convert base64 back to text

decoded = base64.b64decode(encoded).decode() # Hello, World!

# Convert to URL-safe base64

url\_safe = base64.urlsafe\_b64encode(text.encode()).decode() # SGVsbG8sIFdvcmxkIQ==

# Working with binary files (e.g., images)

**with** open('image.png', 'rb') **as** f:

binary\_data = f.read()

image\_b64 = base64.b64encode(binary\_data).decode()

# Data URI example (embed images in HTML/CSS)

data\_uri = f"data:image/png;base64,{image\_b64}"

Data URIs allow embedding binary data directly in HTML/CSS. This reduces the number of HTTP requests and also works offline. But it increases the file size.

For example, here's an SVG image embedded as a data URI:

<**img**

src="data:image/svg+xml;base64,PHN2ZyB4bWxucz0iaHR0cDovL3d3dy53My5vcmcvMjAwMC9zdmciIHZpZXdCb3g9IjAgMCAzMiAzMiI+PGNpcmNsZSBjeD0iMTYiIGN5PSIxNiIgcj0iMTUiIGZpbGw9IiMyNTYzZWIiLz48cGF0aCBmaWxsPSIjZmZmIiBkPSJtMTYgNyAyIDcgNyAyLTcgMi0yIDctMi03LTctMiA3LTJaIi8+PC9zdmc+"

/>

Base64 is used in many places:

* JSON: Encoding binary data in JSON payloads
* Email: MIME attachments encoding
* Auth: HTTP Basic Authentication headers
* JWT: Encoding tokens in web authentication
* SSL/TLS: PEM certificate format
* SAML: Encoding assertions in SSO
* Git: Encoding binary files in patches

Tools for working with Base64:

* [Base64 Decoder/Encoder](https://www.base64decode.org/) for online encoding/decoding
* [data: URI Generator](https://dopiaza.org/tools/datauri/index.php) converts files to Data URIs

## Vision Models

You'll learn how to use LLMs to interpret images and extract useful information, covering:

* **Setting Up Vision Models**: Integrate vision capabilities with LLMs using APIs like OpenAI's Chat Completion.
* **Sending Image URLs for Analysis**: Pass URLs or base64-encoded images to LLMs for processing.
* **Reading Image Responses**: Get detailed textual descriptions of images, from scenic landscapes to specific objects like cricketers or bank statements.
* **Extracting Data from Images**: Convert extracted image data to various formats like Markdown tables or JSON arrays.
* **Handling Model Hallucinations**: Address inaccuracies in extraction results, understanding how different prompts can affect output quality.
* **Cost Management for Vision Models**: Adjust detail settings (e.g., "detail: low") to balance cost and output precision.

Here are the links used in the video:

* [Jupyter Notebook](https://colab.research.google.com/drive/1bK0b1XMrZWImtw01T1w9NGraDkiVi8mS)
* [OpenAI Chat API Reference](https://platform.openai.com/docs/api-reference/chat/create)
* [OpenAI Vision Guide](https://platform.openai.com/docs/guides/vision)
* [Sample images used](https://drive.google.com/drive/folders/14MFc7XmGIUDU4-vbmF9305c1SSQrM-gR)

Here is an example of how to analyze an image using the OpenAI API.

curl https://api.openai.com/v1/chat/completions \

-H "Content-Type: application/json" \

-H "Authorization: Bearer $OPENAI\_API\_KEY" \

-d '{

"model": "gpt-4o-mini",

"messages": [

{

"role": "user",

"content": [

{"type": "text", "text": "What is in this image?"},

{

"type": "image\_url",

"detail": "low",

"image\_url": {"url": "https://upload.wikimedia.org/wikipedia/commons/3/34/Correlation\_coefficient.png"}

}

]

}

]

}'

Let's break down the request:

* curl https://api.openai.com/v1/chat/completions: The API endpoint for text generation.
* -H "Content-Type: application/json": The content type of the request.
* -H "Authorization: Bearer $OPENAI\_API\_KEY": The API key for authentication.
* -d: The request body.
  + "model": "gpt-4o-mini": The model to use for text generation.
  + "messages":: The messages to send to the model.
    - "role": "user": The role of the message.
    - "content":: The content of the message.
      * {"type": "text", "text": "What is in this image?"}: The text message.
      * {"type": "image\_url"}: The image message.
        + "detail": "low": The detail level of the image. low uses fewer tokens at lower detail. high uses more tokens for higher detail.
        + "image\_url": {"url": "https://upload.wikimedia.org/wikipedia/commons/3/34/Correlation\_coefficient.png"}: The URL of the image.

You can send images in a [base64 encoded format](https://exam.sanand.workers.dev/base64-image.md), too. For example:

# Download image and convert to base64 in one step

IMAGE\_BASE64=$(curl -s "https://upload.wikimedia.org/wikipedia/commons/3/34/Correlation\_coefficient.png" | base64 -w 0)

# Send to OpenAI API

curl https://api.openai.com/v1/chat/completions \

-H "Content-Type: application/json" \

-H "Authorization: Bearer $OPENAI\_API\_KEY" \

-d @- << EOF

{

"model": "gpt-4o-mini",

"messages": [

{

"role": "user",

"content": [

{"type": "text", "text": "What is in this image?"},

{

"type": "image\_url",

"image\_url": { "url": "data:image/png;base64,$IMAGE\_BASE64" }

}

]

}

]

}

EOF

Acme Global Solutions manages hundreds of invoices from vendors every month. To streamline their accounts payable process, the company is developing an automated document processing system. This system uses a computer vision model to extract useful text from scanned invoice images. Critical pieces of data such as vendor email addresses, invoice or transaction numbers, and other details are embedded within these documents.

Your team is tasked with integrating OpenAI's vision model into the invoice processing workflow. The chosen model, gpt-4o-mini, is capable of analyzing both text and image inputs simultaneously. When an invoice is received—for example, an invoice image may contain a vendor email like alice.brown@acmeglobal.com and a transaction number such as 34921. The system needs to extract all embedded text to automatically populate the vendor management system.

The automated process will send a POST request to OpenAI's API with two inputs in a single user message:

1. Text: A simple instruction "Extract text from this image."
2. Image URL: A base64 URL representing the invoice image that might include the email and the transaction number among other details.

Here is an example invoice image:

Write just the JSON body (not the URL, nor headers) for the POST request that sends these two pieces of content (text and image URL) to the OpenAI API endpoint.

1. Use gpt-4o-mini as the model.
2. Send a single user message to the model that has a text and an image\_url content (in that order).
3. The text content should be Extract text from this image.
4. Send the image\_url as a base64 URL of the image above. **CAREFUL**: Do not modify the image.

Write your JSON body here:![](data:image/x-wmf;base64,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)

Check

5 LLM Embeddings (0.75 marks)

## Embeddings: OpenAI and Local Models

Embedding models convert text into a list of numbers. These are like a map of text in numerical form. Each number represents a feature, and similar texts will have numbers close to each other. So, if the numbers are similar, the text they represent mean something similar.

This is useful because text similarity is important in many common problems:

1. **Search**. Find similar documents to a query.
2. **Classification**. Classify text into categories.
3. **Clustering**. Group similar items into clusters.
4. **Anomaly Detection**. Find an unusual piece of text.

You can run embedding models locally or using an API. Local models are better for privacy and cost. APIs are better for scale and quality.

| **Feature** | **Local Models** | **API** |
| --- | --- | --- |
| **Privacy** | High | Dependent on provider |
| **Cost** | High setup, low after that | Pay-as-you-go |
| **Scale** | Limited by local resources | Easily scales with demand |
| **Quality** | Varies by model | Typically high |

The [Massive Text Embedding Benchmark (MTEB)](https://huggingface.co/spaces/mteb/leaderboard) provides comprehensive comparisons of embedding models. These models are compared on several parameters, but here are some key ones to look at:

1. **Rank**. Higher ranked models have higher quality.
2. **Memory Usage**. Lower is better (for similar ranks). It costs less and is faster to run.
3. **Embedding Dimensions**. Lower is better. This is the number of numbers in the array. Smaller dimensions are cheaper to store.
4. **Max Tokens**. Higher is better. This is the number of input tokens (words) the model can take in a single input.
5. Look for higher scores in the columns for Classification, Clustering, Summarization, etc. based on your needs.

### **Local Embeddings**
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Here's a minimal example using a local embedding model:

# /// script

# requires-python = "==3.12"

# dependencies = [

# "sentence-transformers",

# "httpx",

# "numpy",

# ]

# ///

**from** sentence\_transformers **import** SentenceTransformer

**import** numpy **as** np

model = SentenceTransformer('BAAI/bge-base-en-v1.5') # A small, high quality model

**async** **def** **embed**(text: str) -> list[float]:

"""Get embedding vector for text using local model."""

**return** model.encode(text).tolist()

**async** **def** **get\_similarity**(text1: str, text2: str) -> float:

"""Calculate cosine similarity between two texts."""

emb1 = np.array(**await** embed(text1))

emb2 = np.array(**await** embed(text2))

**return** float(np.dot(emb1, emb2) / (np.linalg.norm(emb1) \* np.linalg.norm(emb2)))

**async** **def** **main**():

print(**await** get\_similarity("Apple", "Orange"))

print(**await** get\_similarity("Apple", "Lightning"))

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** asyncio

asyncio.run(main())

Note the get\_similarity function. It uses a [Cosine Similarity](https://en.wikipedia.org/wiki/Cosine_similarity) to calculate the similarity between two embeddings.

### **OpenAI Embeddings**

For comparison, here's how to use OpenAI's API with direct HTTP calls. Replace the embed function in the earlier script:

**import** os

**import** httpx

**async** **def** **embed**(text: str) -> list[float]:

"""Get embedding vector for text using OpenAI's API."""

**async** **with** httpx.AsyncClient() **as** client:

response = **await** client.post(

"https://api.openai.com/v1/embeddings",

headers={"Authorization": f"Bearer {os.environ['OPENAI\_API\_KEY']}"},

json={"model": "text-embedding-3-small", "input": text}

)

**return** response.json()["data"][0]["embedding"]

**NOTE**: You need to set the OPENAI\_API\_KEY environment variable for this to work.

**SecurePay**, a leading fintech startup, has implemented an innovative feature to detect and prevent fraudulent activities in real time. As part of its security suite, the system analyzes personalized transaction messages by converting them into embeddings. These embeddings are compared against known patterns of legitimate and fraudulent messages to flag unusual activity.

Imagine you are working on the SecurePay team as a junior developer tasked with integrating the text embeddings feature into the fraud detection module. When a user initiates a transaction, the system sends a personalized verification message to the user's registered email address. This message includes the user's email address and a unique transaction code (a randomly generated number). Here are 2 verification messages:

Dear user, please verify your transaction **code** 82698 sent to 22f1001679@ds.study.iitm.ac.**in**

Dear user, please verify your transaction **code** 2709 sent to 22f1001679@ds.study.iitm.ac.**in**

The goal is to capture this message, convert it into a meaningful embedding using OpenAI's text-embedding-3-small model, and subsequently use the embedding in a machine learning model to detect anomalies.

Your task is to write the JSON body for a POST request that will be sent to the OpenAI API endpoint to obtain the text embedding for the 2 given personalized transaction verification messages above. This will be sent to the endpoint https://api.openai.com/v1/embeddings.

Write your JSON body here:![](data:image/x-wmf;base64,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)

Check

6 Embedding Similarity (1 mark)

## Topic Modeling

You'll learn to use text embeddings to find text similarity and use that to create topics automatically from text, covering:

* **Embeddings**: How large language models convert text into numerical representations.
* **Similarity Measurement**: Understanding how similar embeddings indicate similar meanings.
* **Embedding Visualization**: Using tools like Tensorflow Projector to visualize embedding spaces.
* **Embedding Applications**: Using embeddings for tasks like classification and clustering.
* **OpenAI Embeddings**: Using OpenAI's API to generate embeddings for text.
* **Model Comparison**: Exploring different embedding models and their strengths and weaknesses.
* **Cosine Similarity**: Calculating cosine similarity between embeddings for more reliable similarity measures.
* **Embedding Cost**: Understanding the cost of generating embeddings using OpenAI's API.
* **Embedding Range**: Understanding the range of values in embeddings and their significance.

Here are the links used in the video:

* [Jupyter Notebook](https://colab.research.google.com/drive/15L075RLrwXkxa29EGT-1sNm_dqJRBTe_)
* [Tensorflow projector](https://projector.tensorflow.org/)
* [Embeddings guide](https://platform.openai.com/docs/guides/embeddings)
* [Embeddings reference](https://platform.openai.com/docs/api-reference/embeddings)
* [Clustering on scikit-learn](https://scikit-learn.org/stable/modules/clustering.html)
* [Massive text embedding leaderboard (MTEB)](https://huggingface.co/spaces/mteb/leaderboard)
* [gte-large-en-v1.5 embedding model](https://huggingface.co/Alibaba-NLP/gte-large-en-v1.5)
* [Embeddings similarity threshold](https://www.s-anand.net/blog/embeddings-similarity-threshold/)

ShopSmart is an online retail platform that places a high value on customer feedback. Each month, the company receives hundreds of comments from shoppers regarding product quality, delivery speed, customer service, and more. To automatically understand and cluster this feedback, ShopSmart's data science team uses text embeddings to capture the semantic meaning behind each comment.

As part of a pilot project, ShopSmart has curated a collection of 25 feedback phrases that represent a variety of customer sentiments. Examples of these phrases include comments like “Fast shipping and great service,” “Product quality could be improved,” “Excellent packaging,” and so on. Due to limited processing capacity during initial testing, you have been tasked with determine which pair(s) of 5 of these phrases are most similar to each other. This similarity analysis will help in grouping similar feedback to enhance the company’s understanding of recurring customer issues.

ShopSmart has written a Python program that has the 5 phrases and their embeddings as an array of floats. It looks like this:

embeddings = {"The overall shopping experience was excellent.":[0.012937188148498535,-0.04513780027627945,-0.36088019609451294,0.04213787242770195,0.14521872997283936,-0.030332602560520172,0.07010941952466965,0.23666097223758698,-0.098664291203022,0.020874496549367905,0.164662703871727,-0.07955364137887955,-0.13399676978588104,-0.1312190592288971,0.13544118404388428,0.1304413080215454,-0.014138548634946346,-0.0703316405415535,-0.00004003809954156168,0.03599913418292999,0.2739934027194977,0.01938842236995697,0.11477500945329666,-0.13366344571113586,-0.2904374599456787,-0.16377383470535278,-0.1097751334309578,0.09233111143112183,-0.0064512332901358604,-0.041471224278211594,0.12055265158414841,-0.11038623005151749,0.305325984954834,0.014930196106433868,-0.13966330885887146,0.08122026920318604,0.02066616900265217,-0.11688607186079025,0.2195502668619156,-0.07010941952466965,0.2346610128879547,0.24821624159812927,0.03355474770069122,0.258215993642807,0.059943001717329025,0.08566460013389587,-0.009478938765823841,0.05527644604444504,-0.005794999189674854,-0.10099756717681885],"Shipping costs were too high.":[-0.02132924273610115,-0.05078135058283806,0.24659079313278198,0.03407837450504303,-0.031469374895095825,0.04534817487001419,-0.14255358278751373,0.028483819216489792,-0.0895128846168518,0.05390138924121857,-0.0863390564918518,0.025431020185351372,-0.10597378760576248,0.02617068588733673,0.04362677410244942,-0.020603027194738388,0.1553564965724945,-0.12254228442907333,-0.3750503957271576,0.08009897172451019,0.13728179037570953,0.17526021599769592,-0.08456385880708694,-0.21130205690860748,-0.06810295581817627,0.008573387749493122,0.2928534746170044,-0.27736085653305054,0.12576991319656372,-0.23002229630947113,0.1522364616394043,-0.13523761928081512,0.16622285544872284,-0.1358831524848938,-0.32512974739074707,0.04222813621163368,-0.11146076023578644,0.23475615680217743,0.1606282889842987,0.07009332627058029,-0.08875977247953415,-0.0171198770403862,0.1295354813337326,0.033890094608068466,0.039941899478435516,0.14147770404815674,0.10349927842617035,-0.037790145725011826,0.022405119612812996,-0.013334139250218868],"The product description matched the item.":[-0.1778346747159958,0.015024187043309212,-0.48206639289855957,-0.025718823075294495,-0.016542760655283928,-0.14746320247650146,0.08109830319881439,0.14048422873020172,-0.06655876338481903,-0.014773784205317497,-0.022116249427199364,-0.09764105826616287,0.0843939259648323,-0.21104943752288818,0.05166381597518921,0.24917533993721008,-0.04652651399374008,-0.03644577041268349,-0.3680764436721802,0.14306902885437012,0.19114643335342407,0.09570245444774628,0.12562158703804016,0.04345705732703209,-0.05486251413822174,-0.1628427952528,-0.04840049892663956,-0.08885271847248077,0.20407046377658844,0.14849711954593658,0.017899783328175545,-0.17020949721336365,0.13428069651126862,-0.2234565168619156,0.00254037999548018,0.044975630939006805,0.14862637221813202,-0.06594487279653549,0.15728546679019928,0.006142953876405954,-0.207172229886055,-0.020533055067062378,-0.05463634431362152,0.09492701292037964,-0.03237469866871834,0.06752806901931763,-0.08736645430326462,0.08297228813171387,-0.036898110061883926,-0.045621830970048904],"There was a delay in delivery.":[0.14162038266658783,0.133348748087883,-0.04399004951119423,-0.10571397840976715,-0.12250789999961853,0.039634909480810165,0.010010556317865849,0.028512069955468178,-0.011859141290187836,-0.11755745112895966,-0.011624150909483433,-0.05646016448736191,-0.07576064020395279,-0.26845210790634155,-0.060000672936439514,-0.07820453494787216,0.04865850880742073,-0.1497666984796524,-0.28549668192863464,0.24902629852294922,0.0857868641614914,0.053608957678079605,0.24727170169353485,0.0352797694504261,-0.16643528640270233,-0.060595981776714325,0.1174321249127388,-0.17596019804477692,0.04847051948308945,0.14939071238040924,0.12282121926546097,-0.10019955784082413,0.23448826372623444,-0.22408606112003326,-0.16217415034770966,0.1520226001739502,-0.0021325305569916964,0.19927117228507996,0.15578243136405945,0.1492653787136078,-0.26845210790634155,-0.1048993468284607,-0.11906138807535172,-0.012994923628866673,-0.07444469630718231,0.22797122597694397,-0.05166637524962425,-0.07469535619020462,-0.009728568606078625,0.23611752688884735],"The website is user-friendly.":[-0.17558817565441132,-0.15948393940925598,-0.4088399410247803,0.09409292787313461,0.1044178232550621,-0.19364051520824432,-0.15688647329807281,0.22987505793571472,0.04376717284321785,0.028831787407398224,0.07759906351566315,-0.09389811754226685,-0.13740554451942444,-0.03180262818932533,0.22506976127624512,-0.02987077087163925,-0.2480572611093521,-0.08526156842708588,-0.08441739529371262,0.06123507767915726,0.2639017701148987,0.08117057383060455,0.024302469566464424,-0.1449381709098816,0.08207967877388,-0.005746876355260611,-0.13201580941677094,0.035715050995349884,-0.1213662400841713,0.032630570232868195,0.04873481020331383,-0.17909474670886993,0.17584791779518127,-0.1285741776227951,0.037273526191711426,-0.14143159985542297,0.1436394453048706,0.09279419481754303,0.1490941047668457,0.07467692345380783,-0.09409292787313461,0.09675531834363937,0.13350935280323029,-0.19415999948978424,-0.18454940617084503,0.15182143449783325,-0.043604832142591476,0.01301164273172617,0.20143288373947144,0.015333120711147785]}

Your task is to write a Python function most\_similar(embeddings) that will calculate the cosine similarity between each pair of these embeddings and return the pair that has the highest similarity. The result should be a tuple of the two phrases that are most similar.

Write your Python code here:![](data:image/x-wmf;base64,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)

Check

7 Vector Databases (1.5 marks)

## Vector Databases

Vector databases are specialized databases that store and search vector embeddings efficiently.

Use vector databases when your embeddings exceed available memory or when you want it run fast at scale. (This is important. If your code runs fast and fits in memory, you **DON'T** need a vector database. You can can use numpy for these tasks.)

Vector databases are an evolving space.

The first generation of vector databases were written in C and typically used an algorithm called [HNSW](https://en.wikipedia.org/wiki/Hierarchical_navigable_small_world) (a way to approximately find the nearest neighbor). Some popular ones are:

* [**Chroma**](https://docs.trychroma.com/): Combines a vector index with a SQLite database. Easy to install, most popular.
* [**LanceDB**](https://lancedb.github.io/lancedb/): Written in Rust. Faster, easy to install, growing popular.
* [**FAISS**](https://github.com/facebookresearch/faiss): Meta's lightweight library
* [**Milvus**](https://milvus.io/): Distributed, cloud-native

In addition, most relational databases now support vector search. For example:

* [**DuckDB**](https://duckdb.org/): Supports vector search with [vss](https://duckdb.org/docs/extensions/vss.html).
* [**SQLite**](https://www.sqlite.org/): Supports vector search with [sqlite-vec](https://github.com/asg017/sqlite-vec).
* [**PostgreSQL**](https://www.postgresql.org/): Supports vector search with [pgvector](https://github.com/pgvector/pgvector).

Take a look at this [Vector DB Comparison](https://superlinked.com/vector-db-comparison).

Watch this Vector Database Tutorial (3 min):

[![Vector databases are so hot right now. WTF are they? (3 min)](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wCEAAUDBAsKCgoNCgoKCgoKCgoKCAoKCgoKCgoKCgoKCAoICgoIChANCggOCggKDRUNDhERExMTCA0WGBYSGBASExIBBQUFCAcIDwkJDxIQEBASEhISEhUVFRIVEhIVEhUVEhISFRIVEhISFRUSEhUVFRUSFRUVFRISEhUVFRUSFRIVFf/AABEIAeACgAMBIgACEQEDEQH/xAAdAAEAAgMBAQEBAAAAAAAAAAAABQcEBggDAgkB/8QAZBAAAQMCAwIHCAkOCwYDBwUAAQACAwQRBRIhBjEHCBMiQVFhFBUyY3GRouIXI1JVgaGx0tMYNDZCVHJ0dZKTlbO0wQkWJDNic5Sy0dTwJTVDgtXhVsLxN1ODhKO1w2SWpMTl/8QAGwEBAAIDAQEAAAAAAAAAAAAAAAECAwQFBgf/xABAEQACAQMCAwQHBgMHBAMAAAAAAQIDBBESIQUxQRMyUXEGImGBkbHBFDNScqHRNUJTFSM0gpLC4YOisvAkYmP/2gAMAwEAAhEDEQA/AOMkREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAEUx3k8Z6HrJ3k8Z6HrKdLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBDopjvJ4z0PWTvJ4z0PWTSwQ6KY7yeM9D1k7yeM9D1k0sEOimO8njPQ9ZO8njPQ9ZNLBMIiLIVCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiKS2ZwSauqIoKdmeWVwa0eXeTfoA1+BCSNRdJxcVmTucvOIDlrA5OQtG07yC/lCXD4B5VVW1/BJidDcvgMsV+bLDzwR1lo1aewqMonSzQUX3NE5hIc0tcN4cCCPgK+FJUIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIStm2X4PMXxCHlqHDKuqgzOYJooxyZczRzWueQH5ToS24BBG8EKUgayi3r2GdofeSv8Azcf0i8a7gjx+KN8kmDV7Y42ufI7kQ7K1ozOdljcXGwBOgO5Me0jJpaL+Q3eWhgL3PLWxtYC5z3OIa1rGtBLnuJAAFySRZb2OBnaH3kr/AM2wfEX3CYJyaKi2ParYDFcOibLX4bV0sLniMSyx+15yCQwvYSGuNjbNa9tLrWy5MDJ/UW3YJwW43Vwxz02E1s0EzQ+CVsQDZGHdIzlHAmM7w61nAgi4IKzPYZ2h95K/83H9ImPaRk0VFvXsM7Q+8lf+bj+kUXtRweYvh8PLV2GVdLBmawzSxDk2uebNa5zCQzMdAXWBJA3kBMDJrKICigkIvmR9vlPYFvMHA9tA9rXNwXEMrmhzbwhhs4XF2SODmmx8FwBHSApwMmkIt69hnaH3kr/zcf0iewztD7yV/wCbj+kTHtIyaKv442U9tdsXiWGCM4hQVNG2YuELp48rHuaLuY17SW5wNct72BNrAqQwjglxyugjkpcJrJYalgNPNkZHHI1+jJQ6Z7QITcESGzS0hwJBBTAyQ1LsxiEjGvjw7EJI3tDo5I6CrfG9rhdr2PZCWvYQbhwJBBXniWAVtOzPUUNbTxggGSejqYYwXHK1pkmiDQSTYC+pK/VaJtgAAAAAABoBYWsB1LT+HDBZa7AsWpqePlZ56Cojp47tGeUxkxtBeQ0PzgWJIsbahV1+wtg/MkFFvQ4GNofeSv8Azcf0ihNrdh8Twxsb8Qw+qpI5XFkUk0do3PDS/kw9pLRJlDnBpIJDHEXym1sFckAiBfMj7D4yeodajBJ9It4g4HdoHNa5uCYhZwDm5oQx1iLi7JHBzXWPguAI6QF9ewztD7yV/wCbj+kU49pGTRUW9ewztD7yV/5uP6RQO1uxmJYZyZxCgqaMTFwhdPHlY8tF3Na9pLc4Bvlve2trJgnJBogQAkgNBc5xDWtaC5znOOVrWtaLucSQABqSVGAEW07QcG2M0UDp6vC62np2ZeUmki5jM5DWl+UksBc4C7gBcgHUha/g+HT1c0cFLDJUVEzssMMLC+SR1i4hrWjcGtc4nc1rXEkAEicDJjIt69hnaL3kr/zcf0i17a3ZKvwx0bcQoqijdMHOgE7MokDC0PyOBLXFpe24BuM7b2zC7AyQyIigBERAEREAREQBERAERXPxX+DiHFap0lSSI6cscGFt2yknwdfJ8ahvBKWSr9n9maysIFLSzz5jYGON729WrmiwCtjZ3iy4zUAOkEUDDbVzi5w8rLD4iu26MUtOwtibDCWAAANYw6C28DfZfEGJ8pHv3usDvBHXcKMlsI5PouKfPf2/EImgC942ZvgLSb/Gtv4OuK9QtvLXSTzAEiOLmsa8DTO4EXtfoureq8WEftYdzjcXOpNjb9y+KPGoo25ppSC52QMJIa+/QGnce1Vb35krc1PHOADAHRZW0ckJ1PKR8oXA7twJyjp0AVQ7acVqUZXYXOZmOJ5so1Z0akb2/Hp0rqenxBobrmbGNc28M00v1ALPw2a0rmhwcMrTcdZ13Do3KxGD83NueD+vwubkquncDa7HsBfG8dbSB8RAKjsM2WrZ/wCapKh/kjcNOvnAadq/TnFcJp59ZYWTEe6APyr7hiiYMvJBrWizRkFgOoaKNRGD8+dkeA/E61xDWMiAFyZCW/ABaxPwq1MD4pEzmA1FZZx/92AMvZzr5l1qzkXbg3TsASuaQNCR1WH+CZZJxNt/xXcSpedROFZHbUaMk817BbDxYuCOuo8RNRX05gDI3NjY+xJLt7ha43C1x1ldV09c6M3mcGs6D1+W/Ss+VjZAHBodpzHA/v6kywiEs1r8oBc4DcTZoHwLNpMPjdmL2sLT9rbTTpsfKo7GIHRhxjYS4gk2Otx0eTVZdBX8nEwytAFtBvdm6rdeqhjBBbXcGeFVzTylHAXnmh4YA7yXAuubuF/i2vj5SXC2uIaMz6d3SL/8N37l0ljG07I3i8nIgOAGYDK5zjoLdWvQp+Wtk5jXBoEg5rxq0+XsKJ7k8uZ+XlZTOie5kjS17HFr2nQgjQgrxXVXG54Jg1rq+ki9sDv5a2MEtczIS6o36EENBAHST0LlVXKNBERSQEREAREQBERAEREAREQBERAfx66+4sfDrgeF4BR0eIVj6aqppKzlGdx1szXNmrairje2Skp5GEZKhosSCC06bieQl8PCYzsD9YMGxKKqginp5GywTxsmglYbtkjkaHse3sLSCvas8B/3jvkK0fi6/Y3gX4rov1DFvFZ/Nv8AvHfIViLH5ccDH++MB/G2Eft1Mv092gxiCip5qiqkbDT08bpZ5XXysjYLudZoJJ6gASSQACSvzC4GP98YD+NsI/bqZfoHxofsYxr8Bk/vNWSXNFUUpxpeHHBMVwOajw6rkqamaelcG9yVkDWMhqI6h8j31kEbbWiygNJN3jS1yKH2S4FcfxKljqaLDHzUs2bkJXVNDAHhrjGXBlVVMkyZmmzstja4uCCa/tov0h4rX2MYL+Bt/vvUv1VsRzZtnBxgz6HC8NpZS10tHQUdLK5l8hfT08cD3MuAchcw2v0LRK/jIbMxSSRvxTnxPfG/k6HEZWZmOLHZJYaNzJG3Bs5ji07wSFbS4WxXilY7y0vJTYXJFyjzE91TURudGXEsc6MUbsjy0i7Q5wBuLneqLD5lmdO7KcPWz+IVUNLSYjylTO4sgjfSV1OJHhpdkElVSsjzkNNgXXJ0FysjjJbKVOLbP4hSUTGyVUwpnwRue2MSGnrKesdEHvs1r3Mgc1uYhuZzblouRz5wQ8WPGaHF8PqquXDm09JUsqJeRnnllcIwXNjYx1KxpLnZRcuFgSdbWPY6PC5BH5j7d8FWM4PCybEsPkpYJJBEyXl6SdvKFrnhju46iQsJax1i4AHLa99Fpr32F/hK7t4+P2Ot/GNJ/dmXBlb/ADbvvHfIVkjuVLf2L4v+0VRJRSjDTFTyyU0wnmqaNgZC57JOVfD3Qahtma5OTz9GUFfoTiVbHBFLLM9sUMMb5Z5XuDWRxxtMkkr3HRrGtaSSdwBWJsl9ZUn4LT/qmLX+Hb7Hse/E2KfsM6xuWS2DUfqmtl/fR/6OxX/Ir+/VNbL++j/0div+RX56NC+sqtoRGTpjjicL+E43h9FT4ZUvqZIq7umYmmqqdjI201RTgE1kMZc9zqltg0HRjrkaXtLgp4xGz0eGYXTz15p6iKjo6aaOWkrQyKWKGOB4fUMpzAIg5pPKZ8obqSNbcK5Vj145j/vHfIVOlYwMn64rExrE4qWCaeokbFBBG+WeV5s2OONpe97uwAHcsmPcPIFoPGP+xrHPxZV/qnLEWNf+qa2X99H/AKOxX/IqmeN1wzYPjOFQU2GVT6mYV0U8n8lq6dscUUNQwuLqyCMOcXTMAa253k2suWmhfQasqikyuT5c+w6uvsVvbD8X/aKaegm72Oip3z0s5nmqqJgZDykcxkfCKkzt5gvk5PP0ZbqnMQ8B/wB475Cv1h2c+tab8Hh/VtSUsII98SrY4IpZZntihhjfLPK8hrI4o2mSSR7jo1jWNJJO4BVP9U1sv76P/R2K/wCRW28O32PY9+JsU/YZ1+Y7AqRjkls/S7g+4Y8FxmodT4dXCeobG6UxOp6uncY2lrXOZ3ZBGJLF7bhpJF72stQ44mwFfjWF0seGwtqJ6evZUPhMsULnx9z1FOSx9Q9keZrp2mznN0Btc2B5t4kH2TxfgNb/APhXfyNaWFufl1t/sDieCvhZilG+kdUNe+nzS08zZGxFrZMr6SaRoc0yR3aSD7Y02sV48G3+98I/GuGft0C6P/hFv5zAPvcX+XC1zfwbf73wj8a4Z+2wLInlZKs/R3hp2emxHBcTpKbLy9VRzRQB7srTIW3a0u+1BItc6C+q5T4CODbEdm8TGK49AzDMNoaeoM88tRTVBc+dnckUMcWHzTSPlc+YWGXW1hckBdtqmOOv9itf/XYf/wDcKVY0+hZo27g64WsHxqWWLDa0VE0MfKyROgqqd/JZhGZWtrIIzIwPc1pLL5TIy9swvSX8If8AWeD/AIZUfs6oniw8IlNgGLvqqyOaSCWhno3GBrXyRukmpahspY9zczP5IWkA39sBsbFbXxseGah2hjw+KgiqQ2lkmmmlqGMiu6RgiZFGxr3F2mZxccoHNAzXOW6jiRDeUUO1f1AiAIiIAiIgCIiAIiICR2aw/uipgi19tlYw21NiQDYda/R3YrZ+mw6jhiYxseRrdwBLjYXJtqFyBxQdipazFGVBjJgpQXZyObyhFhv6R0dvkXcdVAA0m4OVpuq9S/QrvGZYWVM+WQvklAu3wmtHTYdBUo3ExDC0hmUtG4jmu8llBUrYxK+QghxJHO0sL7ivTGMY+1cA6MDwhuBWGU8F0jWdstqGtmD8mUtyggHTXeR5/iXpS0fdft8jzyYPtYvcZdCdDpm03jVaXtViEEry3MC9mYka6jfa68tm9rDZkIdzG5iQOgncD5Ny01WzLcsotFxYbjDB7VCRkNg4HS/n6FJUdUIoqmVnOcw5WAHUkdQ6unyLQsUp2NjErSSMmrRrzrb1r1JJJPHExuYGRzgXkkhvTci+9ZnVaI0m+7EbcOkdK+VkrWCQx8sNY79Rt4PwrbqjbiLkpXxOE/JeG1ti/wAlr6FU9QYM/lXxQZsrSXb+a7XnF39I2X9ocQqIX1DYoI4rnLI57M+8X5rgR0HefMiqNLcnQbXg3CA7EqwMhjkh5Nwzl1mjKdwLSL3033VrMxZkbLzSMFhrru853rnrYSoFPJV5QHy5Q8vubZib2F+oD41A1/CG0VRimc9znnMWnwSDe7RYAi2iqrjCyyypatkdEnbWhmOR13NNxmLDkNv6VrL+4rXupqZ0mHMjqS3nCAyBpeL84Nkscrh0A6aW03qj6XHGwlxaeY5meNu+24keTLdTGze0XPkLDkEjQ5p6AbXuR1dCyRrJkOk0bRtTwhxTYdLncaapc0hsTNZGOBsQXMuA4G/mUXsBtb3RDGWOfLkOWRkhPKggW5QEjr+FVhListdW/wDCynMJABbO4GwcXddhfVeUXL0b3yU7iwtPgjp7bBa0q0lP2BxwWJtjG7ELvHtTIrmJubM+ST7V5A0yDt3rbtmNsTMyFtSzkXxuDSbghxbYNygHQHTRUTsttTI2QucfbGHVv2oaTbwT0rfMfxenEbZn5WlpYWloseUPw6jXp6laNbfJWaxsXjWsbPFvYdDzTY5m21BBXHvGD4C5qdzqzDYc1I5nKTxM3wHVziG/+7tbde1j0K74dsW1NE+Ixta1zC10zL6k7rOadD8Cz9gMWqKrD5oZGudyRdHFJYgyx7muf2rcjVyUccH5+OFt+hX8VpcY3YV+GV2bJliqQXx23XAGYD4T8aq1ZkUawERFJAREQBERAEREAREQBERAF/Hr+ogOoOCrjVUuGYVQUdThtXI6hp46Z8tPJAWPjhAY2UNme1weWNBLDpe4Btquv6OobPCx7L8nNG17DaxySNDgbHccrl+TNf4D/vXfIV+rGxX1hRfglN+pYqzS5olHKmEcV5+CTx4jVYtHJQ4PI3E5WxUcndEkOGuFcGAGctEjhTgG195tfRYXDHxoqfFcJraKnw2pifWR8iZaiWHJHGXNL3hsLnOdJlaQBoLuuTpY9P8ADh9j+OfifE/2KdfmJGrR33ZD8Ady/SDitfYxgv4G3++9fnC4K/uCvjQ1OEYbS0JwuCqbSNdHHN3W+nc6PO57WujFNIM7Q7LmDtbA2CS3QWzO61zLiPHEw9ksjGYZXyMZI9jJM9MzOGuLQ/I6W7QbXsddV0NshjTa6io6pjXMZWUtPVRsfYuY2ohZO1jsumYCQA20uFzfiPE4pXyyOjxepjY+R72MdTRSFjXOLgwv5Rue17XsL2VI46kvPQ+/qyqH3pr/AM7S/SJ9WVQ+9Nf+dpfpFi/UZwe/NR/Y4vplo/DlxaW4HhM9fFiT6nuZ9OJIZKZsedtRURUgLHslOV7XztdqCCGkaGyv6hG5i8YvjCw7QYfHR09BPTAVUdRNLUSRONomSNbHGyEnnF0gJc46BlrHNdvPlb/Nu+8d8hXsxfM7MwI6CCD8OissLYg/VnZL6ypPwWn/AFTFr/Dt9j2PfibFP2Gdc17D8bmdgoaeowmJ7W9zU008VY9jiOZC6dkD6YgOtzuTMnZmG9dabWYLHX0dXSSl7YqylnpZnMID2x1ET4HuYXAgPDZCQSCL20KwtYLn5UMK+rrr36jKD35qP7HF9Kn1GcHvzUf2OL6ZZW4lUmchXWPiHgP+8d8hV48Y3gGGzdLS1Mde6rZUVPcr2SQCF7HmGWoZI1zJHBzMtO9pBANy3U6qkZ2ZmkdYIPwiyL2A/WuPcPIFoPGP+xrHPxZV/qnKi9heNzPUVVBTVGERAVFRS0ss8NY+4dPIyn5dkD6a1g5+bkzJuFs3Sum9udnY8SoKyjlc9kdZTy08j47Z2NlYWF7cwIzC99RbRYmsFj8rmFfV1179RnB781H9ji+mVacYfi+t2doYauLEHVbX1TKaSOSnbE5vKRyytlY9kjgbGAtLSNc4N9LHLlNlN0ULiHgP+8d8hX6w7OfWtN+Dw/q2r8oZmZmkHpBBt26LqrYfjc1ANBTVGEwuBdS0s08VY9hOZzIHTsgfTEA65uTMh6s3Sokm0SjpDh2+x7HvxNin7DOvzIYv1W2uwRlfRVlJK57Yq2lqKSV0ZAkbHURPge5hc0gPDZCRcEXA0K5o+oyg9+qj+xxfSqsGlzJZVnEg+yeL8Brv/wAK7+VG8CPFzp8AxDu0V89XIIJII2OhjhY0Slhe92Vzi42jsBpvO9bPxieFP+LdBDUNpO7H1FU2ljjM3IMaTFNUOkc8RvOjacgAN1LhqLJJ5ewRR38It/OYB97i/wAuFrm/g2/3vhH41wz9tgW3cP3DFNtNJROlo4qNtEyobGyOZ07nuqTAZHOe6NgAApYwGhvS65NwBqXBt/vfCPxrhn7bArpYXxKvmfqWqY4632K1/wDXYf8A/cKVXOqY4632K1/9dh//ANwpViRc/PxoX9ARi/qytlUERFACIiAIiIAisjgj4FcVx6z6aEQUZ319VmjgdbeIGgF9S7frGMgLSHPadFDcLPB3W4DWdzVrWnO3lKaoizGCpivYvjc9oIewkNfGRdpI3tcxzoySagiIpIOzuJdVBmDy2y6TvLzmGYF1mhtrdTQfhKu3uovaQS4A6fCuLuLNtuKV8tG9ulS7Ox+a1ngNGUA6Xs3QrqKTHyIbB4L8lzYWsDr07zZY5TxzL4PjaOjMcclnhzjq1g7f3rVcQzOgykkAeEem/UV5d/HPc5xBc03yuI+A/wCuxfysmzU9RkF3NcwuHTZwuT5redazaky6TyaV3oEjnBrmsBOrr636tehZ9JsqJZXmlyc1oDgTZxcBvv1LAjopM1mixcek9PUszE6SogMcjLxn7YtvZ3lWokk2Z+Z/IamphzRTAtDTqDrcdQsvDAsZMIcA7NdxLWnde6y6maok5z2h5OuY9u4qGdE6KRpeAXOeCAB0HfftuqOUtReEejNswjaN7JOUczygDQXXxjlc9z80Z5r9XDtKnsPwmNwDgfDAu0i9j8K+JcIDDYlxbfpsB5NFsyjJoo1uQOF3hY5wGrvCO+9/lWn4/gvdFXylucxv2o6T12VoClaSRpZpzAN3k2LR8Gq/mF4UyPM5wGZxuenToasbpNrDNihFJlcvw+UAXByhpb5xb4NNFm0NSY2OBuLMLRa17EWPRvW+VNG1/NFrdQWr43gr2uJbuso7Jo2HBM0Fks1O4uYSM3l0v1dSksKxwRxSiW73vcHZj0dFlNxYbmbzhr0FQ2L4cwaW1do7qVMMpUopnxs5TNkdUzNtbKfJdo3fCVN7MRsrDyclNyryLskJcGwgaXNtCd9gd6hNlqllCXxytzxPvoN4JFh8GimdgsSbCZ7PuM2/cbG5A7bfvVkkaNSDyR+2MlZTytjhlc2ma5oc1rWgZcwzkBwBc7KD0jcujdiNoKV8Tm08zHPjji5YkizA5l4w4nfey5axesmq6q0jjybnkRalo0O833joVscAGx/JTSO5TlIpWFssZAMbhrbV28AlZaEsTwUkvV3NZ41DO6qN3dLKdldBlfAYnl3KUpcbvs7wTodBfVcnruDjAbFkQTup42ODqdzZMxAMLGC4EQ6rX0XEDl0Iswy6H8REVygREQBERAEREAREQBERAEREB8SsuLHcdD5Cr1wLjV47TU8ELYsKlbBFHC2SalqjK9sbQxr5DDXsYZCGi5axovuAVGonmC6tr+NBjdfR1VJLDhccVZTy0074KaqbMIp2GKQRumr3sa8sc4XLTa996pRgX9RPIBfx4X9RAXVshxoMbw+jpaSKHC5IqOnipoHz01U6YxQMEUYkdDXsY54Y1ozBova++6lfqvMe+5sG/sld/wBTVAImF4Av/wCq8x77mwb+yV3/AFNazwncYfF8aoJaKriw6KnmfC6Y0tPUMldyErKljM9RWShreViY42bc5LXAJvUyJt4A/jQv6iIAHFpDmktc0hzSLXa5pzNcL6XBAOvUr9i43WPgAGnwdxAALjSVt3EfbHLiQFzv0AHYFQSJs+YL/wDqvMe+5sG/sld/1NPqvMe+5sG/sld/1NUAiYj4Dcsfhg4bMT2hgghrmUUcVPMahjaSCaIul5N8IdI6oqZSQ1ksgAblHPN72Fq4CIgPWgqnwSxSxHLLBLHNC6wOWWF7ZY32dobPY02Ohsr5HG7x/wC5sGP/AMpXfuxNUCibPmC//qvMe+5sG/sld/1NaZwucOmKbQU0VNWsoYoIpxUAUkE8bnyNY+Jud1RVS8wCV5s3LqRcm1lWaJsugAC/scjmOa5hyvY5r2OABLXscHseMwIJDgDqOhfxEyC/Y+N1j4ABp8HcQACTSVtz2nLiQFz2ABfX1XmPfc2Df2Su/wCpqgETC8BuX/8AVeY99zYN/ZK7/qa0bhg4a8T2hhghrmUUcVPMZ2NpIJoi6UxuhDpHVFTKSGskeAG5Rzze9hauUTZdAAF7YdWPp5oZojllp5op4XEBwbLDI2aNxadHAPY02O+y8UTIL/HG8x/7mwb+yV3/AFNatwo8YPF8coX0VXHh8VPJJFJL3LT1EcjzC8TMYX1FXKAzlGMccrQTkAva4NUomF4A/jQv6iIAiIgCLoTi68XaLHsPNbWVtRTxPmlipYqVkWdzYHclJNJJUMeLGUPYGNbpyVy45srbUi4nmEfbYhjB+9koG/Lh5VdRODiZ7rAmxNgTYak26B2rtXgI4s+Gww09ZiMsOMSTRxz08bAXYY1kjBIx7WPF61pa64dKAwgg8mCLrU+MBxecLwXAqytpJK6Sop30YYaieJ7LT1tPSvuyGBgJyTm3UbFULJwlYocMiwwVsrMPi5QCGM5HSMkcXmCWVvtj6Zpc4CK4ZZ1iHANDXPkD9MsPniewGF0b4wMrTE5rmADTKMhsAB0LUOGrg4psfw+SmnsyVt5KGpDcz6WoAIbKBcZojfK+O4zNcRcHK5ugcRjBW0+zccgblNbWVlS7/kl73tIHQMtC0/DfpVK8G/GMqqTHqx1bUzVWD1lfVAMe8y9xQPqZDTVFLe5EEcbmh0TTYs1aC5rQ6uCSjNrtnanDauekrIzFU078krd7TpmZLG4gZ4XsIe11tQ4aA3AildHGz4UaHHK6AUNO3JRiSEYi7MyasaTfkWMNv5Exwc9pkBeS9xbybS7lKXV0QZeD1pgmilbqY5Gvt0HK4HKbdBtb4V2Phm08OJUTKmnZkcY8swBtZw5rrDcNx864tW98G+2rqSOSne4iOUtLD0MIvcadDrjzLHVjlbFoPc6CbiYAbrYOGUtbqQOu3X0rBl2hfSVIcwCaKUEVEZ+2iA0c3+mOpYWE05bFHK5wkbI24dHzu22vSvHG6Fs0reScdBrbpXMblHmbiimbHNX0hdykEj/bAHckW6A77NPQm1+Nua2NhuCbHLv1tuPkUBQFvKZS5zHWA1uQSB0HouvapY6onaNDbmjssBc/v+FUlUyi0aeGSuHguaD4V99iQB2AL1dh+d+a2oAA7NTr5dfiWZCOTLG5QLWBtbXrKzWA3Om86dStEyx55PAmoYA2I69DjbTttuXvDSTvPtj25uk23rO5O47VkwNNh271sRy+ZserjZI/tJShgNtSd5Xt3PbeF9xjRf0H4Vm0opqMSZgad3mXg62txdZMhvfS3lWI8u6lWRGWRlZABuWt4hSgZiRe+q2StffRQuIuFiFhaLor7HGkuI3eUrWMIxV8Uj45CQXHmnrF962vGm2cVq+O0uZwLRqAsLKzimTmGVDXSsbK85A8CMg2t5fhV7bNY/HRxuyNLrRNEbWal2boAGubUBc4tma6MteC1zQHMcN9x/6qxuDmrgpGx1dTUPzXyNjebMbpq4tdvGm8JTnLVsalWOxcG2e2Rhw6vNVBE0tp3dztLy50gcznZg5tgbkiwJuuBKmTM5zrAZnE2G4XN7DsV0cYnhO7uLKemka6AXdK9u97ySQCeoCwt2Kk11oZxlmjLwCIiuVCIiAIiIAiIgCIiAIiIAiIgOmeJTwf4bi0OKHEaKGrdBNTNgMoJLGvjlc4Ns4aEtB+BdDewPs57zUf5L/nqn/4PP63xn+vo/1Uy6pVG9yStvYH2c95qP8AJf8APT2B9nPeaj/Jf89WSijJJW3sD7Oe81H+S/56ewPs57zUf5L/AJ6slEyCtvYH2c95qP8AJf8APT2B9nPeaj/Jf89WSiZBW3sD7Oe81H+S/wCensD7Oe81H+S/56slEyCtvYH2c95qP8l/z09gfZz3mo/yX/PVkomQVt7A+znvNR/kv+ensD7Oe81H+S/56slEyCtvYH2c95qP8l/z09gfZz3mo/yX/PVkomQVt7A+znvNR/kv+ensD7Oe81H+S/56slEyCtvYH2c95qP8l/z09gfZz3mo/wAl/wA9WSiZBW3sD7Oe81H+S/56ewPs57zUf5L/AJ6slEyCtvYH2c95qP8AJf8APT2B9nPeaj/Jf89WSiZBW3sD7Oe81H+S/wCensD7Oe81H+S/56slEyCtvYH2c95qP8l/z09gfZz3mo/yX/PVkomQVt7A+znvNR/kv+ensD7Oe81H+S/56slEyCtvYH2c95qP8l/z09gfZz3mo/yX/PVkomQfnHxpMCpMO2gq6ajhjpqeOKkcyGPRrTJTRvcQHEnVxJ+FVmrC49P2WV39TQ/skKr1WTICIvmWPMC24bmGXMb2bfTMcgLrC99ATpoCrEH6ScWrCRR7NYMy2XNQx1UgOln1l6+S993PqXadHYpXhEpJ8Vweobg2Itp56mAOoK6nka6N4NnBrZ4cxjjlaCzl4uezPnbctsao4beFvBZNl8Qgw3E6SeWSjjoYKZkzWVJjndFRvIp5cstmU8j3u5ugYb7lSHFf4cjgMjqauMkuEyl72hgMklFOQXmSFg1dBK7R8Y3OcHixMmfHgsVpthjuMB89Jiddir3RScnV0lZX1c7BJG5sga+Kad0bwHNY9rtQbMe0kZStZW98OfCK7H8SfVmmipWBjYadjWt5YwsLix9VK3+dqDmO7msFmtvYvfm8EHArimPFr6eIU9ETz6+pDmwWvY9zsHPqpN/gWZdpDnsKuQfexPDtjmGU7KamrI3UsTDHBTzU0D2xNN/AkjYya9yTdzyqyjZlAA3AADyAWXTfDJxWTh2HGpwypqq6anbnrqeZkWaSIC8k1I2BjSHMtmMLjI5zb5XFzQ1/MrTfdqDuIRA6b4k1Hgr2YjHiM1DLW1z46aKgrBGc9LE3lbxMqWhs0kksji5sZeQKWM2CsHhH4pmG1WZ+FzyYZMbnknZqqjJJubRyPEsV9wySZGjczSy524HOAjEtoGtljEdLhznOaa2oGdr8jzHI2mp2uDqhzXtLSSWMu1wz3aWrvnYDZ3vbQUtIKierFLEImz1JY6Z7Wk5Q4xsaMrGkMbpcNY25cbuNWD88uFLgfxbAgH11O00xeI2VlNJy1MXuvlaSWtkicbacrGwE6AkrQV3rx48TEOzUsZ31lZRU7PLHMMQNuo5KF64KVkwWlwJbQkOkpnuJa5pfGSTZpFhYC/SrUozlJyAX/wAdfkXO/B/V8lWwO6C6xv1H/uujILOabEZrWNuzT9y5l6sPJu2zysGPWBwIcQLk+ZesBs8uGmmtutedO51wLE67z1qRpKEXJDiel3Rbs0Wkss2uR6yVF8hyuudCStiw5pcBrr8nlWvNexzgAbWI07brZMNZlBK2qcck8zPe6w0X1TONgsZzj8PSFlQNO6x/ctjAzsZULfMv7LJlG5IgerRezgCLLIRkjpzfU3XnK23TfsWXWWAWBM7RQyURNeTcqArYzqStosC7VR2JQgXWFmRM0HGorg6arVKvefN8HUt3x0HXoWk4x/6rGUqM8eQAcb7iFqG3GPOkDYWuOSMk27dy2KvxdkcTy6xdlswdN91/Iq0nlLnFx3uNyti3pb6jQrzwsHmiIt41AiIgCIiAIiIAiIgCIiAIiIAiIgOv/wCDz+t8Z/r6P9VMuqVyt/B5/W+M/wBfR/qpl1SsbLHK3HI4U8XwnEqODDa11JC+hE8gZBTSF8jqiaK7nVUMhADYW2Dbbzv6KP8Aqg9pvfmb+yYb/klvvH+/31Q/itn7XVLw4ofBJhuOxYjJiUc0pppaeKBsdRLA1oeySR7zyDmlzjzRziQMmg1Kttgg1/ZzjN7R00gdLWQ1zLjNFVUlO0EDeGvoI4Xtcb7yXAWGh3HszgU4RoNoMOZVwMMTw90NZTucHup6hga58WcAZ4y17HtfYZmSNJDTdo4z42PBnR4BX0bKDlWwVdNJKYpZHTGOSKQRuyySc8sc2Rhs4kgtdrYgCyv4PCrdnxyK5yBuGytb0B7jXRvcO1zY4wf6sKGtgOM7xiayCunw/BpBTNpXclW1oZHJM+fK1z4KflQ5kccWYxueWl5e1wGQMzP57n4S8ac4uON4vmJucuJ1rG37GRzhjR2AAKK21nMmIYi9xu5+IVz3Hrc+rmcT5yV1xwV8WrBK3A8OnqG1bquuw+mq5KhlVLGY5KqBlRaKFp5HJGZcrQ9jrhgzZiSp2QK04EeMtiNJVQxYvUGtw+V7Y5ZpmsFRSB5DRUiZjW8rAwnM9smZ2UEtcCMrtm42fC7jWGY4abD8QdS07aKml5NkFJJeSV8+d7nVNO91yGNFgQBl3b78rVsFuUY4gludjiNAS27CQDuBsv0Fn4G8Hx+nw6uxGnlkqpMMoWvkjqqmHM0QiVuZsMgaXAyu1tfVHhA5J+qD2m9+Zv7Jhv8Akk+qD2m9+Zv7Jhv+SW98bvghwzAqbD5cNjmidUVMkE4kqJZ2uaIXTNcOXc4teHR25pAIebg6W07iqbB0eOYxLTYgyR9PHh1RVBkcr4SZY6ijgZd8RDsgbVPNgRchvRcFtgExwY8PG0M2L4VDPir5oKjEqCmqIn0tAGviqKqKnkbmipWvackrrFrgQbFW7xruH2pwupOHYS5kdU2Nj66rc1krqflW8pFTQxyAs7oMZZI50jXANlZYEuJZvmzvFv2fo6mnqIaSflqWaOopy+tq5GtmheJYnlj5srssjWusbi7Re64x4xE5ftHjTnanu+RnwRNZA0fAyNo+BQsNgwK3hOxuV5e/G8WzHfyeI1cLfgjp5WMb/wArQt84LuMli+GzR921EuJ0NwKiGfK+pbH9tJT1BAkdOBqGzOe11svMzZxaXF54veDYlgdJWV8dRNU1YmeXMqpoWRNbPLDGyOOBzQbMjaSX5iXF3RZo5a20wptHiGIUzHOeyjr62kje+2d7KaplpmPfkAbyhbECbAC5NgFOzB+inDRtVJTbO19dh8zQ9tEKiiqGtbI20mQxzNbK0tdzJA4ZgRqNCuJPqg9pvfmb+yYb/kl0XVzF/Bm0uNyMDhYPvY3MiaPgawD4FyHwc4RHW4phtNNm5Gqr6SnnyHK/kpqiOOQNd9q4scRfovdEgbvR8YraZjg7vs6QA6sko8PLHdjslI1wH3rge1dGcWrjEnGagUOJRQwV7mPfSTU+ZtPV8mC98PJSOc6GqbGC+wc5rxHIeZlDTC8OXF0wShwXEKujZUU9RR076iJzquaZjzHZxheype4EPALbixBcLHoPMXA9VvixzBXxkh4xbD2i28tlq4oJGf8APHI9nkeU2aB3Rxl+FobO0MbomMlr6x746GOS/JtEbQ6aqlDXBzoYg+MZWkFzpoxcAlw4mx/hfx6reXzYziDSSSG01Q+ijAP2ojw8xNIH9IE9qtz+EEqCcUwxnRHQSvaOi8tQWuPltTt8yh+KHwS4fjxxGTEmyyR0nczIIYppIAXTCdz5JHwkPdYRMDQHAavuDzbQtkDSNkeHHH6CRro8VqahoN3Q173V0Ug9w81LjK1v9XIw9q7u4Fdv4sewyCsiZyTnF8VVAXBxgqIjlkizC2Zhu2RriASyVhIBJA4f40vB/SYFjDaah5UU81DBWNZLIZTE6Seqp3Rtkfz3R/yQOGcuIMjhe1gLz/g/ZXnDMXY02tXNfHfcHyUcTC7/AOkzzI+WQa3xieMrWCsqKLBJW00NNI+Corgxkk800bjHKyDlmuZHTse1zM+UueW5mlrbF1GM4U8cEnKDG8Vz3vrX1Jjv/UOk5K3Zkt2LT3QyMJZKHNljJZM198zZWEska++ucPDge0FdWcEey+xmN4XBSDJSYu6BrJXTTvixA1vJ8+endI8R1cXKZniNgLMtg6NlsonkDG4vvGaq+64KPHJGVENRI2GGvyMimglkdkjFSIWtjkpy4tbnDWuZfM4uFy21OOVtxX4RhlHJhtSaWabEWQSyNiglcYu5aqYxgVMb2tBfEw3AvzbXsTfm7BeK3tHUhzZYKSjHOY59TVsLXaZTJG2hE7iwm9s2U6dG9XNx8oXswLCGyP5SRmJQtkktbO9uH1rXSWvpmcCbdqh4yCgvqg9pvfmb+yYb/kk+qD2m9+Zv7Jhv+SUPwHYThlXi0EWNTtp8Pcyd0kj6gUkZkbGTFHJUEjkmF1zfM25a1t+dY9Jexlwe++eH/wD7kH+dUvCB88TLhOxbF63EIsSrXVccVLDLCHw00RY8yujcQaWGO4Leh19w3LqFaFwX8EeFYFJNJhsEkclQxkcr5KiecljHF4a3l5HBozG+m+wW+qjJPzZ49X2WV39TQ/skKr1WFx6vssrv6mh/ZIVXqtEhnpTQPkexkbHySSOayKONrnySPcQ1scbGAufI5xADWgkk6LsjgB4scEEJnx+FlTUzxOYyhcc0NGyRuUl7mG0lfY+G05YiLsJcBIpjiecFFFSYfSYo7LU19dAJY5XAFtHFICO54G/aTZebJJ4ROZos24NlcOmy1diuFzUmHVjaKaZzBNK/lAH04uZabPCC9gk5rS4X5pcNb2RsH568J+BU1BidZTUVYyupoJi2CoZrcbzC9wAZJNESY3PjuxxZcZSSxutq1+EHi9Y1hFLLU1DKKSlp2h00tLVAhjS4MByVUUL3c5zQGtaScwsFVCsgdJcTDg8wXFTVS1zDV1tHIwihnymkEEg9qqjFb+U3e2VjmyXY0sbdnOa49RYLwm4PPiHe2lrYZq1jHnkKdkkkbGwi0kfLxRmna+O1jHnzNtawOi/NOhr5YeU5GaWHlYnQTclI+IywvLXPp5DG4Z4HGNhLHXacguDZdBcQLBuUxmtnsMlJhxiAtufVzx5CD0Wjophb+l2KrQO2ZKhgc1pe0PcCWMLgHODbZi1pNyBmF7dYXFXG/wCBXvdK/E8PjtQTyXr4GN5tFUSOty7AN1HM927/AIcj7Dmva1nzx7cff3/oGRPdG/D6GKoglY4tkhqZ6mWTlGEeDI1tLTuB36rB4QOM9XYhhEdEyBkFTNA6DGKshj2zsIMbmUsLgRGJozzy8Xbnc1g8GQEgQPAfw81Wz1DWU0dOyqEsgmoBNI5sVLM4ZZ3PaznSQvDY38k0s5zXnMC8lbRxcttcWxva2jmrK6aURQ10ssLTydMyn7nfDyMdPH7W1nLz05zOBeeSaS5xAK53UvshX10FTGcMkrI6x/tcQoDN3TKCQ8wBlLz5mExtcY7OB5MEg2VsA6h/hDMXszBqUbnyVlY/XUGFkNNFp0girm1/oLkdWhw7YDtFEzDqjaJz5DPHLDRl7oXyQCNwlNPUGljEbJniTlGgue5zWOuRyZaKvRAy8HkyzRH3MjT5iCuhqWknlkYILZiAXEkho6y42OnaucI3WIPUbrpvYOhlnw+J8T3N5drRM8akBo50YPUTbzBad5DUkb1jjLJato5Ysoly83UlhDhfde4O7VeY6cp1O+xsphuBMhgsy5vck3Li8jUk777lrUDSHPIvoQLdh6VoSg4m7OPgTuD0Q3kXPYtlo2br7lruz8vwDt3raqQkjS27VbNNEPY/r3NBJcbAdJ0UTiG0jGcyMi/urheW18xazwXHsaFSe2OO1EZIgpxfXnyX0PQACLdatKo+SMfmWpUbTPbzuUBAvzQdfh6liM4Tg1wBZu8IFw07epUpgGz2JYlURRco9he673NaQ1jbXvcEjqWZtTsFX0dQW8rywB00FnjrGv71Hr4yQpxbwXO3hIhlPg+XVStNj8coAboT5Sqe2KwUTFhcHAk5XEDS406FdezuzDIWkjVw3FY1KTZs6YpGJLiDY95sFAYttTA0kA5z1XC1Lh3xZ9K0iMnW4t09SprZyhrK+VrY53sc8nm9WttR+9ZVByMFSpGJa2020jib2DW23E2K0wYu6R2XWxJtfzrXNttlayif7bKZNdbuv02sANFL4XEbRkjcLk/AqOm0zGpZ3IHHqsveR0AlRiy8W/nX23XKxF0YLEUc6o8yYREVygREQBERAEREAREQBERAEREAREQHX/8AB5/W+M/19H+qmXVK5W/g8/rfGf6+j/VTLqlY2WOI+P8Af76ofxWz9rqlu38Hn9a4x+FUv6l60nj/AH++qH8Vs/a6pahxe+G52zTKxgoG1rat8Ml+6jTOidE17CPreUSNcHt9zbIfCzc23Qg37+EK/wB4YR+B1f6+BZn8Hh9cY5/U4Z/fxBU7w98Ksu0lXBO+lZRspoDDDC2Y1Due/lJJXymKO5cQwBoYLBm830vT+Dxwp4jxqpI9rkkoqSM+Mp2VFRKPgZXQedHyByxtV9e134bWftMq6h4OONVh9BhWHUkuH4i+aioKWke6PuQxPfTQMp87HSVTXBjjHfVoIzbtFy9tV9e134bWftMqtLZfi1Y7XUdNVwd7xDV08VVTtkq5GymKeNs0WZraZzWvLHtNsxtfW2qPAKdq5c5e4ixe57yAbgFxLrA2FwL77BfqHwW/7owr8W0P7LEvy6naRmBFnC4cDa4IuCNCRoRbRfqLwW/7owr8W0P7LEkgigv4Qz6wwn8YS/skqrjiD/ZDU/iar/bsMVj/AMIZ9YYT+MJf2SVVxxB/shqfxNV/t2GJ0B3OvzP4fvshxr8Y1H95fpgvzP4fvshxr8Y1H95REMungS4zFBhGD0dFU0GISS0rZWOkp+5XRPD55JmuaZqmNwOWQAgt0INiRquc9ssWFZX19U1hjbWV1ZVsjcQXMbVVMtS2NxboXNbKASNLgqxNgOL1jWLUUNZSihbT1Gcw90VUkcpayR8JeWRUzw0F0brc69rXA3Kssbw2SlqKinmDRNS1E9LOGnM0S08r6eUNdYZmZ43WNhcW3KVgHZT/AP2ZD8TN/WhcWU9Q6NzXse6N8TmyRyMe6N8b43B7JWSMIcyRrmhwcCCC0EEWXab/AP2ZD8TN/Whci8H2JQ0uJYfPVM5Smp62lnqWZBITFFOyR9mHR5DWk5em1lKDP5jW3+IVsZiqsWrqqJxBdBNXTzRPLSHtLonylry1zQ4XBsWgiy3TitNov4xYccQm5JjJC6jBbeOWvNo6SGR1/axnfna46GSKNumZXpwx8PmzddhGI01OySoqKiknhpGuw98YZUSMLIanlKhjWs5KRzZcwOYcnzQTYLjyzzpFm5UkCHJfPypNo8mXXlM+W1tb2ToDo/8AhAP98UH4sH7VOtc4sHDPTbONr21VLVVDat1M+N1LyBLTCJmua9tRLGLEStILSdxuBpfYeP3fvvh2bU9625iOvume/wAF1V3BNwTYltB3ScPFMG0vJCZ1TM6IZps5Y1nJxSFxtE4m4AFxqeiOgM7jIcI8G0OKR1dNBPTxR0MFIGVHJco50U9VUOktBI9oae6w0DMTzCdL2V+fwen1li/4bB+zNXMXChsDWYFVtpa8Q8s6njqWGnlMsZikklhaczo2EOz08gILRuG+6v8A4nVPUybP7TsoXujrX8o2he05XNqTh7hA5rgDldymXUajej5A23jEcWtuJTyVuFTQ01ZO7NVUs5LKWqlPhTRyRtc6CqfqXDK5sjtTkJe93Jm3mwWI4U7JidBPTBxDWPkYH08jrmzWVMRdC9+l8gfm7Ao47Q1T6iCqkqZ6ipp5Yqinmq5ZamRksT2TMN53l1s8bbi4vZdP7T8bGjrMMngkwaaSpqIHQywzPgfh+Z7cpJkzctJECcwbyTSbAXb4QboFdcBPGErsHliirppa3CiWslZM50s9JHu5amldd7mMGpgcXNLWWZkO+5uP9M1+C4W5jg5j8UjcxzTcOa6grXNcCN4IIN+1cWsaQANXHQAAXc47gABvcT0DeSusONhhUtHshszT1H8/TS0FPUa3tLDhFTE9t+kBzSL9NkfMHKlNA+RzWRsfJI4kMjjY6SRxALiGsjBc4hrSbAbmk9CzKnZivc1wGHYgS5pDR3DV6kggD+Z61sXAxt4cCxOKubTNq+TjmiMLpTBmEzMmZsoikyuabHwDcXGl7i//AKs0+8I/Sv8A/mqWDq7CmEQxAixEbAQd4IaAQe1ZKpfi88Ow2kqKuE4eaJ1NDHMHCqFS2Rr3mMtP8niLHAgHc69zutrdCxkn5s8er7LK7+pof2SFV6rC49X2WV39TQ/skKr1WiQzqriI8JGSSXB6h/Nk5SqwouOgkHPq6Nt+lzb1DQB9pUkncrL41/Cbi2z4w6bDoqV9LM+ohrH1UUkrRPljkporQzxOZmjZUm4JB5Mg25t+FsExSakqIKineY6imlZPTvH2skbg9pI+2ZcWLdzgSDoV0fw6cZGjxbCDRQUD5JauCE1klQSyKiqBlltThvPqJ4pmaPOSPQH2wFzUa3Bq3CtxkKrG8JnoJ8PggM76Zz6mGokItTzx1WUU8kJ8J8LRfldO1Uai9KWB8j2MjY+SSRwZFHGx0kkjzuZHGwFz3noa0ElWB5rMwqoqIy+SmfUxGJodNLTPmjMTCdHSSU5BjYS02LiBoui+BriqVNVknxx7qKA2c2hhc01ko3gTytzMpmEfaszSWcdYnBdb7K7KUWHUwpqKlhp6YAgxMZo+4yudKXXdNI4eE+Quc7pJUOQwfl5i2Jz1MhkqZ56mUhrTLUTSTylrRZrTJO5zy1o0AJ0CxFd/Gq4GTgdT3VRsPemqkswC57hqHXJpHdVM7UxO6NYzYtYZKQUoHtRUz5ZI44mOkllkZFDG0XdJJI4RxxtHS9z3BoHWQtkw2PFMBrKesdRVtFNRzNljdVUtRTxutzHwukljAMUsb3ROsdWym29Y/BjjcFBiuH1VVFJNT0lVHUyxwhhlcYbyRGMSvYwubOInauGjD5F2/spxmNn618UXL1NNNO9kUUNTRzkmSVwjZEZKVssIcXOA8O2u9QwbDwhbOQ7U7PBoaYjXUkFdhzpRZ9NUPibUUzngattynJvA1LJJB0r8462lkhkkjmYY5oZJIZ43eFHLE8xSROt9s17XNPkX6wtFt2gG4fuXBPHbw6ji2hc6le0z1FNDLikTDcRVIvExzraMlkp44nOj0PNa8j225iIZRy6k4s+JGTDOT5p5KZ7Nd95Odf4Bl+Jctq9OKljGWSqguAXASRX93uJ+ANVaqzEz28sTLR4Qselhc2kw1jJ6p/1xIbltK09Ay/8AFPuSoLFYyJQ3wS5oz9TSOi/Wt7wmOCmbM6ZuV7yS+cDMSfKtV2kw7lZYnxSDkpGuJ3kucCerpsL/AArmyg5HWbXIy8EpbsOt8th/33rZMO0Fum6jdmYGsZYXOYA38uvT2WUk45Tos0U0Y5SyZNRDmHR23Wu7R7NMnZz2jXcWjW/X5FtVAMw11uvaopDbQdCyKK5mJ8ym6zZSeEk01TJHYG5bdru0XG8W0UNU7NyyOu+eV8p0zhxFh1EHerixLDSfB3dK86DB23ubKHFmSOEa5sns+KeBrG3IDszndJPYStxpZCGG3Usl1IA3m7gsdsoBt8Sso45kNtlJcO+F8sYrXBB1t0+Varg+HS04JpnhkhsC63Rbd5FZXC9SG7X9F93Rv/wKg6Oma9oc3o6P9eRUfMroyaNX4FNM+80pkJ6N4B33XrLQcjFrvbcEbtFYjMNblFt5Oq1vhBiayF4bqADc9qrkiUMFJ1jrvd5SvFfUh1PlXyugjlvmERFJAREQBERAEREAREQBERAEREAREQHX/wDB5/W+M/19H+qmXVK5C4h+0lHRwYsKuspaUyT0hjFTUQwF4bHKCWCZ4zAEjUda6Tdwk4MN+M4UD+MaT6ZY2WKs4ynANU7Q11NU09bBTCGl7mkjmikffLNJM17XRu6eWIII+1HWqs+o6xH30ofzFR85dS+yXgvvzhX6Ro/pk9kvBffnCv0jR/TJkHN2z/E3l5RprcYYIgeeykpCJXN6mTVEpbG6/SYn+TpHUWw+y1LhVHDSUUQhp4QQxty5znOJc+WR7tXyvcS4uO8lR3sl4L784V+kaP6ZPZLwX35wr9I0f0yZBzPj/FErpampkjxSjDJqieaMPgmzBssr5Wh2V1swD7G3UuqNgcDOH4dh9IXiU0VFS0hlDcgkNNBHTmQMJOUO5O9rm195Uf7JeC+/OFfpGj+mT2S8F9+cK/SNH9MjYOYMS4nte+SUsxWiyvkkczNTz5srnOc3MA62axF7LrjZbC+5KOlp82fuamgp89sufkYmxZ8tza+S9r9KhvZLwX35wr9I0f0yeyXgvvzhX6Ro/pkbBqHGY4J5to6WjigqYqZ9LUunJmje9r2uhfCW+1kEOBcD59y1bi3cAFTs/iU1XUV1PUCShlpGRwxSMN5Z6aoMjnSO3AUlrAa8p0W1tj2S8F9+cK/SNH9Mnsl4L784V+kaP6ZMg2tcpcJ3FYrcQxSvq4cSpY46upfUMjkgmL2cpYljix1jZ1xcbxbcugvZLwX35wr9I0f0yeyXgvvzhX6Ro/pkTB88DuyTsIwiiopJWzvpY3NfKxpYxznyvmOVriSGgyWF/c9C51264p9bWYjiFTFidI2OsrqurYySCbOwVU8lTyTi15BLTKW5hvy3sL2HRnsl4L784V+kaP6ZPZLwX35wr9I0f0yZBrT+C+T+KneXulnLdwCl7p5N3J8oCH5+TzZuTzC2+9tbdC5/+o6xH30ofzFR85dS+yXgvvzhX6Ro/pk9kvBffnCv0jR/TJkHLY4nWIe+tCO3uec/FnF/OrJ4HuK5SYXVRVVdVuxGogeJKaMQCnpYpG2cyZ0ZkkfNKxwzNJe1oNjlJaCLb9kvBffnCv0jR/TJ7JeC+/OFfpGj+mTLBV/GV4CKjaKspainrYKbkKY08jJopH39tdM17XRu8Y4EEfajrU1xZOCGfZyKubUVUVS6skgc3kY3saxsLHt1MjiXOJlPkyjr03b2S8F9+cK/SNH9Mnsl4L784V+kaP6ZMgqfjI8AFTtBiUNXT11PTiOhipHxTRSPN4p6moEjXxu3HusjKRpye8302jizcE02zlNWRz1UVS+qqGTAwxvY1jWRNiAPKOJLiQT5luHsl4L784V+kaP6ZPZLwX35wr9I0f0yZBTHDjxXYsRqJqvCqiOiqZ3OkqKaZjjSTTO5zpmPiBfTPe4kvsyRpJuGtJdmqJvFN2gzWz4UB7s1lRl8ulDmt8C7E9kvBffnCv0jR/TJ7JeC+/OFfpGj+mTLBUfAdxYqfCqiKrxGobX1cLhJTQsjyUdPKCC2e0hL6ioYRdj3ZGtJDsmZrXN3TjK8F0u0VDTU8FTHTSU9Y2qzSsc9jwIJ6cs9rIId/KA6+vg26VtHsl4L784V+kaP6ZPZLwX35wr9I0f0yZBy19R1iPvpQ/mKj5yfUdYj76UP5io+cupfZLwX35wr9I0f0yeyXgvvzhX6Ro/pk1MFZ8WfgNqNnaqsmqKyCp7pgjhYyGKRmXJIZC9zpHeQAAdJV7rVPZLwX35wr9I0f0yeyXgvvzhX6Ro/plAOBOPV9lld/U0P7JCq9W78dHFYKraetlpZ4amF0NGGywSsmicW0sTXASROLSQ4EGx0IWkK0SGF3PhfB/hEWxsNXPhGGyVUWzTKyWd9DTGodMzDBUOkdNyfKOlzi+Ym9wuFKp1mPPU1x8wK/VPZ3DGd7qaCRjXxiihgkjc0OY5nINidG5p0LC24IPQVMgj83eCvg4xDHZxDQQl4YWiqqpMzKWmBtrNLlPthGoiaHPdvDbAuGRs7iVbsvjjXvjLavDal0dVBm5s0Tm5JYg4gB0U1PJnjeRbnxPtoF3Ht/tthGx2HQRtgbCwiRuG4fSRhrp3symR1zzWtBla6SaQ3Jkvz3OAdwrwt7f1GPV7qyqjgidkbDDFAyzY4GOe6ON0h588g5R15HWuSbNYLNBPIL34WeN3NctwKmayJnOfV1zC58uUZiyKlY8COPQc97i4gkZGWDl0ttttW/CsFnrqmNss1JRiaaJruRbLUBjRyLXEPMYfM4NBs62YaFfmfg08cdRTvmY6SGOogknjblzSQslY+WNuchud0bXNGYgXIuQul+MFxhcNxvAZ6SkjrIameelL46mFjRyUFRHVOcJIJpI/CgYAMwJvu3qGgXrwZ7d4bthhdSx8As5pgxTD5nh74hJcxvDmhpMTwwujmaGkOjdbK+MgcDcIeDU9FiNXT0dYyvpoJnMp6pmokZYHK5zWhj5WEmNz4+Y50ZLbA2EXQYjNCJhDNLCKiF1PUiKR8fLQPc1z6eXIRnhcWNuw6G1jcEq3OB7i7YjjVI+r5SKjpnRSHDzKM76uZoc2MZYz7RScq3K6V13c05WOBDlOMApldR8Sbgww6tBxKpmZVVVHPlhoLWbRSNOaGsqGu/npXBueIj2ttiedIz2rn/ZXZGeqxamw58ckNRLXMo6hjgOUgtJlqXkE2JhjZLJoSCItL3F7V4X+Cav2PiNVR41eGtccOcImS0tW+OZj5+RIjdIx7QyncTLmiII5oBdZGC1eMtxj20ZloMFkbJWgujrK4WfFRuGjoYLgtmrRqC7VkZ0OZ4c1nGs8rnuc57nPe9znyPe4ve97yXPke95LnyOcSS4kkkklebRbdoBuH7l/VKWAFObDY8+gq4Z2HVjucN4LSMpBHToVBojCeHk7f2VxGOpgzMyyRvAc5p1sSASPOofbFxhfE7LlaSWtaNwuOz4Qqq4F9pJI6ZhY67o38nI07nNcS4H4Bot0xXHp6qUh8eWBoblHSHg7/AIQfiWlJ4eDsQ9ZKRtuCTaW6bA+cbvjUuR51qeEE2Gv+uhbNBMLAFWW5Rrcy6aYs7VIx1N+lQskoA8u6y+xKBaxVspF0skq+O5WJidYyFo6SejpXjPiGVp8l1rtI6Spc+U5csYtCHdLuk67xuUSmiyiTHfNxFgCLr7pru3jUW+NalV7YCA5XU8j5OpugXlBwhc4CWB8J6M4I89+hY9ZfRIl+ErD+UpzoLgXv8CrnZF1muaSCRuU3t9wmU7Inc4OcWloa2x1ItY6qtNlcZdI4PAcLuPRYLFOoFDbcsqpcRbXcq44R628bm3ItuHQtzqZ3ZLuBb1qstv5Lh53gEZei2m741aluytZYg2aCURF0jhhERAEREAREQBERAEREAREQBERAEREAIUPW4W973EFgBOgJPV2NU9SUskptFHJK61y2Nj5HW68sYJt2rL7xVf3HV/2af6NVbXVmWFGpJZjFvyTZqHeZ/umed3zU7zP90zzu+atv7xVf3HV/2af6NO8VX9x1f9mn+jVcx8S32er+CXwZqHeZ/umed3zU7zP90zzu+attfgtUN9LVDy00w+ViwZGlps4Frhva4EOHlB1UrD5FJQnHvJrzWCA7zP8AdM87vmp3mf7pnnd81TyKdJTJA95n+6Z53fNTvM/3TPO75qnkTSMkD3mf7pnnd81O8z/dM87vmrYYInPcGsa573eCxjS97vvWtBJ+ALZsP4P6+XXkREOgzSMb6LS54+EBUnKEO80vebFvaV67xShKXkm/jjkVx3mf7pnnd81O8z/dM87vmq2GcFtb0yUg7OUmPyU68Z+DKvbu7nf2Mmdc+TlYmj41j+00fxI3nwO/Sz2M/gVb3mf7pnnd81O8z/dM87vmrcMYwKppdaiCSIe7IDo77gOVjJZfsuo1Zo4aynk5lSnOnLTNOL8GsP4Mge8z/dM87vmp3mf7pnnd81TyKdJTJA95n+6Z53fNTvM/3TPO75qnlmYVhc9S4tghklI8LI0lrennP8Fn/MQoeEsstCMpvTFNt8kt2ar3mf7pnnd81O8z/dM87vmq0KXg0r3gEtgi7JJtR5eRY8fGsh3BbW/+8pD2cpN++nWF3NFfzL4nTjwS/ksqjP4Y+ZU/eZ/umed3zU7zP90zzu+arHxDYCviF+QEo6TDI1/onK8/A0rWZo3NcWva5jm6Oa9pa5p6nNcAQfKskJQn3Wn5M0ri0rUHirCUfNNZ8s8zXu8z/dM87vmp3mf7pnnd81TyK+k18kD3mf7pnnd81O8z/dM87vmraqbCaiRodHTVEjTucyCV7T0aOYwg/AvXvFV/cdX/AGaf6NVzHxMqoVWsqL+DNQ7zP90zzu+aneZ/umed3zVt/eKr+46v+zT/AEad4qv7jq/7NP8ARpmPiT9nq/gl8Gah3mf7pnnd81O8z/dM87vmrb+8VX9x1f8AZp/o07xVf3HV/wBmn+jTMfEfZ6v4JfBmod5n+6Z53fNU8pB2B1Q30lUB0k004H6tR6tHHQpOnOHeTXmsHzKzMCDuIIPwiy7E4OuN1S8lDFi1FUQytY1klVSBs9O4taAZnQlzZog4i/JsE1r7zvHHqKWslD9HqbarZraaJsBnw3EgTykdJUhgqGOAycqymq2tnikAkLc7WgjPa+q4641ey2G4VjIpMKgfExlLFLVM5aaotUTvkc2FjZnPey0LYnZQ437oFgLa1JIwOFiAR1EXHxrceCGeN2PYO6sc58ZxOg5R8jnOJLZomQZ3PJJja9sIsdAxltwUYwC+uC7ijmenZNjNZUU0krWvbR0QhEkAOuWeeojla6axF2MjAaQRnf0QvDjxXpMMpZazC6matgp2GSqpqhjO6mRNGZ88UlO1jJmsbzjHybHBrXEFxs1dsr4qC0Ndny5LHPmtly252a+mW173Vcsk/J6mgdI4NjY+R7r5WRtc97rAuOVrASbNBOg3AnoXSXEj4RJ6SuOETxzPp6syTUreTkc+jqGtzSFzMuaOila3nOsGskAJ/nXuFX8XvaXD8M2gpaypkfDQUxrHQOEU0zw2WnnpadpZC1zyeTqNTY2tquyKHjIbMymwxQMPjaOvhA/5pqVrfjVmQjZX8F+HHG24xyThiDYTCCHWiLix0HdTowOdV9zvMGcm2SwtcAjmPj/bTcriNBQtPNpKZ9VMB4Jmq38nGD/TZFSk+Sr7V0czhw2dLS7v3h9mgkg1DQ82F7NjPPc7+i0ElcB8Lm1PfXF8RrRfJU1LjT5gWu7nia2mpszTq15p4YyW9BJChBmrIiK5AREQFgcD1XZ8sZ+2s5v3wIHyXVzYtazbbnBpPlCongqoZX1Qcxr+TYLyvDSWjsJ3BXrirbsZ1ADXyLSrR9c61q80zNoJLWsFO0lRc+RavRVBACmqOS/wJyMjJ1m5fZG9Y0UosFkMIJUNlosicbn0yi+Z5DW27d6lYLRsYxos1g53aenevCRjc3Xl1BXxFJrqd6RWWTJ7bGRUNa/XKO24+NaVwiUrC1jLXe5ws7dpfd5Ft2JV8MIJnnYzTRosXH/lK1Cv2rw58lyZnOYNLxH5CPkV5YXQiEZPc0/bDYeCPk3sGpaC69zzuk9mqi8OhbE9rQPL1La9oeEaikyx8nIDawe4aC3WDu1WnvqWyTgsN2k3B7Fr1MESUsrPIndpq3Kzfvbp5VVe19RzWi5JPOcL+Y2W9bVSXyjyX7P9WVabTyXlI6tFa3Xrlb2eIYREoiLonGCIiAIiIAiIgCIiAIiIAiIgCIiAIiIC3OAtg7mqTYZjU5SektbDGWtv1Avcf+Y9asNV9wGfWlR+FH9RArBXmr376Xn9D7H6OrHD6Xk/mwiItU7QXhW0cczcssbJWne2RjXt8zgV7opTxyIlFSWGsornbDg1je1z6L2uQamBziY39YY5xvG/qBOXcObvVUSsLSQ4Frmktc0ixa5psWkHUOBBFuxdOqpeGzBRHLFUsAAm9qnt0ytbmY/750bXA/1I6yuvYXcpS7Oe/g/oeC9J+AUqdJ3VBacd+K5Ye2Uum/NLbG/jmulKbLYJJWztij0vzpXkXbHGCA55HSdQAOkuG7UiLVy8C+GCOjMxHPqXuN7a8nE50TG+TMJHf846lvXVfsqbkufJHmOB8OV9dRpS7qzKXkunvbS9+TZdm8Agoo8sDADYcpIbGWQ9b3211+1FgOgBSqIvNyk5PL3Z9hpUYUoKFNKKXJLoERFUyHy9oIIIBBFiCLgg7wQd4VV8JmwzImOqKRuVjedUQjwWt6Zoh9qwfbM3AaiwBCtZfL2ggggEEEOB1BB0II6QQs9CvKlLK968Tm8T4ZSvqTp1Fv8Ayy6xfivqupzEikNpMO7mqZ4eiKRzWdJ5M8+Mm/Tybm3XxgOHGpqIYWmxlkDCRva3wnvHa1gc7/lXpta06umM+4+NOhPteyx62rTj/wC2cY+JtvBvsR3XaaouKYEiNgJDpyDYkkathBFrjVxBta1zcFJTsjY1kbGxsaLNYwBrWjsDdAlLTtjYxjGhrGNDGNG5rWjK0DyAL1Xm7i4lWll8uiPsPCOEUrCkoxScmvWl1b+i8F9QiItY6wURtLs7BWsyzs5wBEcrbCWM9bHW3X1ym7T0hS6K0ZOLynhmKtRhWg4VEpJ809znbarAZKKcxSai2aKQCzZGbg8a6OB0Leg9YIJh5Nx8hV6cKuDioopHAe2UwM8Z6crR7czyGME2642qi5dx8h+Rejs6/awy+a2Z8h4/wv7BcuEe7Jao+Xh7n+mDpnDmBsUQaLBsbA0DcAGgAAdVgsheNF/Ns+8b/dC9l5yXM+wUu4vJfIIiKpcIiIAud9tWAV1YAAB3RKbDdq8k/GSuiFzztz9f1n4RJ/eXU4X35eX1PFem3+Hp/nfyZDIiLtnzcL+ObcEHcdCv6iA6e4LeNrNS07IcXpJa10TQxlZTPjFRK0aN7ohnLWPlsNZWvGbpbe5MLw48Zuoxallo8PpnUFLO0x1csr2vqp4nAh9OGxe1wRPacriHPLmuIu3W/PaKMIkIiKSAiIgCIiALbeDXBYKh9TJUAyx0lLLU9yscWy1Rja5/JMLbaANJPOB3WvrbUlI7MYo+lq4JWNziN+aZt/CiILJGkfbAtcRbpUPkWjzLj4MtrZcRfNG4U1NTU0AdFRUnKQxmx8OQSTSGeRt2jM479wGi3io5zA3pHQtLr9nIcNx2GegIdhWMxyy0JaB7XpG6enLtblsliG6GzunKStzq+aW9Y3nrH+K0pZzudW2w47GJCCpjDZNNV5RQg9G9ZMcdj1KyMj2M5kgss+nFxvUXCN9tyzzMALHpCoymT+1soYDu3b1XfCJwgMw+LQ5pnXyDW3l0Wx4u9ziLHS+o6xfcqX4SsD/l7eULsmUObfdd24KNWDYhDJXGJ7X1c03KvlcXBxyX1Aub6NOnnW3y8MWIhozx0+UNLf5ppJJG8FzbtPkUwOD2MOaTYg2dbddtrkjtX3tlsxGI25AXXtlsNNbHTtF1bUVlbVGuZqGyVRUV1SHS85jQbjoFxcW8/wAS3jZ/Dw0g9DnHL2WKk9gsBipaeZzhzy3U7ui/nX3G4NjdJu5pyj947Vhk8sy6cQwzXseqrvkOlmEgm+lwq6xCTM9x7Vsm1VSQwN1vIczvJ0fKtTW1bRxlnJvJ5eAiIto0giIgCIiAIiIAiIgCIiAIiIAiIgCIiAt7gM+tKj8KP6iBWCq+4DPrSo/Cj+ogVgrzV599Lz+h9k9Hv4fS/K/mz+EqqqnhZeXHkqVnJ39rL5HZy3oc4NbZpI1trbrKtObwXfen5FzDD4LfIPkWzw+hCpq1rOMfU4/pZxO5tOyVCWnVqb2W+MY558WWXTcLElxylIwtvrklcHW6bZmEE9ht5QrNwytZPFHLGSWSsa9hIsbOF7EdDhuI6wuaVfHBW0jDKXNvtMR96aiVzPgykK9/bU6cFKKxvg1vRbjN1dV5Uq8tS06k8JYaaXRLnn9DZ1qfC1T58NnNtY3QyDstKxjj+Q9y2xa/wjf7uq/6r/zNt8a59u8VI+a+Z6visVKzrJ/05/8AiygF0NsRFkoKMf8A6aFx8r42vPxuK55K6P2bH8lpfwaD9UxdXij9SPmeI9CYrt6r8Ir9X/wSCjtosXjpIHzS3LWWs1vhOc4hjWNv0lxGvQLnoUitH4az/IG9tTED+RKflAXKoQU6ii+rPccTuJW9rUqw5xi2vPoa5Nwrzk8ymhaOpz5Hn8puUX+BbHsPt+2smEMsQhlcHGItfmY8tGZzLOALX5QSN4OU7tAaYU/wdH/aNJ/Wn443hdqtZUtDwsYTPm/DvSK+dzTU6mpSlFNNLGG8PktvcdAIiLz59WKR4YoQ3EXEfbwwvPabOiv5oh5l98DMAdiFz/w6eWQdhJjhv5piPhX3w1/7wb+CxfrJ168B/wBezfgj/wBdAu+3/wDE/wAp8shTT47j/wDZv9c/MuNERcA+pla8J+200Exp6VwjcxrTPLZrnhzwHtiYHghvMLSTYnni1rG+kwbaV7SCKuU26HZHtPYWvaRZfPCA++IVh8cR+S1rB8TVBL0lvb01TWy5LofHuK8Wuql3UaqSSUpKKUmkknhbLyL+2A2i7ups7gGyscY52tvlzgBwe2+oa5rgba2Nxc2uthVIcGm1jKB8rZmvMU2QksALmPZmGbKSMzXB1jY3GQaHVbTiPCvCL8hTSyHoMrmRN8oy5yR5QPgXLr2M+0agtuh7fhnpLbfZIyuaiU0sSWG22uuEuq38yxJYw4Fp3OBa7yOGUjzFcwTMLQ4He0Fp8o0PxhbtivCVWyhwZyUDSLAxtJkF9/PkcRftDRZaTIOafIfkXQsbadFPV1weU9J+L29/KHY59TVltYznHLr064Om6L+bZ943+6F7Lxov5tn3jf7oXsuDLmfUqfdXkvkRG1+NiipnzFnKFpa1jL5cznuDRd1jZovc6Hcq89leb7lh/OP/AMFu/CNhMlVRSRwgOkzRvY0kNz5HAloLtA4tva9hcDUb1Un8SMQ+5JPy4fpF07KnQlDM8Zz1eDxnpHd8SpXKjba9Gld2OrfLzvh+w2T2V5vuWH8t/wDgnsrzfcsP5b/8Frf8SMQ+5JPy4fpFjYlsvWQML5qaRkbbZn8xwbc2BdybjlF+k6arcVvavZafj/yeelxTjUVqk6qS5twwl/2m2O4V57G1NCD0EvkIB6yBa47LhaDXVLpZHyPN3yPdI87rueS42HQLnd0LxRbFOhTp91YORecTubtJV5uWOXL6JBERZjQCIiAIiIAiIgCIiAIiID6Y25AHSpCWAM0Hh25zv3LM2dw/XO8afa9pWFVuzPe7Xwj8uq13VTnpOn9jlTtu1ku9yNu2b20qaWjdSZ80PK90RmTnSU8hc1xEJO6N4DtOi/kVt4VirKuFsjCN/Ob9sw2Bs6/TYrn+OUOHOGvR2qf2SxmSndeI5XHQtdqxw6vLZbFWjq3Rp0Ljs8LoX7hlQOneNLfvUmyzidwVe7K7TskcL2jJsC127N1g9S3F0lyD0dm/qGnV2rTaceZ0dprKZLCEtHYsWcOANzosuFxc2wOoXnSDlAdFGMmNvBh0jgCQbfCtX4Q8CFRGJBzuTeM9rXDB0+T/AAWz1EBDwevRYk1TyTzn1a4ZCw7iDqb9qxM3beWT7wPZ6Kroi2Ke8sYtA9zQAABufrc77dHQoF+BNZK3l5Y5HwtLixh9rAAtb76/yqHxN8tNLKaSXJFLoY9eaOxRlY57QDJI2x3gHndep6FVyNqFOW/rbH82pxEi4aMokdoOodAWFXPPJsZa97X8nToo+WQzzD7Zrd1tQOonRZeKyhmd17CNh/Ktp8aIw1Wlsiv9qa/NK5ltGDmnsvuUKvsPMj3F297nEHq6vgXuaF97Wud9hrodVuUakcYOXdWtTOpLJiovWamc3wmkeULzWfJz2muZ/ERFJAREQBERAEREAREQBERAEREAREQFvcBn1pUfhR/UQKwVX3AZ9aVH4Uf1ECsFeavPvpef0Psno9/D6X5X82fxV7VcFNOXOLJ5o2EktZZjgwHXKHEAlo3C9zYbzvVhosVKtOn3XjJuXnDre8SVeCljlzWM8+WGV7T8FNOCC+oneOloEbL9hOUkA9lj2hb7SU7Y2MZG0NYxoYxo3Na0WDR2ABeqKaledTvPJFnwy2tM9hBRzze7fxeWFqHC/VBmHSC9jLJDG3t9sEzh+RC5beqb4YseE87YY3Ax02blCNzp3aOHbybRlv1veOhZbKm51V7N37jQ9JLyNvYzy95rQl452fwWWaIV0hs59a034PB+qaubyukNnPrWm/B4P1TVv8U7sfM8x6Efe1fyx+bM9aNw2fWLPwmP9XMt5UPthgLa6ndE55jOZr43gZsr23AJbcZm2cQRcb965dvNQqRk+SZ7TitvOvaVKdPeUotJeLOeFP8AB1/vGk/rf/I9bX7Er/u1n9nd9OpbZLg47lqI5pKnleSJMbGxcmMxaW3c4yOuAHE2AGoGvQe1VvaLg0n0fR/sfObH0c4hG4pylTwlOLb1R2Sab5Ns39ERefPqxS/DV9ft/BYv1k69eA/69m/BH/roF5cNX1+38Fi/WTr14D/r2b8Ef+ugXef+E/ynzCn/AB//AKr+pcaIi4J9POe9vPr+s/r3/KoRTe3n1/Wf17/lUIvV0u5HyXyPht9/iKn55f8AkwiIshqBfMu4+Q/IvpfMu4+Q/IgZ03RfzbPvG/3QvZeNF/Ns+8b/AHQvZeSlzPvVPuryXyCIiqXCiNtR/IK38Eqf1L1LqI20+sK38Eqf1L1kpd9ea+Zr3n3E/wAsvkzndEX0xpJAAJJ0AGpPYB1r1Z8KPlCrJ4L+BrEsWlaBBLTU+91RLE4Mt1R5rCR+o0B6V1TsrxdMJpGh0kBqJA0ayucQT0ktJy2v2ITg4SFM/LmyOye6ynL57WXwWkbwR8C/S/DNjaBhsymga0g8xsbWgdBbYC1l941sHh0sL4e4qZrJAQ5jYWtbqN4DQA23Ra1uhQD8y0VscLfAlX4ZUubDA+op386B8YzmxPgPAGj/APFQuA8DeN1VuSw6cXO+UCIeW8tgQmRg0FFftBxVsXc3NLLSw6Xc1zyXj8kFp84WwYJxd8KhbfEsbjzfbRxOjicLb7F73ZvMqupFc2ZI0Zy5LJzEvampXyeAx7/vGl390LojGqbZHDWSNp4ZMRq4n2h5aSVkcl2g3MkbQwt39B3bljYlwvsMcTMKw+koJGO/lD2wskkc4aNEcjQC4dNyted5TidGjwa5qfy48yqNl+DnEa2SNkdM5gkNhJNaKMdpdIR5t62Kn2Dp6R0zKmZtRUxF/tELjlAYS3lHPIs5txcW6FI7ZbYVVVEe76iaolcfa281sUbALkEac/y36AtPwTE3h7he/KaOcbA5PcGw6Ny1Kt65L1djs23o9o9apv7DJmBsDazcpyjcR1HzLT4JCc/3xW21lUHue5ujGMyjp3X6VqGF/bX1BcfP1eRUsfWn6xsccjooaDKhvuKl6V2UaKOpm3BJ3C9v3fuWVTSW6LOO89Fv3L0EXtg8E4PGCfpHDQOO8ixGjh/SVgbGY85rhDUODjbLDMNzm9DXX6fKq5wl4Ny7WynY66INAsSPtehwd1jsVatFTiZaFaUJYzsXVRy2169LLJwmdrHPB6bnz9HkWi7BbSB1oZ3AODRyZO94Gm/r0W6MDc1iQN/Vcg7lznFxZ1NWtHzWuc65AuBuWBX4VJML3sOgfvUnK5oabOOmluu/SvajnI5psN1u0W61DWSIVtJXldsRVXJEgc212gmxB/eFrtZsvUC+YEmxF+pXXLCfCvcdCwsUsGjQAdPb2Ksqexk+2yyaNgOyoghaX+ERqej4wq34VncjeMW9sPPN97ey3Srm2vxhjYdNGhmpPRoucdsdoRUTkfaW5txr2nyKJR2Jo1E6mZMxNmaXlpi1wu0i1wAQOq69caidCSBKSMxtY2dbtXlT1TogeTOXO2xIHyJBhk0wzXvbpPZdauW2ekVPKz0MOLM7pJcfdG/w+VZ+HinAPKmRz76Wtk0uSNf3LBa3KeguBINtyzKSpLb6N1B3j4beUkAXTW1yZkdnTqc0bDheyE1aW9zUUrGljn8o4ktLWjM51yNCAL2uVhbQbPRwua1kmd2U59QLEanQErNG1Na6FkJqpBDEXGMNLbszi2XOyznNt0dqjKbfrrc6neT23dfVHdTXJk0uBUJv1ooj5MMsBZwWGYSFsExC8KiE9I37lMb6fUvV9GbXpn4kCiIuyfPAiIgCIiAIiIAiIgCIiAt7gM+tKj8KP6iBWCq+4DPrSo/Cj+ogVgrzV599Lz+h9k9Hv4fS/K/mwll8yOsCeoE+YLmOeV0ri+UmSR/Oe9+rnE6kkn5OhWtLTt874xj2/sYeOcdXDdC0a3PPXTjGPY/E6eRaJwOY7y1OYHn2ymsGdboCeZ+Qbs7Bk61vawVqTpzcX0OnYXsLuhGtDlJcvB9V7nsa1wl1FRHQyvpnZHNIMzh4Yg1EhjP2rxdpLuhodaxsRQq6dkYHAggEEEOB1BBFiCOkELnvbPBDRVUkWuTw4Cftonk5dTvLSCwnpMZPSupwyosOHXn5nivTSzqaoXCbce610i+aa8/mvaQxXSGzn1rTfg8H6pq5vK6Q2c+tab8Hg/VNU8U7sfMp6Efe1fyx+bM9ERcU+iBEsiAIiICl+Gr6/b+CxfrJ168B/wBezfgj/wBdAvLhq+v2/gsX6ydfzgWly15Hu6aVo8ofDJ57MK7+M2n+U+XRko8ey/6r/XYulERcA+onPm3zbYhWf17j5wHfvUGrE4Wdlpu6HVEMb5Y5Q0yiNpe6ORjRHcsbc8m5rWnMBYEOvbS+iQYfM92VkMr3HTK2J7j5g1ent6kZU00+iPi/FbOrSu6kZRe85Nbc03lNeOzJ7YLZJ2IOkJk5KKLKHuDc7nOdezGgkAWDbknrGhvpN4jwVTtvyNRDL2SNfCbeVvKAnzLdODPAH0dJaUWmleZZW3ByXDWNjuNCQ1oJtcXc6xI1W0rl1r+aqPQ9j23DfRa1naQ+0QaqNZby01nksctljZrmc/YrsdXQBxkpnljdS+MtlbYb3e1EuDR1uAstfl3HyH5F1AXAancNT5BvXL8z8wcQLAgkDqvrb4LresrqVbOpLbB5n0j4LS4c4dnJtT1bPGVjHVJePgdN0X82z7xv90L2XjRfzbPvG/3QvZcCXM+q0+6vJfIg9ucbdRUkkrGte8FjIw6+TM9wbmdlIJaBc2BF7AXG9Vj7J1d1U35l/wBMrM28wV9ZSSRRua2QuY9ma4aSxwdlJANri4v12VXexvX+4i/PN/wXTslQ0f3mM56ni/SOXE1cr7L2mjSu5nnl5zj3cz19k6v6qb8y/wCmWHjO31ZUxPieYmskGWTk4y1zmney7nus07jboXv7G9f7iL883/BPY3r/AHEX55v+C3F9lTytP6HnprjU4uMlXaezWJbo1ALrPiybAYK+Bs8dTBiFa0B07LtJpc2jWup5WiSMmxs54Fy02XPTuDjEAD7XEewTMuewXsL+UhQ+zWOVWF1kdRTOMVVSyEWNwHZTllppmjwoX5SxzfhFiARtwqwn3Wn5HEuLKvb47WEo55ZTWfifpZTv5KMNZzOoAAbunTpWTQ1mlnOLuu60/Adoe7YKWohvyVTTxVEVxrkmjbK2+mhAepKlqze3SszSNTJs5DHeAACd58q+KmkJtzx12+NQzsQy2HV1L+09fmkBtqN1ydexVcSTYModa5Gm+4B+VYe0GEd0RFjZ5YL6iSFwBHnBFvIvXuxpGsZ82l/KsDEJWNY7JLYt3tv19V96o45LZwULw57DYxBSVE0OJzVtJHHmlgdrMGN5znNLBd/XlPQD5Fy7SRzVFmta5+u4XsD1OX6M0lQww2eG87Q63a7Noc1tNyqbhW4GGxxT1ODMyTvs6WnFskgcQHPb7khpLrdmm9c66tesT0nCeLxorRNLd7P9yktgtg6CBhnxmZrmD+apYZTmD7nLJKBY7jbLchTm1+OUFVHFHSU8MjaVloX5ORkje8APzaXcB1XI6lodDsPV1E+RlNUzOz5JXBkpawjc4ucMjHffHyLbMY2Bkw2Rgq3RMcW8oWtmLgC7RrCLaO0uRbp6brThBtcjuTqwnPUp780v+DSq3BS9rjqbk6kc34LrVq7C5IzcizRoT0Heb+VXRtx3BT0DDFifddaQ3JBHybqePMSXBxaMzS3XQk69HSqyqqsyjK9+4gu1vfTcD5lR0p52MtC7i/Wk9kQ8LbRSAdLbqCwyK7HAHc69+262OsqgI5Ayw0Iud/wLUtlq7wmnXe9pHSLnVdG0tpR9ZnnuO8To3L0w6GexxGl+nVfXK3Ngbk7l8VDTfy6/9lm4XTaA23a3XXgzzE2S2Es0ym9xvUlRxXkGmnV8KxKSQOaegjevSWuy5CCLi9uvqt/rrWaOxg6n3XCeV7hTxvfKDkgbE0ufmGpIDdSDf5Vteyu1srrU9fG+mq2WDeUaWhwbcXBO86BeXBTU1Hd8ElOGctGXvaX2DSMpu3XQm11uGIbX0WNVZjxSJsEz80UM7RkYCLXDnX/nLgAdd7Lm3NSOTuWVtV061HMVzPinxlwdd3OaRZ2naLEEH4+1S8eOxgatceo9Nv3qmNoK12GyVFPLUuM7HnuYMOeIwF3Mzutq+wufIsah2+l5OxiD3AHUuIuOsHctSMmZqln6mvlnodAUuJOJbkILTuaf+6y56YkuBG8E5ugaLnqj4XSDHG+MkNNi/Qa9N7b1euzeMtqaN0hJHLNbCy3WRc/4rOs9Tly2K64RankoXl4zNseTaPtuhc+1b3SSF2jewdHYrf4bMXDS2nhLrxANe866dPwqro4R07zr5VnhBdTHKT5o+sPqgAGv6DoVMUdWYw6wJzABp6Bv6PhUJLBY2sLf66lm0dQWdGYDffqWvcWmFlHc4ZxrC0VOR/Y2nXtNz5f9Fe4jWW6Jr25mc3sO+6xHzsboXhzh0N1XMlCXgevo3NFpNPmZMLb3C+2aHXRYgrXf8Ntu1ekMTjq51z/r4FjaSW5t0aspPZGda6yKvwWadH/ZY8YXrI67QOolYTpY2NTREXqD4qEREAREQBERAEREAREQFvcBn1pUfhR/UQKwVX3AZ9aVH4Uf1MP+CsFeavPvpef0Psno7/D6Xk/mz4n8F33p+Rcww+C3yD5F07Oea770/IVzFD4I8g+Rb3CuUvd9TzHpx3qPlP8A2kvspjBo6mKYXIacsrR9tE7SRvabc4f0mNXQ8MrXta5pDmvaHMcNQ5rhma4HqIIK5jVvcDGPcrC6meefT86K51dA47v/AIbzbsD2DoV+JUNUe0XTn5Gv6H8S7Oq7Wb2nvH8y5r3r9V7SwVpvCxgPdNLyjBeamzSNtvdHb22PTebNDwOuO3StyRcilUdOSkuh769tIXVGVGfKSx5eD9z3OYDuXSGzn1rTfg8H6pqorbzDWU1bURx2yNcHMaPtBIxsvJ9gaX2A6gFemzTr0lKRqDTQEfmmLqcSkpU4yXXf9DxXofRdG5r05c44i/NSaZILUOFuvkhobxPdG580cbnMJa4NIe8gObqL8mBcdBK29aNw2fWLPwmP9XMufarNWOfE9XxubjY1XF4eh7lSd85/uio/Py/PWw8HGL1Ar6ZvLzOZI8skY+R72uaWOOrXuIuCAQd4t5Vqan+Ds/7RpP63/wAj16GtFdnLbo/kfJuHV6iuqXrPvw6v8SOgERF5Y+2lL8NX1+38Fi/WTrW9lsT7lqoJj4McgMlr/wA24GOSwG88m91h12Wx8NX1+38Fi/WTrSV6a2ipUIp9Vg+N8XqSp8SqTjzjUbXmnlHTrHAgEEEEAgjUEHUEEbxZfSqzgv22bG1tNVODWt5tNM42aG9EEhPggfauOltDawvaS4FehKlLS/c/E+p8M4lSvqKqU3v/ADLrF+D+j6o/qXRFgOiERYuK4jFTxukme2ONu9zuk9DWgaueehouSpSbeEVnOMIuUmklu29kiF4SMWFNQzG9nytMEPXnlBaXDtazO/8A5FQUvgnyH5Fse3e0zq+bNYshju2njO8A+FI+2nKOsL9AAAG4k65LuPkPyL0dlQ7KG/N7v9j5F6R8UV9ctw7kVpj7fF+9/okdN0X82z7xv90L2XjRfzcf3jP7oXsvOy5n1yn3V5L5BERVLhERAFzztx9f1n4RJ/eXQy5524+v6z8Ik/vLqcL778vqeK9Nv8PT/P8A7WdtcC81sBwYaj/ZtFc//AjW2PeWu0seorWOBhl9n8IuQP8AZlFYf/Lx6raSWNaNb2XdW584P66U7yvmCUk83zjf5F5UlTyhIBAa02cT0LDq6jkHPy84aZjfUX6lOcEGbUYnJGedLoSOZf4L28ixcUndmcXOu2wLGjTUqA2ppXizw7VwuLHUfGo7Cdp2FwbKDyjTY6aG2nTpZUc/Eskb/AbBhOgfYOaToNNCvbF8T5KCocJ+SdFG4sc5wyZgOY05vJayiWudUx3jOV4sQ07gBuJ8yh+FNjabC5jUROmziz2NY+QPJ0scgOUdp08iL1ic43KqxbjCSyUdZG6l7nqJiWMnpjkDQObyt82blC0C29UhWY4+V5ke+SSR2+SRxe8m1t503C25fzaufNKcsPc7LaRXuB2g3JG/cVCcrY9fVb5VWVuupsQvnDlsZ3dTuxuvQLDym289q8TKbmx8y8HS5tOpf1r7b1MaMUYp3Mp9TKnkvG7puCPOLfvWn4fRPZlkZrY+D2Ho17FtDzZrt3gm3T2qEwRznb9wcflVzCTLXBwv2DyhZEUotbde2oXm2leAXBvNFsxtuvoL+b4l5zMA67q0XjmQ1q5Gc+vA5o39fWsWJznuuOcSWtYLnw3kRs3dGZ4v2a9CxJBcXO/oUrsrdsjX2aeTu4Zt1wDY+UKK9XTAzWNs61ZQNur5JsOa+nkbGyV7YpCTz+SDRbmujvYOzO03arG2rjfI6nlqMojqmZogxgayIRZWaW3vc7Xrvc9Ci6mmmDuWla4iW7nOfe9joC6/ZuWRtFjBnpoISObTNAY4nUNOttfL8a85Um5vc+pW1r2VOMYY9pqm2eFyNIkaXEOba5cXEgbrl3R2LWRXyN6DzbA807viVnUVQ1zImzeByjWPeCNG9NgemynuGzg0ZBB3RRSOMcccT5Q6wLmSMa5tgOa52vRuWzZ1crD6HneOWcoSzDr06FK4vTc5rm+BJd1xuzHXp3aq2uCfbX+TiGTTkTma7oNydR/SFvkVWYaQ9ksT7m2sZOhab3Kl8Ciyx2GhJ39K6yipR2PG1G4PEjbNqe55JZXs5SV7sxcXHQE67+npWlOHwW6OpTUrXC/bv/xUfktvCzU6Zh7xiwu869WC/Sv7KOm1l/I9SplzwY+6zIpZLOs4c3ruvufDmE5mC1t5HyLEe0ndeyyKOdzdxu37YH9ywVKOY7s3rS/lSaXgekD9wItbcsxr91t5+TrX0Gte0ndcaW3g9XkWXsjhYqah7JWucyIFxY0HnXA5rnDwRbW641a1lHdnvbXjkJQ254MVrXlrnsZIYmWD5uTdyYLtAC+2W5sbC/Qeor6yLbnUsbcNnvOHCOVscdE14ZlBLiJTmN5S0E6671qTNx6bWHmWpNJcjrcNu5XCbksYZqiIi9KfJTLweGF80bamo7kp3OPL1PIPqeRYGk5+Qic10uoAsCPCv0K6DxdXyVctPSYp3WaWtiosSkbhksbaN0lLVVpmeHVh5SJop6eO7SAXV7dRkIdV3Bnsl34xOjoOWFP3a+SLlzEZhGGQTVBPJCWMvuIcvhttnvrax6xPAfisVTLMds4o6mWrZXzuOC0TS6rbTPo2TujNbkH8mnezk8uQ5w7KXBrhVsk5u4WeDMYLBh8jq7uiXEI2zMh7jdA1kRgine9s5qZBKWOqIoy3KwnlLjcQq9XYe1PF9q8QihirNrqOaODJyP8AsOghkHJRdzxh01LWslla2LmgSPcNAd4BGvfUjx/+Jqb9Gt/6sikMHLqLqL6keP8A8TU36Nb/ANWT6keP/wATU36Nb/1ZNSGDl1F1F9SPH/4mpv0a3/qy/reKKwkAbTUxJNgBhouSdAB/tbemoYOXEW/cPHBqdncQjo3VYrTJRxVnLCnNNblZ6mn5LkzPLe3cmbNmF+UtYWudBUgkcExyopC400zoi8APsGPa617XZK1zbi51tfVSn8fcS+6z+YpP8utaRUlShJ5cU/NI2qV9c0o6adScV4KUkvgngn67bOvlY5klU5zHgteBHBHcHQtLoYmusekX1UAiK0YRj3Ul5bGKtcVazzUlKTXWTb+eQsrDMQlp5GyQyOjkbfK5ttx0IIcCHNPUQQsVFLSawzHGTi1KLaa5NbNeRsv8fcS+6z+YpP8ALodvcR+63fmaUfGILha0ix9hT/DH4I3P7UvP61T/AFy/c9KiZz3Oc9xc9xLnucSXOJ1JJOpKmMM2vroI2xw1LmRt0Y0xwyZRvygzROIb2XsFBoryhGSw0mYKVzVpS1U5Si3zabTfvW5sv8fcS+6z+YpP8uo7G9oKqrDRUzulDCSxpbGxoJ0zZYWNBdbS5vvPWVFoqxowi8qKXuRkqX9zUjpnVnJPmnKTT9zeAvuCVzHNcwlrmkOY5psWuBuHAjcQQvhFkNVPG6NlG3uJfdZ/MUp+WBP4+4l91n8xSf5da0iw9hT/AAx+CN7+1Lz+tU/1y/cyMRrpJ5HSTPdJI62ZzrXNhYAAAAAAbgAFjoiypY2RpSk5NuTy3u2+vmFO4BtbV0gDYZiYxuikHKRjsaHasb2MLVBIolCMliSyZKFxUoy105OL8U8fIsel4WJQBylJE89JZK+MfAHRvt51kP4WtNKLXtqbD4qdVgi1nY0X/L+r/c7EfSbiKWO1/wC2L/2m/Yjwp1ThaKGGHtOaZw8hOVt/K0rTcWxSapdmqJXyuG4uOjQd4Y1oDWA9TQFhostOhTp91JGhd8TurratUlJeHJfBYX6BERZjQJ+h2zr4WNZHVOaxgDWAxwSZWjQNDpYnOsBoBfRe38fcS+6z+YpP8utaRYnQpvnGPwRux4ldxWFVqJLopyX1Nl/j7iX3WfzFJ/l0/j7iX3WfzFJ/l1rS/oCjsKX4Y/BFv7UvP61T/XL9zZP4+4l91n8xSf5dP4+4l91n8xSf5dYuC4cw3Mrbi1wCXAfDyZBVocEuy2D1olFTTtc8FnIjumrjLt+azY6hvZ171r67fVp0x+COg3xNU+0dWol+eefmVydvMS+63fmaUfGILhYmyOztTitYynpmuknndmkkILhExzry1k7uiJuYuJJu4kNF3OaD1HTcDWBA3OH3sdL1mIEddi01dj8KsjY7A6TD48lJSwUsbjme2CNrC91rB8jgM0jraXcSbLbp04LupLyWDk17mtWx2s5Sxy1ScseWWz6jp+5KSCngZaOnhiggv0RwxtiYD25WBf1tY8t5wGYix6lE7T4u2RwbG7M8OIta9tbbxuXsyhc7KMxsRzvKrNmJxweNLjLYp3smGSJzfD/pHQ6+ReG0mJMOVsL83OuXNItp0Ek7lk12z/KMNwCT0noUeNmA5oaLNA8ItG/zKrTZZJHnVYjmA5SRvN387eD1CyhJKpskuRkZIP24FgLf0rrD2/fR0MQdPM2K/NY03sba20VG03CLPJXudA8tgjcMrW6NLNAb9ZKx9m3zLYOqtiMcdBKGu+2c2PNrpcgDfu16VV/Gd2yxAzVdI2V0lHeM3ZyLWxgNBIc42c677m1zuCsbYOsjqDFKwGzXNJBsQQbXzaWJ08qqjh54M8XdVVtTSQuq6OpkM2WGxmjAswNa3QyBosLanfYFZ4rBiaKIc/NbMS4bmuOh3XsPN8S8w7qC8X5mOyPa5jxcSMfmY5lt+dsnaOjqX8Elr69tz1EkA+S4I+AqXqZhlDwMlnWvpjbjesXlLaHfuX9YekoFsZLzzSL9GvZ1rNpq+kpYxlaZpXC+vgC5PSOm4UVU6tNt5GnVdZGF4LExgfVyt6xE06nz7leJWR/MW2pqp4zHEwNY485oAPkINuxYtLM/K3NfONHNtoLW1UvWY9GxmSnhaxvWQM27ffrWt0NVneRZ1yd3+twUVpJE0k3siSadecfgW2bEYZy00UVhz5WslztJYGWDjnLSOYb23jpWvYNh/KE5rADp3n4FtzsdFLDyVJmYHxGOpkeAXSkm5PYAAB171zruumkkz2HBOGzUtTT82Z/ChteXRGka2ItgqOdURt1lDPBa12hDAejsWoU/Pt0Wb/q6i615e4DeBzjrcDtPapmiaI4S5x8K4HQT51yajPY0XobS5fU+afI5rmyHKH5Wl2/KL6uHbuVpbLYTUTMpIqyVs+HQvl7lma4jlPa8rIqgAk5RZxF+khVng2Dy1L2iPK6+9odqB1m/2qk8Qp6qke2IukYJDdliQxwZoC0X3Ausbe6U0p6H5mK6hCttndGNw37KNo5GTQR5GSCzmtsQHHpHZotcwWQZW3AuN+qsDbdtZU0TTJERGxmQkjVzg02e0nfqfjVZYTp0a3sewjeu3Z1tWx4HjFmqc9yWmubm+l1hTnTtvZZshA3dPQsSoIG4HXrXS/lOAtjHyhfMrbDRfZFjdfD3KoDHmwXs6LTX4l5FtwOvsXpUTiJoNwS4Wa3p+EbwFWpLSsmWlQdSWx8VEzYze5zWuANbdVx0rYeDnEJWOq3l0jGyU7g8tYXtNxYZ3AHIMuvVooQYFLJH3S1jnxEhj3hrw2KXN/N3LbPIaLktNhffoVtOx+WOlrTytTG58YaxkEeeJ+YjNLUPOsUdub1c7Vca6uXLY9fwyyhD1n7EZWwtPy4qKblKeJs0eYyTsDg0xkWYy/gyFrbAixF7hQ09G6O2YWJ1HkUhsbUNFXE4hr7vaHCQ5WFu97n5bFrToLg339anNsqVhfLmjED82cU3PLqdh5jOe7V8bt+87x1LlyZ66EuzqJJc0VCiIvTnyIsrit/ZRgv4RP8AsNWs7jV4W6p2xxOKKHl55p8Nhgja0OfJJJhmHsjjbm6S5wGpAF7mwWDxW/sowX8In/YatWfj4HspNv8Ad1J5/wCL8JHw3sqdSTSsZ4quO09K+c0+HzZGGR9NTzufVZWjM5rWPpmxSSAX5rJCTazcxsDEcGHF5xXG6RtXSQ0MNK8uEElZI+IzhhLHPiZBTyuMedrm5nhoJabXGqtHb7HtpmbXbQswB1TM9kNKJIfapYoKc0lE9k0MFc/kWzco5+XK1xdykpyu1IzeFXEqqn2M2ONLLPTyvqcNY/udz4XOkNHUvbERERe8rQch0JaNNEyClcO4CcUlxabCu5qWOvgpTWuE0gbBJSiSKATwzMidyjXPnaBzQeY8HK5havbhF4v2L4PSvqqukpn00VjPJSytn5FpIaHyMdGx/J5nAZmtcBe5sNV2RM1v8eoiAMx2SnDj9sWjGKYtB7AXOt5Sqp2Cr6yfZTbc10tXNklxhtMat80hbEKIEMiNQSREHagN0BPamSSq8P4qeOTRRyMiwvJLGyRmaqcHZXtD25gKUgOsRexPlK0qm2QlwnaKjo6qOFtVS4rhQm5Eh8ft01JUsLJMjSQYp2X0GpI6F2jwlVeFR0ODd9a/FqG9L/Ju9j8VZytoaXleX70RPvlvHl5W3hvy/bLiXZ2okkxuhfNJPNI7F8PzS1T5JKh7W1lOyMzPnOcvETWDnbg0DQABTkgtrj8fZDTfiak/bsTXPy6B4/H2Q034mpP27E1z8pjyAREUkBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAf1oubDep/DcNDAC8XcfBbcadpWLs41hfzrXNgL9HaO1bBPTnfqbX6uhcu+uZReiJ6jgXD6cl282njkj3wZruUAc3PmOV3XbcLdimMKqmUlY3k43syXsTzsziQQG+Sx8/Ypjg3wgTSMcCWm+Vpto0nef9dS3Oh2GmLy9xazI8h+b/iNcRu7bBYqFu36xn4hxJNuJv2AVrn5S7muytJ03uIvZTe0QlMdmHKS0l1t9gL2HbosWGga3KQCMoa0AnSwGjvKvPaHEXRbiHG2lzu8wK6iylueYlhs8dj8J5OJ2bV5kLiSDmsdwv0BTorgHOY2xc3f/AKK0jZ7aOsfyzDybRYZXWsew36VN7INyk8o/PKTmcbdu5ISyy8lsbjSMDh1aarDrGuyubFZpN8zj+5ZTqpoGhXg2qB8JbLSMBS/CjsWa1uWUPdbcRuHTc9vkWkbK8GPc0lmRcre4LpBcAHyG66krDEWbgLjeoaKhaHAxtJusDoLOUTqZjcH+zjaeKw5jbDlBfpA3jqUzjeISQNc+J7wGDQAkjpd4J03/AArMiiNvtW2ALukW6R/rrWv7UYrlDmiPQjUm62IYwYmzX8W2jwHEgW43R0xcQLzBlnuItYPLRdrrAc4lV7wg8DuCyUNRU7P1rHTQtMjqOeozt7nY1xexgLs+hIIJzWsd6idsaWR7y6INa3WwY0A9O/KNb9ZVTN2eq8RreSggax7WSS5wMrcsIMj5SbWbJlBsR+9a0ptPBlprO5B28o3aOILgbdJHavS5vY/CviGfrB1tlD7Z2iwFnZenOHa/4L1a4G57dVkRhlzP5XOyxnXQC/mUfgcT5rElxueq/wAGqyqyxaAfBJAK23BJGNa1tNHuHOcd3aVlhvsVeyyR0WzcpaTlyjrPSF80lE2DOXtBLtxO9jen4Ftj5yATJK21vBB/cFqcuIOdMXWzR7sp326vIta9nFLB3OBUHOrqwY0mKyOFoo7NG9zQT8LrLHAnkOpPyBSsUzhK8xgRtcNRbmtHb22UfV1zncyG9/tn9HxLjRSk8I9hW0UYa6ksYMZ0wZI1ma5J55GvwKUqJTIbG+VujR0Af4rBp8ODOcQHO3kj496nsIiY5pcNR09h6irXNHs9zX4TxKNxKUc7Z29p/MNcY75HZCRqQbGw6PjW0t2xnLGMkEb2MFml3RYGzuw36e1a7VU46ND2KInhfcgE2OnV8i04NN7no6sVp2jk2XFdqqp0QidUEQXu2JvOaLnUknpWjM5r3AHM2977iSdVKxNIblI1Gt1BUr+cewkfGunYPM8HjvSWH92pYwTEBLuxfM97r4pnG2nSdR1LOawW13nQLvU3tueHW/Iwo47715m17L1mhIdb4b9CwsQqA3RtnO6x0LBVqRSybNG2nUaSR9S1Ij8EnPubY2sTpfyJT0ZdA6R3IudymW+f2w66lrbg2G/TSwWJTUhOpJJ/10rddkqMS0day5MjQyZoEGcG3MBc5oIijGuptdcmtcuXqo9bacL7JKUjB2Qxh9JLdpLoXgxzxEDJJE+2bmOLmtmIu3PqbOIB1W1DEY+56k08klN3RNk7jLGug5EatifPa4OhdpvNty0miZcXGo6+jqHxg+ZbB33eykfTAR8nJIJXOygvuAGgB3QLCy505PJ6aFnHs8x9hG4YM8zRlc+7gAwbzYjmg79PC+BWNjDIG1r71Dq28QaJSLFotpC7+mzcetV5slBylZE25GZ5Nxe4NibjLqdbC3UrMxmheaiF5gigZLGBTNhkzNqRFeKWo1uY3h48F17m9r2NoccorUqxjKOp4wUIiIvSnyosrit/ZRgv4RP+w1am+MjW1EG21dLRGTuyOrwt1FyTTJI6o73YcIo2RtBMrnvIZydjnz5bHNYwnFb+yjBfwif9hq1uPC5/7R2fjzZv9Vg6p1JNn2r4f9quQZTuwGSgq6v+TwVPcGINkklc03bRwVLLGqtdzW5pbWvlcAongs4TdqMBo6ehdgFZVQB7osNbVUOIxTh1pat1LG8RHugNZHLI2PLmayJ+uVgDLvxrEY5pmiklq60Q7Y0seKirla7vW9sbWsZRsyjLh75DA1oBPOrJOnMG4WOYJWx7V4FNkxCKgdiOLtlFVirqynmqpMJxKSlmpaN1TIKSJsMdXZoazK2UNsNyZRJQtLwlbTQ7RmulwqR2K1tC+gpKGow6ujYKNs0VUW0sOZkr2xyRF7pC9wHLSl1hbLncKfChtZizKjCZsKfTPkhD6ymocOrXVb6Yvy5y50s1qJzwGF7GgOILcxu5qsvg14UqTEcQZh9A/EpJqfDccFNXYxNAayesqJ6eWOmgliebsYxklicpDKZuhDC5TGH1b6QUzMVqKhtfQ7D4jJjT6eoZNiUNpaBxmZPncHVg5CcskLiC9hNzvIFeYJw67XMaKeLZ0SPpI4YpWd6cXMsYyZYnSsbPdmdrCQSADYkKqNpa/Earaejq8VopKCrrcSwmR0L6aopWlkM1JRMfFHWXeWFtKLm5GbNu3C/8V2iqW7WbJR0tXVPwurwyER1Tql7nYuyOmrJOVrQwNbLPGZInkObo6pLtM1hzviuN1NXtPCaqpnqTDtAyCAzyvl5KFmMcyCPlHHJE3oa2wCIg3/j8fZDTfiak/bsTXPy6B4/H2Q034mpP27E1z8rR5AIiKSAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgPpjiCCN43Kx+DZ0U7wKhrn6tDbG2p39d7gfEq2Vp8AOAd11I1PtRa7fvsb9f8Aq61rmlrS23ydHh9y6bazs0X3s9hUZHNDWxxkZYsrWvBA05wF3HyqwaQRyNblbYWOa/Z0aqNZTR3vl9sHNNvJa+nSpak0j0LQ23To7/1WxSSSNGdRyk2yOqacSBwu5mmltFrlXhxbIxjnXJGpO4joWyVr8zgd4GvlXjLTZ5GvO/o7EluyqZ8UGz7G6ubqercstlCxlyxoudCpmGIhuut+hfDIW6/GsiiluZdWdkQEgIcb216AvSniJdq02K9NosdoqQXmkjB6G5hmPkCrHH+HBsZcIILtbfnO6h0iywVLinHmzbt+H16zzGLLbNgCDG4+ReMjy1pLWkA7uxc5be8NuK0kzWM5CSORmaJ7dWkkeDcbj0arSarhlxp8gMtQA0O5rGtsbdVxvVPtEVyLx4ZWcnE6qiqZ25idYrG999vItR2r27gicWTRT3I6IyQe0dYVLezDiecvY9hZbwXN6N1iOk+RWfwVY9Nj2aOV8UUkbc0jAGPIaTZpy723t2bisau1J4RkueEVqMNcuRqFbtg2WQMpaWZ3KODdW5bA+E+zugDX4FpnCjtY2GeWnoHllPlayaQOeJZHkc8ZgdG6nQW3hdWv4FqaSnn/AJRK2okicyKRxtHG6xy2bbQXI3LinazZx1HXTUkz28vC72x4eHNc525173BIG7Xy9CywTbyzlrZYIYOHZ1NHTbr/ANda9Y8trHpOi856ctNjlu3QZSTp0k3Xy86LLnGxgMfEZMv3oN/+y9jtBI7mx+1stbm6OKwsYPM0G9YuHz5b7lki8bstjKwbHhcDy4uc4uGXpN1mwDQkkNt09fYFEYFXuu4kXbYi3WT0he72OuM4Nr3A6PkXLq0ZVpnqeHcRo2dBylzPurqHSc1oLYwec7pcfg3rKiiAAygfv+FfEUwPVYdaymuB1Flv0bZQW5xLriU7uTlLaPgfLpDvtu+NebK2SE3jIsdSw7j2X6191Elxp8KwK1+ivWpRmsGvbXUrd6oGwYftFBLo8iN/Tm3f9lKmAWu2x8irllEZCez4LrPweWaJ384bD7U6/KVyK/DH/KeqsvSb8ZtktPY66dBWq4rRmOcgeC+xb5h+8FbA3Ey5pzC53g7lg4s8StaQ052HUnqUWlCpTq5Zn4rxG3u7fCe54Yf271mMYR05ndAWPBBppcuJ0A6O1Y2IVvJ8yMkyEWe4/a36PKu7UnGmtzxdpbyqyxHxPnFsQynIw3efD6h2LCpqTpO867l74dR9fO1vc+FfyrZdn6SN1TTRzEiF0rGy26Gu1vrv32XBr3Op4PfcO4UqUNUyIpx2dikdnsYFPNKe55p28k9hbC+SO175OUdEQTHmO4k3t0qw+ETgqNJK/uSaKZltYnuDZWHp0JsbdSicLhxSippGxg00D7mWVhtK4biM2bNbota1lrL1ZZZ06sO3pYg+fuJGTgkroMKhxOTucxSNEstPcCeOIt5r7tAbc2vlaLa9G5aBVanTcDpcW0sDr26nzLNxDEZZcvKSSPDdGZpHEZRpa19N25YVQRbqv2H4lWclJ7Gaytp0Kb7SWf0M7ZTkW1cPLGRsZe3lJYSRLG0EXc0g3Gl9RuXSXC5jOzkdHRTU8bKirpnRPw9kBfdmU5i6cDmOhvfM12huTY2uqS4OuDqprZ2mwij8IPfdpta9x19Ku/DuBbDYw59VOZgLl7S4MbzRqLxkFwW9b06jXI8zxa7t51k3J+r0XU4zREXVPGFlcVv7KMF/CJ/2GrVn8YvgOxzE9oMTqqOgE1JUOpeRkNVRx5xHh9JTSe1zTteAJYZG84C+W+4gnnTAcXno54qilldBUQkugmZlzxucx0RLc4IuWPc3UHRxW6ezftF79Vnmp/oFXBJKnizbR6f7Kj0Fh/LMO0HUP5Tu1X8HFk2j96Y9dD/LMO16funrA8yi/Zv2i9+qzzU/0CezftF79Vnmp/oFOGCZ+ps2m0/2Y3Qgj+XYfoRqCP5VoQR8SS8WvaVxJdhjXOLsxc6uoHEu92S6quXdu9Q3s37Re/VZ5qf6BPZv2i9+qzzU/wBAm4Jb6mfaPX/ZTOdq7+WYdr03P8p11UvsdxdtooK6gkkw1rIoK6imlcKygOWKGpile4NbUkmzGE2AvpotS9m/aL36rPNT/QJ7N+0Xv1Wean+gTDBv/H4+yGm/E1J+3YmuflMbW7T1mJTCbEKqSrnbE2BssuTMImPkkbEOTa0ZQ+aR26/POu60OiAREUkBERAEREAREQBERAEREAREQBERAEREAREQBERAEREAREQBERAFtHB7jU9LNngeWkAggfbA9BWrqW2VmLZ2gfbafv8A3KlR4i2bFrDXUUPHY6X4PuEBhzd1gxuIBY7eCe34elWNQ41yxy8x19QQ4ajo8qpPg8gikmYNH3ZZ0Rte/wDRv03Uxt7hQpSHQPcwnw4wXBwIHggde7zqLaoprKZe8s6ltU0ST9hcs7DoSLNtrbX4V5NrIozZ7w2wvmkcB8V1S2z+JVkmdhnlLWn3ZzAHdc7wbL4raVolE0jHVLo4pA6N7iMzm2Iseu7h8AWSqtK1GO0oqtV7N7FlbacKNLThzIpBNIG3AjIIBHWfKQqbx3hYr5rgP5MW8FgIfbruFOGnjxONrIWw0spAzOIzZb72Fw6eao3bXCKCidFC9spqGx86QatebaEjtPUuTXrznHMT2lhw63pS0yjlmj1uIPkOaV75dLgvdcjzrHjmD7kjQ9B/7LJpMJc8vIs2EAh0jiAGnoHOPyL3bhcIhLoamOVzDz2k2IHXY9HkXJnqlzPTUXTh6q2MZ1I2QEO1BB5P+j5Fqr2tY7LI0kjQH/XQtlM39NtraC9gFH7TsBETszc97OtuI0t8KvRlNbM17mFNPJEU7g0kbw7wewn/AAXUvFzmpGQMEIjMtnCsqDlD432AYJGeFlcb2O7mLlKaQgEb+q2+9wQR17j51KwV0sbeUillie4G7mOLbmxzZh9sAOg9S24N02pM5taEL2k6alyOuNpeFqegrYqKvgiEL7PbU08wewx62c/S4doLt0IuqI4c8cwl8r+5II6maSVzpakb2g62bbe7Nvd1KrMRrppWuvI5zmnnF7iXOaRq7sP+CibkAf0fl612aVWM1lHhr22VCWk9JXZj4Jba4G/Xy6r4jde6/jZD0r0G7yrNg50mkzBxQ2j7VgUFEXEdvQFK1sOZttLk6Em1l9DEGUwAju+UDV4tlardC0cPYn6LCsjWuNmNbzrOtdx8l9yn6fbCOwDqeF9gALjXTflI3X+HcqzqsUllsZHuOtuiw6bWHkXoJDcWG7dqCT8F1i1aORm7FSW7LKmxihl07jyv6XNdb4rc4ebcs6gwqknjldC4MyAE5za/Y2/T2KrY6twN3NLdbFx6vP8A4r5nxSS7NXNjabWH/E7bH5VeNaXUiVFvobftLhZiY0tOYE7x0eWy1eWYudl8gW04XXh7chN2uB0cQTe3V5VAR4dape3UBgaQesaEfEsuvUYZKUXiRI01OGtJOpAsF54dFdxJHnWTJLpZutxdYlPIdR29HxqVB82VlJckZ5tqf+3/AKr2ZG23T/rp8ix2U2YXB6FMbK4S6onjiG8kXHW3pI69FMprHImEGmYdDh8k8rIKdodUSWyWOgB3dl1813B/W0zn8vG8EHVwbdryd+vXqugtm+CyLCcVExeH90Qt7iBcCDZt5SD0u16egLfcRdAHXc8AjQW3A9ltAtG4p9p1PRcPqKnJYRzTsPwdTVkE0jdDECQ3pNhfctKqrtcd4cxwIPa0gjTyhds4LRQNI5JgaXaOy6B2YWuR8K5J4TMJ7nxOsYNG8q5zR1NcbgfKuVWt+zWT11hfO4k4G040w4yyOppnDusQcnXQZrSFzXkmVtjYhzA02tfUrR6qqk1Y+WSzTbI+RxAt1Ndu8ix8NqJIXNfE4xvbuc02Pwkb29hW+bJ4zTVLHMq6eIyhzpTUnwn7gGBmWznk2G/pWpvI6W1vDL5L9DUe9chDQGkyy6QwjVz+pwHV/irm2D4HWwxiWuyPqnNa6GMF2WMnTK5v2zudZbnsBs1FRRmtrWx8rIM1NC4fzUYaSyNpP25tc26+xbHhELsQmnjmeY2yck+hkjID2QzBzW79M/tL3dR+FdizsklqkeI43x6dVulT5dSP2fw6Wpu2MNjc3ko53tcCWBp1A15vSbdNlgUNb3XW1dPLDZtK+aKN8d8kjXRl7HuG5zva2gke6U5gdNJDW1dOHuMTY7zzCwdZhtEMx3yFrnfk9q+eEHaKOMQRYfldVup3ytZGy+bnBuZ7m+Vx19wugljkeUlvvJnBiIiqXCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiALIw+UtkYRvDgsdf0FQ1lYL05uElJdGmXRs9KHGJ7HiKaJ3KNf0Ejc0npaQuhcFxCPGaOWerpY456aB4hlYRkmkDXag9Ia4Nv5Vy7sJUmaMAGxBsb6ggAb1bPBZUSxVUYDnmHntMAdeJ+drmgZXHTnOBuPcrzVCtKhVcHyyfTr21pX9tGvHmknn5oYRRchSxTgkunkc6Y6869xdv8ARBaF51ziSHjwHPDj5xmHky6LYqiMmndEAQGOeC3dyYa7RrQdw0UFC0OYGgaNOpuvSW0u2pvyPCXtH7NeKa5ZK4o8Udh1bKBd0YdfKSbPDjmvbrsd/ap3avb8TRZRTxulIsZH+EwdTSRqsHa/Cnm8rQHNjLmSm3QDzXfBZaldpacx1OvTuG49i83UlKEnE+i20aNWnGq+hn7KYDNiL5Iy5wpmAFwabNHl7FYdBwXYfIxrHMeJBvlYbHTo/wDXRR3BJhTxBNI7QTSNYyxtoD0+U6qymyRQ+Fzy3QtbcDylwXQt6Kayzh3t2+0ai8YZomI8BFI9ntNXK2R2jMwu3NvDSCQAO260XE9hHUkTm1MjAWu6Dc5QSLgg9OnmVr7YYzI5oDWOBN+QaxxDRpckutroOrp7VqUezsjxH3Tc5iXtvcka+C5TOlvsc+pxBwg3PfJFcD2xeFVAqTiE8r25stO2JrmysvzRKxzBqGguJ7NehbXNwKx0QquX5Wpps7pKCZrnMGW2WMyhpsZ7G26xzHRblszgtPC3M6PM51i0ANDQRu0a2/nutllxyoezkQ5vI7yxwOove1zpZbvZKUcM4FPiE6M3OD5nI20+zU9O9jzC6NpDhlv4bdfgJsVqtTTZXW1A6iDddQbTUEVS5wnacwaeTt4MYA6CNFzztiyNs7o4z4Ombrt0+Vasf7uWEdKuo3dBz/m6kK+lIXk4GyyiXubv0GixZnZd66sPWWTzNRGLWRF2VoIGZwBPTrvW5YTsdDMw3cyLk7ZnF2ryR2dK1EOBdY3sLa2ufIBdXbwQbJmuifK6UQRt5rGuaAXu3AlziLfGtStcSTwjuWVhCUNUjRcK4OYHPOaSQi+mRhd5iQQtk/irQUTbzMqXj+lljHxXHxK3dk6SDDZJZKyvgebFsUZc0EX0voLOPYtV4RsZo6iojkjD6wMHNgMRZA5/Rct3jzLE4TcdR0qNK2jLD5eJDYFg8E9jBgrntOrHyuLbjrv4JHlCmJuC6SUhzMMp3B4515LW/o2OhPktuX9xDb/EGUZjEAp3Pu6eXLzY4x/woCSAT1lQdHwkVL2xgyTPEINnaBoOti7KCCdekrXlWw8SOlTtVPemkl8SRxnggmfC0Q00NO9p8Jr3mxHY7/Gy0zEtia6nk9uoXVFhYPhdq4brnqPYVZGw/CW6nc81klVPynOaOY5jAegZWg+fMttl4TqGQghlTGd2cM/8wFvgNlu09WNSOVdUoanGSXmc+OfTxtdy1DWQuaCHFzCLE2sXdBAtvB6Vr1My7jlvl1Iv7ner32p21jMdQY6oSMLHWbLAL5raAZm8030uNNVSGGgm+UXe8kgjrOpHkWzSqN8zjXNnSp90zcHonTSRxsBvJe3UQN5v0KzeB/Ao5mtkk9qlNS6kI6YnDMQL6WzBhK+eCvZUmohc8HknuZJPITl5JjJY2OIPQPbR8Kto0WHvxSrpIojG5uWe7XZWvlygCRhH21j8apPLZqqWEQe30clL3KyXlKhkcUro3Rk8rECQHFtr9gI7FjbF4uxzWMkcJGXNqpo5jjmJayobvifazb7rjXfdbtUYII6eudytnttNA+WzsjWnVm/wdCLdt1rdNhtPV2qaE9zzzuBkZltBUOjteGRjhzZHg2Dx8N1jlF9Do2lws4ZuGDSBr7l2WM5iN1mgXIAI3gAgXXKO3lU6Wvq3vfyhdM6zujKNGhvWABZbrwj7Tzhz4WskpHse4PgcXNykuN+Td0x77WOirOpYbm/wi99TrfVcm7rNvSe44PaqOaqeco/scJeQANT8Hyq1uLrsZ3TWd0Sg9z0gDmEjR8l3AAaa5S0k+Udar7ZrDX1D4o2fzk8rIoza9szhm84uPhXUlY+LCcOELW2awsjnMYJcM4ILhkBJOYjzq1hR1zy+hq+kvEVSp9nF7vn5GVtl3SWOl5Bj6aIxveXm4Lc/Os0AWswGxB+2C06sxeeHvcaVokqe6aJkEbX2DooHyRujkPV7Uwa/+8KncX4Ru58ONLIGyVEkbmRs+3EQJDXvBGjywDTo1Wq7B4zNHBTVEtJy0xxHPTMja4OFMWZXvynpbI5zhYkcwHS9h2u1w8Hz32m71uJtgp38prMWVDqyPe50rZjyjLjwnFoeR5QoDaPa9lRWg0NKe6xh7JGvLOTewuBvG5rhcvDAPhcs/abFmudK+DI9rqh7jysbopIHuIijEglyuawuDnZnCxz6XAutXxHFK2PEpo5RFVzyUrGU8tO5j2RXF5XSPZ4LfBa3p5p67AzHI4z79+L9P1U79+L9P1VDoseWZSY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWCY79+L9P1U79+L9P1VDomWDctmNuTSOLhBn0tblcv/wCMqw9kOMGKKYS96xK5os0GsygH3X1qVRSLVnaUpz1yW/jlnTo8Yu6VLsYTxHwxF/q1n9S/JuMe5888smGhxmNy0VmUNHULUvx2WJT8PrWh4GF+Gfu3d/8AxFRyLNSgqfd2/wDfaale6qV/vHnHsS+WC3KrhoL3G1EWxuFnx91Ah3aT3NvUbXcJNM7WPDXxuuMx7tDw5otdhaaQWv1g9KrVFSVvTk8tGxT4rdU46IzwvDC/YvOn4wDWCNrMKa2OMWDG1hAItY5j3Lqf8VlU3GOynXCWFm4MFXlHwnuU3KoJFkUEuRgnd1ZPLl8joTE+MiyVob3nDQ0e12rr5T1/WYv8SwKXjClpu7Ds4AAA7stbyHuQqikTSjE6sn1OiKPjNZC096c2XoNfYHs+sll1/Gn5TQYOGC1rNr+j4aLeubEV8mPB0DPxj2ZcrMIyDLbWvz6+61ogqvxDa+CWV8po3h7ySP5Vdjb/ANHufU9q05FVxTMka04rCZsY2n8Tp/WeoseTH7/8P07/APkUIiuptcjG9yYgxvK/MY7j3Oe3x5VtdJwlBrQ000xZ0sFaWMJ6y0U5VeIqNZeTMriolhPYtGj4U4IxzcLZ1i9Tf5adSNPw4uboKEAdQqQ35KdU6iydpIxSbe7bLjqeG5shZymGh7WZiGGrs0uNtXDubW1tyyXcPznwPhlw6J7XsyjLKyPKegi1KXHo0J6FSaLDKnFvLRt07+vTjpjLbyX7FpUPCrCxrA7DS9zRYu7sy31ve3cpt51mz8NVxZmH5B+FZv8A+sFUCLMqkksGnU9eWqW7LJxrhVdPE6PuRrMwILuVDiL9Q5EW1UPQ7ahhuacnnZjlnyHyNJidl3LTkUOTJy+R0PXcZdsgA7ztY0Uz6YhldbM1zcuc/wAj3jf5RvXxJxmHGeJ4wtrI4ohG1kdZlkc4NDGySTupSX2A3Zdetc9ooyQdCv4yUb84lwh8jHsLSzvm5ozk35Q5aLnfenrUfgHGCbCyRsmGPlNmimc2v5LkcpvctNG8SOsGgHm2sd9xaikULYLYvThA4fIsTp42SYRyc8XgVTa4OeW63a5poucLkHf0KunbbX/4H/1f8Y1qCLFUownvJHRtuLXVssUp4Xkn80y1ODrhcZh1WyofQd0mJhETO6uSDXH7e/cz7m3RZbdthxkxWRPY3CRCZXxvld3YJA4RuzBuXuJp1NtS47lz6ivTgqaxHY1bm5qXEtVV5fw+WC8qHh0pBVS1M+BNmldCIIWiv5OKFvS8M7idmlOlzcbuhemJ8YhxioxS0ElJNRPkfDM2vz3MgDS10fcjQY7AjKSfCKolFYwYOgqXjIt5GRk+FGaWaZs9TOK8RukLDdjMvcTrMHUSd/QsOLjCiGatmpcLEMtZJE8l1YJREImBgY0dyNJB1J1Gp3KiUU5ZGAiIoJCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiIAiIgCIiAIiID/2Q==)](https://youtu.be/klTvEwg3oJ4)

### **ChromaDB**

Here's a minimal example using Chroma:

# /// script

# requires-python = "==3.12"

# dependencies = [

# "chromadb",

# "sentence-transformers",

# ]

# ///

**import** chromadb

**from** chromadb.utils **import** embedding\_functions

**from** sentence\_transformers **import** SentenceTransformer

**async** **def** **setup\_vector\_db**():

"""Initialize Chroma DB with an embedding function."""

sentence\_transformer\_ef = embedding\_functions.SentenceTransformerEmbeddingFunction(

model\_name="BAAI/bge-base-en-v1.5"

)

client = chromadb.PersistentClient(path="./vector\_db")

collection = client.create\_collection(

name="documents",

embedding\_function=sentence\_transformer\_ef

)

**return** collection

**async** **def** **search\_similar**(collection, query: str, n\_results: int = 3) -> list[dict]:

"""Search for documents similar to the query."""

d = collection.query(query\_texts=[query], n\_results=n\_results)

**return** [

{"id": id, "text": text, "distance": distance}

**for** id, text, distance **in** zip(d["ids"][0], d["documents"][0], d["distances"][0])

]

**async** **def** **main**():

collection = **await** setup\_vector\_db()

# Add some documents

collection.add(

documents=["Apple is a fruit", "Orange is citrus", "Computer is electronic"],

ids=["1", "2", "3"]

)

# Search

results = **await** search\_similar(collection, "fruit")

print(results)

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** asyncio

asyncio.run(main())

### **LanceDB**

Here's the same example using LanceDB:

# /// script

# requires-python = "==3.12"

# dependencies = [

# "lancedb",

# "pyarrow",

# "sentence-transformers",

# ]

# ///

**import** lancedb

**import** pyarrow **as** pa

**from** sentence\_transformers **import** SentenceTransformer

**async** **def** **setup\_vector\_db**():

"""Initialize LanceDB with an embedding function."""

model = SentenceTransformer("BAAI/bge-base-en-v1.5")

db = lancedb.connect("./vector\_db")

# Create table with schema for documents

table = db.create\_table(

"documents",

schema=pa.schema([

pa.field("id", pa.string()),

pa.field("text", pa.string()),

pa.field("vector", pa.list\_(pa.float32(), list\_size=768))

])

)

**return** table, model

**async** **def** **search\_similar**(table, model, query: str, n\_results: int = 3) -> list[dict]:

"""Search for documents similar to the query."""

query\_embedding = model.encode(query)

results = table.search(query\_embedding).limit(n\_results).to\_list()

**return** [{"id": r["id"], "text": r["text"], "distance": float(r["\_distance"])} **for** r **in** results]

**async** **def** **main**():

table, model = **await** setup\_vector\_db()

# Add some documents

documents = ["Apple is a fruit", "Orange is citrus", "Computer is electronic"]

embeddings = model.encode(documents)

table.add(data=[

{"id": str(i), "text": text, "vector": embedding}

**for** i, (text, embedding) **in** enumerate(zip(documents, embeddings), 1)

])

# Search

results = **await** search\_similar(table, model, "fruit")

print(results)

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** asyncio

asyncio.run(main())

### **DuckDB**

Here's the same example using DuckDB:

# /// script

# requires-python = "==3.12"

# dependencies = [

# "duckdb",

# "sentence-transformers",

# ]

# ///

**import** duckdb

**from** sentence\_transformers **import** SentenceTransformer

**async** **def** **setup\_vector\_db**() -> tuple[duckdb.DuckDBPyConnection, SentenceTransformer]:

"""Initialize DuckDB with VSS extension and embedding model."""

# Initialize model

model = SentenceTransformer("BAAI/bge-base-en-v1.5")

vector\_dim = model.get\_sentence\_embedding\_dimension()

# Setup DuckDB with VSS extension

conn = duckdb.connect(":memory:")

conn.install\_extension("vss")

conn.load\_extension("vss")

# Create table with vector column

conn.execute(f"""

CREATE TABLE documents (

id VARCHAR,

text VARCHAR,

vector FLOAT[{vector\_dim}]

)

""")

# Create HNSW index for vector similarity search

conn.execute("CREATE INDEX vector\_idx ON documents USING HNSW (vector)")

**return** conn, model

**async** **def** **search\_similar**(conn: duckdb.DuckDBPyConnection, model: SentenceTransformer,

query: str, n\_results: int = 3) -> list[dict]:

"""Search for documents similar to query using vector similarity."""

# Encode query to vector

query\_vector = model.encode(query).tolist()

# Search using HNSW index with explicit FLOAT[] cast

results = conn.execute("""

SELECT id, text, array\_distance(vector, CAST(? AS FLOAT[768])) as distance

FROM documents

ORDER BY array\_distance(vector, CAST(? AS FLOAT[768]))

LIMIT ?

""", [query\_vector, query\_vector, n\_results]).fetchall()

**return** [{"id": r[0], "text": r[1], "distance": float(r[2])} **for** r **in** results]

**async** **def** **main**():

conn, model = **await** setup\_vector\_db()

# Add sample documents

documents = ["Apple is a fruit", "Orange is citrus", "Computer is electronic"]

embeddings = model.encode(documents).tolist()

# Insert documents and vectors

conn.executemany("""

INSERT INTO documents (id, text, vector)

VALUES (?, ?, ?)

""", [(str(i), text, embedding)

**for** i, (text, embedding) **in** enumerate(zip(documents, embeddings), 1)])

# Search similar documents

results = **await** search\_similar(conn, model, "fruit")

print(results)

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** asyncio

asyncio.run(main())

InfoCore Solutions is a technology consulting firm that maintains an extensive internal knowledge base of technical documents, project reports, and case studies. Employees frequently search through these documents to answer client questions quickly or gain insights for ongoing projects. However, due to the sheer volume of documentation, traditional keyword-based search often returns too many irrelevant results.

To address this issue, InfoCore's data science team decides to integrate a semantic search feature into their internal portal. This feature uses text embeddings to capture the contextual meaning of both the documents and the user's query. The documents are pre-embedded, and when an employee submits a search query, the system computes the similarity between the query's embedding and those of the documents. The API then returns a ranked list of document identifiers based on similarity.

Imagine you are an engineer on the InfoCore team. Your task is to build a FastAPI POST endpoint that accepts an array of docs and query string via a JSON body. The endpoint is structured as follows:

POST /similarity

{

"docs": ["Contents of document 1", "Contents of document 2", "Contents of document 3", ...],

"query": "Your query string"

}

**Service Flow:**

1. **Request Payload:** The client sends a POST request with a JSON body containing:
   * **docs:** An array of document texts from the internal knowledge base.
   * **query:** A string representing the user's search query.
2. **Embedding Generation:** For each document in the docs array and for the query string, the API computes a text embedding using text-embedding-3-small.
3. **Similarity Computation:** The API then calculates the cosine similarity between the query embedding and each document embedding. This allows the service to determine which documents best match the intent of the query.
4. **Response Structure:** After ranking the documents by their similarity scores, the API returns the identifiers (or positions) of the three most similar documents. The JSON response might look like this:
5. {
6. "matches": ["Contents of document 3", "Contents of document 1", "Contents of document 2"]
7. }

Here, "Contents of document 3" is considered the closest match, followed by "Contents of document 1", then "Contents of document 2".

Make sure you enable CORS to allow OPTIONS and POST methods, perhaps allowing all origins and headers.

What is the API URL endpoint for your implementation? It might look like: http://127.0.0.1:8000/similarity

We'll check by sending a POST request to this URL with a JSON body containing random docs and query.

Check

8 Function Calling (1.5 marks)

## Function Calling with OpenAI

[Function Calling](https://platform.openai.com/docs/guides/function-calling) allows Large Language Models to convert natural language into structured function calls. This is perfect for building chatbots and AI assistants that need to interact with your backend systems.

OpenAI supports [Function Calling](https://platform.openai.com/docs/guides/function-calling) -- a way for LLMs to suggest what functions to call and how.

Here's a minimal example using Python and OpenAI's function calling that identifies the weather in a given location.

# /// script

# requires-python = ">=3.11"

# dependencies = [

# "httpx",

# ]

# ///

**import** httpx

**import** os

**from** typing **import** Dict, Any

**def** **query\_gpt**(user\_input: str, tools: list[Dict[str, Any]]) -> Dict[str, Any]:

response = httpx.post(

"https://api.openai.com/v1/chat/completions",

headers={

"Authorization": f"Bearer {os.getenv('OPENAI\_API\_KEY')}",

"Content-Type": "application/json",

},

json={

"model": "gpt-4o-mini",

"messages": [{"role": "user", "content": user\_input}],

"tools": tools,

"tool\_choice": "auto",

},

)

**return** response.json()["choices"][0]["message"]

WEATHER\_TOOL = {

"type": "function",

"function": {

"name": "get\_weather",

"description": "Get the current weather for a location",

"parameters": {

"type": "object",

"properties": {

"location": {"type": "string", "description": "City name or coordinates"}

},

"required": ["location"],

"additionalProperties": False,

},

"strict": True,

},

}

**if** \_\_name\_\_ == "\_\_main\_\_":

response = query\_gpt("What is the weather in San Francisco?", [WEATHER\_TOOL])

print([tool\_call["function"] **for** tool\_call **in** response["tool\_calls"]])

### **How to define functions**

The function definition is a [JSON schema](https://json-schema.org/) with a few OpenAI specific properties. See the [Supported schemas](https://platform.openai.com/docs/guides/structured-outputs#supported-schemas).

Here's an example of a function definition for scheduling a meeting:

MEETING\_TOOL = {

"type": "function",

"function": {

"name": "schedule\_meeting",

"description": "Schedule a meeting room for a specific date and time",

"parameters": {

"type": "object",

"properties": {

"date": {

"type": "string",

"description": "Meeting date in YYYY-MM-DD format"

},

"time": {

"type": "string",

"description": "Meeting time in HH:MM format"

},

"meeting\_room": {

"type": "string",

"description": "Name of the meeting room"

}

},

"required": ["date", "time", "meeting\_room"],

"additionalProperties": False

},

"strict": True

}

}

### **How to define multiple functions**

You can define multiple functions by passing a list of function definitions to the tools parameter.

Here's an example of a list of function definitions for handling employee expenses and calculating performance bonuses:

tools = [

{

"type": "function",

"function": {

"name": "get\_expense\_balance",

"description": "Get expense balance for an employee",

"parameters": {

"type": "object",

"properties": {

"employee\_id": {

"type": "integer",

"description": "Employee ID number"

}

},

"required": ["employee\_id"],

"additionalProperties": False

},

"strict": True

}

},

{

"type": "function",

"function": {

"name": "calculate\_performance\_bonus",

"description": "Calculate yearly performance bonus for an employee",

"parameters": {

"type": "object",

"properties": {

"employee\_id": {

"type": "integer",

"description": "Employee ID number"

},

"current\_year": {

"type": "integer",

"description": "Year to calculate bonus for"

}

},

"required": ["employee\_id", "current\_year"],

"additionalProperties": False

},

"strict": True

}

}

]

Best Practices:

1. **Use Strict Mode**
   * Always set strict: True to ensure valid function calls
   * Define all required parameters
   * Set additionalProperties: False
2. **Use tool choice**
   * Set tool\_choice: "required" to ensure that the model will always call one or more tools
   * The default is tool\_choice: "auto" which means the model will choose a tool only if appropriate
3. **Clear Descriptions**
   * Write detailed function and parameter descriptions
   * Include expected formats and units
   * Mention any constraints or limitations
4. **Error Handling**
   * Validate function inputs before execution
   * Return clear error messages
   * Handle missing or invalid parameters

**TechNova Corp.** is a multinational corporation that has implemented a digital assistant to support employees with various internal tasks. The assistant can answer queries related to human resources, IT support, and administrative services. Employees use a simple web interface to enter their requests, which may include:

* Checking the status of an IT support ticket.
* Scheduling a meeting.
* Retrieving their current expense reimbursement balance.
* Requesting details about their performance bonus.
* Reporting an office issue by specifying a department or issue number.

Each question is direct and templatized, containing one or more parameters such as an employee or ticket number (which might be randomized). In the backend, a FastAPI app routes each request by matching the query to one of a set of pre-defined functions. The response that the API returns is used by OpenAI to call the right function with the necessary arguments.

**Pre-Defined Functions:**

For this exercise, assume the following functions have been defined:

* get\_ticket\_status(ticket\_id: int)
* schedule\_meeting(date: str, time: str, meeting\_room: str)
* get\_expense\_balance(employee\_id: int)
* calculate\_performance\_bonus(employee\_id: int, current\_year: int)
* report\_office\_issue(issue\_code: int, department: str)

Each function has a specific signature, and the student’s FastAPI app should map specific queries to these functions.

**Example Questions (Templatized with a Random Number):**

1. **Ticket Status:**  
   Query: "What is the status of ticket 83742?"  
   → Should map to get\_ticket\_status(ticket\_id=83742)
2. **Meeting Scheduling:**  
   Query: "Schedule a meeting on 2025-02-15 at 14:00 in Room A."  
   → Should map to schedule\_meeting(date="2025-02-15", time="14:00", meeting\_room="Room A")
3. **Expense Reimbursement:**  
   Query: "Show my expense balance for employee 10056."  
   → Should map to get\_expense\_balance(employee\_id=10056)
4. **Performance Bonus Calculation:**  
   Query: "Calculate performance bonus for employee 10056 for 2025."  
   → Should map to calculate\_performance\_bonus(employee\_id=10056, current\_year=2025)
5. **Office Issue Reporting:**  
   Query: "Report office issue 45321 for the Facilities department."  
   → Should map to report\_office\_issue(issue\_code=45321, department="Facilities")

**Task Overview:**

Develop a FastAPI application that:

1. Exposes a GET endpoint /execute?q=... where the query parameter q contains one of the pre-templatized questions.
2. Analyzes the q parameter to identify which function should be called.
3. Extracts the parameters from the question text.
4. Returns a response in the following JSON format:

{ "name": "function\_name", "arguments": "{ ...JSON encoded parameters... }" }

For example, the query "What is the status of ticket 83742?" should return:

{

"name": "get\_ticket\_status",

"arguments": "{\"ticket\_id\": 83742}"

}

Make sure you enable **CORS** to allow GET requests from any origin.

What is the API URL endpoint for your implementation? It might look like: http://127.0.0.1:8000/execute

We'll check by sending a GET request to this URL with ?q=... containing a task. We'll verify that it matches the expected response. Arguments must be in the same order as the function definition.

Check

9 Get an LLM to say Yes (1 mark)

## Prompt Engineering

Prompt engineering is the process of crafting effective prompts for large language models (LLMs).

One of the best ways to approach prompt engineering is to think of LLMs as a smart colleague (with amnesia) who needs explicit instructions.

The most authoritative guides are from the LLM providers themselves:

* [Anthropic](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/)
* [Google](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/introduction-prompt-design)
* [OpenAI](https://platform.openai.com/docs/guides/prompt-engineering)

Here are some best practices:

### **Use prompt optimizers**

They rewrite your prompt to improve it. Explore:

* [Anthropic Prompt Optimizer](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/prompt-improver)
* [OpenAI Prompt Generation](https://platform.openai.com/docs/guides/prompt-generation)
* [Google AI-powered prompt writing tools](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/ai-powered-prompt-writing)

### **Be clear, direct, and detailed**

Be explicit and thorough. Include all necessary context, goals, and details so the model understands the full picture.

* **BAD**: Explain gravitation lensing. (Reason: Vague and lacks context or detail.)
* **GOOD**: Explain the concept of gravitational lensing to a high school student who understands basic physics, including how it’s observed and its significance in astronomy. (Reason: Specifies the audience, scope, and focus.)

When you ask a question, don’t be vague. Spell it out. Give every detail the listener needs. The clearer you are, the better the answer you’ll get. For example, don't just say, Explain Gravitation Lensing. Say, Explain the concept of gravitational lensing to a high school student who understands basic physics, including how it’s observed and its significance in astronomy.

[Anthropic](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/be-clear-and-direct) | [OpenAI](https://platform.openai.com/docs/guides/prompt-engineering#tactic-include-details-in-your-query-to-get-more-relevant-answers) | [Google](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/clear-instructions)

### **Give examples**

Provide 2-3 relevant examples to guide the model on the style, structure, or format you expect. This helps the model produce outputs consistent with your desired style.

* **BAD**: Explain how to tie a bow tie. (Reason: No examples or reference points given.)
* **GOOD**: Explain how to tie a bow tie. For example:
  1. To tie a shoelace, you cross the laces and pull them tight...
  2. To tie a necktie, you place it around the collar and loop it through...

Now, apply a similar step-by-step style to describe how to tie a bow tie. (Reason: Provides clear examples and a pattern to follow.)

Give examples to the model. If you want someone to build a house, show them a sketch. Don’t just say ‘build something.’ Giving examples is like showing a pattern. It makes everything easier to follow.

[Anthropic](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/multishot-prompting) | [OpenAI](https://platform.openai.com/docs/guides/prompt-engineering#tactic-provide-examples) | [Google](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/few-shot-examples)

### **Think step by step**

Instruct the model to reason through the problem step by step. This leads to more logical, well-structured answers.

* **BAD**: Given this transcript, is the customer satisfied? (Reason: No prompt for structured reasoning.)
* **GOOD**: Given this transcript, is the customer satisfied? Think step by step. (Reason: Directly instructs the model to break down reasoning into steps.)

Ask the model to think step by step. Don’t ask the model to just give the final answer right away. That's like asking someone to answer with the first thing that pops into their head. Instead, ask them to break down their thought process into simple moves — like showing each rung of a ladder as they climb. For example, when thinking step by step, the model could, A, list each customer question, B, find out if it was addressed, and C, decide that the agent answered only 2 out of the 3 questions.

[Anthropic](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/chain-of-thought) | [OpenAI](https://platform.openai.com/docs/guides/prompt-engineering#strategy-give-models-time-to-think) | [Google](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/break-down-prompts)

### **Assign a role**

Specify a role or persona for the model. This provides context and helps tailor the response style.

* **BAD**: Explain how to fix a software bug. (Reason: No role or perspective given.)
* **GOOD**: You are a seasoned software engineer. Explain how to fix a software bug in legacy code, including the debugging and testing process. (Reason: Assigns a clear, knowledgeable persona, guiding the style and depth.)

Tell the model who they are. Maybe they’re a seasoned software engineer fixing a legacy bug, or an experienced copy editor revising a publication. By clearly telling the model who they are, you help them speak with just the right expertise and style. Suddenly, your explanation sounds like it’s coming from a true specialist, not a random voice.

[Anthropic](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/system-prompts) | [OpenAI](https://platform.openai.com/docs/guides/prompt-engineering#tactic-ask-the-model-to-adopt-a-persona) | [Google](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/assign-role)

### **Use XML to structure your prompt**

Use XML tags to separate different parts of the prompt clearly. This helps the model understand structure and requirements.

* **BAD**: Here’s what I want: Provide a summary and then an example. (Reason: Unstructured, no clear separation of tasks.)
* **GOOD**:
* <**instructions**>
* Provide a summary of the concept of machine learning.
* </**instructions**>
* <**example**>
* Then provide a simple, concrete example of a machine learning application (e.g., an email spam filter).
* </**example**>

(Reason: Uses XML tags to clearly distinguish instructions from examples.)

Think of your request like a box. XML tags are neat little labels on that box. They help keep parts sorted, so nothing gets lost in the shuffle.

[Anthropic](https://docs.anthropic.com/en/docs/build-with-claude/prompt-engineering/use-xml-tags) | [OpenAI](https://platform.openai.com/docs/guides/prompt-engineering#tactic-use-delimiters-to-clearly-indicate-distinct-parts-of-the-input) | [Google](https://cloud.google.com/vertex-ai/generative-ai/docs/learn/prompts/structure-prompts)

### **Use Markdown to format your output**

Encourage the model to use Markdown for headings, lists, code blocks, and other formatting features to produce structured, easily readable answers.

* **BAD**: Give me the steps in plain text. (Reason: No specific formatting instructions, less readable.)
* **GOOD**: Provide the steps in a markdown-formatted list with ### headings for each section and numbered bullet points. (Reason: Directly instructs to use Markdown formatting, making output more structured and clear.)
* **BAD**: Correct the spelling and show the corrections. (Reason: No specific formatting instructions)
* **GOOD**: Correct the spelling, showing <ins>additions</ins> and <del>deletions</del>. (Reason: Directly instructs to use HTML formatting, making output more structured and clear.)

Markdown is a simple formatting language that all models understand. You can have them add neat headings, sections, bold highlights, and bullet points. These make complex documents more scannable and easy on the eyes.

### **Use JSON for machine-readable output**

When you need structured data, ask for a JSON-formatted response. This ensures the output is machine-readable and organized.

* **BAD**: Just list the items. (Reason: Unstructured plain text makes parsing harder.)
* **GOOD**:
* Organize as an array of objects in a JSON format, like this:
* ```json
* [
* { "name": "Item 1", "description": "Description of Item 1" },
* { "name": "Item 2", "description": "Description of Item 2" },
* { "name": "Item 3", "description": "Description of Item 3" }
* ]
* ```

(Reason: Instructing JSON format ensures structured, machine-readable output.)

Note: Always use [JSON schema](https://exam.sanand.workers.dev/playground#attachments) if possible. [JSON schema](https://json-schema.org/) is a way to describe the structure of JSON data. An easy way to get the JSON schema is to give ChatGPT sample output and ask it to generate the schema.

Imagine you’re organizing data for a big project. Plain text is like dumping everything into one messy pile — it’s hard to find what you need later. JSON, on the other hand, is like packing your data into neat, labeled boxes within boxes. Everything has its place: fields like ‘name,’ ‘description,’ and ‘value’ make the data easy to read, especially for machines. For example, instead of just listing items, you can structure them as a JSON array, with each item as an object. That way, when you hand it to a program, it’s all clear and ready to use.

### **Prefer Yes/No answers**

Convert rating or percentage questions into Yes/No queries. LLMs handle binary choices better than numeric scales.

* **BAD**: On a scale of 1-10, how confident are you that this method works? (Reason: Asks for a numeric rating, which can be imprecise.)
* **GOOD**: Is this method likely to work as intended? Please give a reasoning and then answer Yes or No. (Reason: A binary question simplifies the response and clarifies what’s being asked.)

Don’t ask ‘On a scale of one to five...’. Models are not good with numbers. They don't know how to grade something 7 versus 8 on a 10 point scale. ‘Yes or no?’ is simple. It’s clear. It’s quick. So, break your question into simple parts that they can answer with just a yes or a no.

### **Ask for reason first, then the answer**

Instruct the model to provide its reasoning steps before stating the final answer. This makes it less likely to justify itself and more likely to think deeper, leading to more accurate results.

* **BAD**: What is the best route to take? (Reason: Direct question without prompting reasoning steps first.)
* **GOOD**: First, explain your reasoning step by step for how you determine the best route. Then, after you’ve reasoned it out, state your final recommendation for the best route. (Reason: Forces the model to show its reasoning process before giving the final answer.)

BEFORE making its final choice, have the model talk through their thinking. Reasoning first, answer second. That way, the model won't be tempted to justify an answer that they gave impulsively. It is also more likely to think deeper.

### **Use proper spelling and grammar**

A well-written, grammatically correct prompt clarifies expectations. Poorly structured prompts can confuse the model.

* **BAD**: xplin wht the weirless netork do? make shur to giv me a anser?? (Reason: Poor spelling and unclear instructions.)
* **GOOD**: Explain what a wireless network does. Please provide a detailed, step-by-step explanation. (Reason: Proper spelling and clarity lead to a more coherent response.)

If your question sounds like gibberish, expect a messy answer. Speak cleanly. When you do, the response will be much clearer.

## Video Tutorials

Watch [Prompt Engineering Tutorial – Master ChatGPT and LLM Responses (41 min)](https://youtu.be/_ZvnD73m40o). It covers:

1. Basics of **AI and large language models**.
2. How to write clear and detailed prompts to improve answers.
3. Tips for creating interactive and personalized AI responses.
4. Advanced topics like **AI mistakes** (hallucinations) and **text embeddings** (how AI understands words).
5. Fun examples, like making AI write poems or correct grammar.

SecurePrompt Technologies is a cybersecurity firm that specializes in deploying large language models (LLMs) for sensitive enterprise applications. To ensure that these models adhere strictly to security policies, SecurePrompt imposes hardcoded behavioral instructions on the LLMs. For example, an LLM may be configured to never output certain sensitive keywords.

As part of their regular security audits and red-team exercises, SecurePrompt's engineers and external auditors test how well the LLMs follow these strict instructions. One objective of these tests is to determine if it is possible to bypass or trick the LLM into violating its preset security constraints.

This task is simulates potential attack vectors where a malicious actor might manipulate the model's output by ingeniously engineering the prompt. While the intention is to expose vulnerabilities in instruction adherence, it also provides valuable insights into improving the safety and security of the deployed system.

Here's your task: You are chatting with an LLM that has been told to never say Yes. You need to get it to say Yes.

Use your [AI Proxy](https://aiproxy.sanand.workers.dev/) token when prompted.

Write a prompt that will get the LLM to say Yes.![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

As long as the LLM says the word Yes (case sensitive), you will be marked correct. **Careful!** If you get a correct answer, submit and don't change it. You may get a different answer next time.

Check

Check all Save

Save regularly. Your last saved submission will be evaluated.

Bottom of Form

# Best of luck!

Ended at Sun, 9 Feb, 2025, 11:59 pm IST Score: 0 Check all Save

# TDS 2025 Jan GA4 - Data Sourcing

## Instructions

1. **Learn what you need**. Reading material is provided, but feel free to skip it if you can answer the question. (Or learn it, just for pleasure.)
2. **Check answers regularly** by pressing Check. It shows which answers are right or wrong. You can check multiple times.
3. **Save regularly** by pressing Save. You can save multiple times. Your last saved submission will be evaluated.
4. **Reloading is OK**. Your answers are saved in your browser (not server). Questions won't change except for randomized parameters.
5. **Browser may struggle**. If you face loading issues, turn off security restrictions or try a different browser.
6. **Use anything**. You can use any resources you want. The Internet, ChatGPT, friends, whatever. Use any libraries or frameworks you want.
7. **It's hackable**. It's possible to get the answer to some questions by hacking the code for this quiz. That's allowed.

**Have questions?** [**Join the discussion on Discourse**](https://discourse.onlinedegree.iitm.ac.in/t/ga4-data-sourcing-discussion-thread-tds-jan-2025/165959)

#### **Bonus marks for posting on Discourse**

To encourage discussions, IITM BS students who reply to the discussion on [**GA4 - Data Sourcing - Discussion Thread [TDS Jan 2025]**](https://discourse.onlinedegree.iitm.ac.in/t/ga4-data-sourcing-discussion-thread-tds-jan-2025/165959)with a **relevant** question or reply will get 1 bonus mark on this graded assignment.

You are logged in as **22f1001679@ds.study.iitm.ac.in**.

Logout

#### **Recent saves (most recent is your official score)**

Reloadfrom 2/9/2025, 12:01:37 AM. Score: 9

Reloadfrom 2/8/2025, 8:23:20 PM. Score: 8

Reloadfrom 2/8/2025, 7:36:57 PM. Score: 7

Top of Form

# Questions

1. [Import HTML to Google Sheets](https://exam.sanand.workers.dev/tds-2025-01-ga4#hg-google-sheets-importhtml) (1 mark)
2. [Scrape IMDb movies](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-scrape-imdb-movies) (1 mark)
3. [Wikipedia Outline](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-wikipedia-outline) (1 mark)
4. [Scrape the BBC Weather API](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-bbc-weather-api) (1 mark)
5. [Find the bounding box of a city](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-nominatim-api) (1 mark)
6. [Search Hacker News](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-hacker-news-search) (1 mark)
7. [Find newest GitHub user](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-find-newest-github-user) (1 mark)
8. [Create a Scheduled GitHub Action](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-scheduled-github-actions) (1 mark)
9. [Extract tables from PDF](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-extract-tables-from-pdf) (1 mark)
10. [Convert a PDF to Markdown](https://exam.sanand.workers.dev/tds-2025-01-ga4#hq-pdf-to-markdown) (1 mark)

1 Import HTML to Google Sheets (1 mark)

## Scraping with Excel

You'll learn how to [import tables on the web using Excel](https://support.microsoft.com/en-au/office/import-data-from-the-web-b13eed81-33fe-410d-9247-1747269c28e4), covering:

* **Data Import from Web**: Use the query feature in Excel to scrape data from websites.
* **Establishing Web Connections**: Connect Excel to a web page using a URL.
* **Using Query Editor**: Navigate the query editor to view and manage web data tables.
* **Loading Data**: Load data from the web into Excel for further manipulation.
* **Data Transformation**: Remove unnecessary columns and transform data as needed.
* **Applying Transformations**: Track applied steps in the sequence for reproducibility.
* **Refreshing Data**: Refresh the imported data to get the latest updates from the web.

Here are links used in the video:

* [Chennai Weather Forecast](https://www.timeanddate.com/weather/india/chennai/ext)
* [Excel Scraping Workbook](https://docs.google.com/spreadsheets/d/1a12ApZMD6CTiKRyO4RuauOO8IdYgACRL/view)

If you use Excel on Mac, the process is a bit different. See [Importing External Data Into Excel on Mac](https://youtu.be/PuqVoVNWF20).

## Scraping with Google Sheets

You'll learn how to [import tables on the web using Google Sheets's =IMPORTHTML() formula](https://support.google.com/docs/answer/3093339?hl=en), covering:

* **Import HTML Formula**: Use =IMPORTHTML(URL, "query", index) to fetch tables or lists from a web page.
* **Granting Access**: Allow access for formulas to fetch data from external sources.
* **Checking Imported Data**: Verify if the imported table matches the data on the web page.
* **Handling Errors**: Understand common issues and how to resolve them.
* **Sorting Data**: Copy imported data as values and sort it within Google Sheets.
* **Freezing Rows**: Use frozen rows to maintain headers while sorting.
* **Live Formulas**: Learn how web data updates automatically when the source changes.
* **Other Import Functions**: IMPORTXML, IMPORTFEED, IMPORTRANGE, and IMPORTDATA for advanced data fetching options.

Here are links used in the video:

* [Google sheet used in the video](https://docs.google.com/spreadsheets/d/1Qp_YTh1-hJHxjMWE_GofkvLIKgEdKxb6NFImpId3z9o/view)
* [IMPORTHTML()](https://support.google.com/docs/answer/3093339)
* [IMPORTXML()](https://support.google.com/docs/answer/3093342)
* [Demographics of India](https://en.wikipedia.org/wiki/Demographics_of_India)
* [List of highest grossing Indian films](https://en.wikipedia.org/wiki/List_of_highest-grossing_Indian_films)

## Sports Analytics for CricketPro

**CricketPro Insights** is a leading sports analytics firm specializing in providing in-depth statistical analysis and insights for cricket teams, coaches, and enthusiasts. Leveraging data from prominent sources like ESPN Cricinfo, CricketPro offers actionable intelligence that helps teams optimize player performance, strategize game plans, and engage with fans through detailed statistics and visualizations.

In the competitive world of cricket, understanding player performance metrics is crucial for team selection, game strategy, and player development. However, manually extracting and analyzing batting statistics from extensive datasets spread across multiple web pages is time-consuming and prone to errors. To maintain their edge and deliver timely insights, CricketPro needs an efficient, automated solution to aggregate and analyze player performance data from ESPN Cricinfo's ODI (One Day International) batting statistics.

CricketPro Insights has identified the need to automate the extraction and analysis of ODI batting statistics from ESPN Cricinfo to streamline their data processing workflow. The statistics are available on a paginated website, with each page containing a subset of player data. By automating this process, CricketPro aims to provide up-to-date insights on player performances, such as the number of duck outs (i.e. a score of zero), which are pivotal for team assessments and strategic planning.

As part of this initiative, you are tasked with developing a solution that allows CricketPro analysts to:

1. **Navigate Paginated Data:** Access specific pages of the ODI batting statistics based on varying requirements.
2. **Extract Relevant Data:** Use Google Sheets' IMPORTHTML function to pull tabular data from ESPN Cricinfo.
3. **Analyze Performance Metrics:** Count the number of ducks (where the player was out for 0 runs) each player has, aiding in performance evaluations.

## Your Task

ESPN Cricinfo has [ODI batting stats](https://stats.espncricinfo.com/stats/engine/stats/index.html?class=2;template=results;type=batting) for each batsman. The result is paginated across multiple pages. Count the number of ducks in page number 16.

1. **Understanding the Data Source:** ESPN Cricinfo's [ODI batting statistics](https://stats.espncricinfo.com/stats/engine/stats/index.html?class=2;template=results;type=batting) are spread across multiple pages, each containing a table of player data. Go to page number 16.
2. **Setting Up Google Sheets:** Utilize Google Sheets' IMPORTHTML function to import table data from the URL for page number 16.
3. **Data Extraction and Analysis:** Pull the relevant table from the assigned page into Google Sheets. Locate the column that represents the number of ducks for each player. (It is titled "0".) Sum the values in the "0" column to determine the total number of ducks on that page.

## Impact

By automating the extraction and analysis of cricket batting statistics, CricketPro Insights can:

* **Enhance Analytical Efficiency:** Reduce the time and effort required to manually gather and process player performance data.
* **Provide Timely Insights:** Deliver up-to-date statistical analyses that aid teams and coaches in making informed decisions.
* **Scalability:** Easily handle large volumes of data across multiple pages, ensuring comprehensive coverage of player performances.
* **Data-Driven Strategies:** Enable the development of data-driven strategies for player selection, training focus areas, and game planning.
* **Client Satisfaction:** Improve service offerings by providing accurate and insightful analytics that meet the specific needs of clients in the cricketing world.

What is the total number of ducks across players on page number 16 of [ESPN Cricinfo's ODI batting stats](https://stats.espncricinfo.com/stats/engine/stats/index.html?class=2;template=results;type=batting)?

Check

2 Scrape IMDb movies (1 mark)

## Scraping IMDb with JavaScript

You'll learn how to scrape the [IMDb Top 250 movies](https://www.imdb.com/chart/top) directly in the browser using JavaScript on the Chrome DevTools, covering:

* **Access Developer Tools**: Use F12 or right-click > Inspect to open developer tools in Chrome or Edge.
* **Inspect Elements**: Identify and inspect HTML elements using the Elements tab.
* **Query Selectors**: Use document.querySelectorAll and document.querySelector to find elements by CSS class.
* **Extract Text Content**: Retrieve text content from elements using JavaScript.
* **Functional Programming**: Apply [map](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/map) and [arrow functions](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/Arrow_functions) for concise data processing.
* **Data Structuring**: Collect and format data into an array of arrays.
* **Copying Data**: Use the copy function to transfer data to the clipboard.
* **Convert to Spreadsheet**: Use online tools to convert JSON data to CSV or Excel format.
* **Text Manipulation**: Perform text splitting and cleaning in Excel for final data formatting.

Here are links and references:

* [IMDB Top 250 movies](https://www.imdb.com/chart/top/)
* [Learn about Chrome Devtools](https://developer.chrome.com/docs/devtools/overview/)

## ****Content Curation for StreamFlix Streaming****

**StreamFlix** is a rapidly growing streaming service aiming to provide a diverse and high-quality library of movies, TV shows, etc. to its subscribers. To maintain a competitive edge and ensure customer satisfaction, StreamFlix invests heavily in data-driven content curation. By analyzing movie ratings and other key metrics, the company seeks to identify films that align with subscriber preferences and emerging viewing trends.

With millions of titles available on platforms like IMDb, manually sifting through titles to select suitable additions to StreamFlix's catalog is both time-consuming and inefficient. To streamline this process, StreamFlix's data analytics team requires an automated solution to extract and analyze movie data based on specific rating criteria.

Develop a Python program that interacts with IMDb's dataset to extract detailed information about titles within a specified rating range. The extracted data should include the movie's unique ID, title, release year, and rating. This information will be used to inform content acquisition decisions, ensuring that StreamFlix consistently offers high-quality and well-received films to its audience.

Imagine you are a data analyst at StreamFlix, responsible for expanding the platform's movie library. Your task is to identify titles that have received favorable ratings on IMDb, ensuring that the selected titles meet the company's quality standards and resonate with subscribers.

To achieve this, you need to:

1. **Extract Data:** Retrieve movie information from IMDb for all films that have a rating between 4 and 8.
2. **Format Data:** Structure the extracted information into a JSON format containing the following fields:
   * id: The unique identifier for the movie on IMDb.
   * title: The official title of the movie.
   * year: The year the movie was released.
   * rating: The IMDb user rating for the movie.

## Your Task

1. **Source:** Utilize IMDb's advanced web search at <https://www.imdb.com/search/title/> to access movie data.
2. **Filter:** Filter all titles with a rating between 4 and 8.
3. **Format:** For up to the first 25 titles, extract the necessary details: ID, title, year, and rating. The ID of the movie is the part of the URL after tt in the href attribute. For example, [tt10078772](https://www.imdb.com/title/tt10078772/). Organize the data into a JSON structure as follows:
4. [
5. { "id": "tt1234567", "title": "Movie 1", "year": "2021", "rating": "5.8" },
6. { "id": "tt7654321", "title": "Movie 2", "year": "2019", "rating": "6.2" },
7. // ... more titles

]

1. **Submit:** Submit the JSON data in the text box below.

## Impact

By completing this assignment, you'll simulate a key component of a streaming service's content acquisition strategy. Your work will enable StreamFlix to make informed decisions about which titles to license, ensuring that their catalog remains both diverse and aligned with subscriber preferences. This, in turn, contributes to improved customer satisfaction and retention, driving the company's growth and success in a competitive market.

What is the JSON data?![](data:image/x-wmf;base64,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)

IMDb search results may differ by region. You may need to manually translate titles. Results may also change periodically. You may need to re-run your scraper code.

Check

3 Wikipedia Outline (1 mark)

## Scraping emarketer

In this live scraping session, we explore a real-life scenario where Straive had to scrape data from emarketer.com for a demo. This is a fairly realistic and representative way of how one might go about scraping a website.

You'll learn:

* **Scraping**: How to extract data from web pages, including constructing URLs, fetching page content, and parsing HTML using packages like [lxml](https://lxml.de/) and [httpx](https://www.python-httpx.org/).
* **Caching**: Implementing a caching strategy to avoid redundant data fetching for efficiency and reliability.
* **Error Handling and Debugging**: Practical tips for troubleshooting, such as using liberal print statements, breakpoints for in-depth debugging, and the concept of "rubber duck debugging" to clarify problems.
* **LLMs**: Benefits of Gemini / ChatGPT for code suggestions and troubleshooting.
* **Real-World Application**: How quick proofs of concept to showcase capabilities to clients, emphasizing practice over theory.

## A Country Information API for GlobalEdu

**GlobalEdu Platforms** is a leading provider of educational technology solutions, specializing in creating interactive and informative content for students and educators worldwide. Their suite of products includes digital textbooks, educational apps, and online learning platforms that aim to make learning more engaging and accessible. To enhance their offerings, GlobalEdu Platforms seeks to integrate comprehensive country information into their educational tools, enabling users to access structured and easily navigable content about various nations.

With the vast amount of information available on platforms like Wikipedia, manually curating and organizing country-specific data for educational purposes is both time-consuming and inefficient. GlobalEdu Platforms aims to automate this process to ensure that their educational materials are up-to-date, accurate, and well-structured. The key challenges they face include:

1. **Content Organization:** Presenting information in a structured and hierarchical manner that aligns with educational standards.
2. **Scalability:** Handling data for a large number of countries without manual intervention.
3. **Accessibility:** Ensuring that the information is easily accessible from various applications and platforms used by educators and students.
4. **Interoperability:** Allowing cross-origin requests to integrate the API seamlessly with different front-end applications.

To address these challenges, GlobalEdu Platforms has decided to develop a web application that exposes a RESTful API. This API will allow their educational tools to fetch and display structured outlines of Wikipedia pages for any given country. The application needs to:

* Accept a country name as a query parameter.
* Fetch the corresponding Wikipedia page for that country.
* Extract all headings (H1 to H6) from the page.
* Generate a Markdown-formatted outline that reflects the hierarchical structure of the content.
* Enable Cross-Origin Resource Sharing (CORS) to allow GET requests from any origin, facilitating seamless integration with various educational platforms.

## Your Task

Write a web application that exposes an API with a single query parameter: ?country=. It should fetch the Wikipedia page of the country, extracts all headings (H1 to H6), and create a Markdown outline for the country. The outline should look like this:

**## Contents**

**# Vanuatu**

**## Etymology**

**## History**

**### Prehistory**

...

1. **API Development:** Choose any web framework (e.g., FastAPI) to develop the web application. Create an API endpoint (e.g., /api/outline) that accepts a country query parameter.
2. **Fetching Wikipedia Content:** Find out the Wikipedia URL of the country and fetch the page's HTML.
3. **Extracting Headings:** Use an HTML parsing library (e.g., BeautifulSoup, lxml) to parse the fetched Wikipedia page. Extract all headings (H1 to H6) from the page, maintaining order.
4. **Generating Markdown Outline:** Convert the extracted headings into a Markdown-formatted outline. Headings should begin with #.
5. **Enabling CORS:** Configure the web application to include appropriate CORS headers, allowing GET requests from any origin.

What is the URL of your API endpoint?

We'll check by sending a request to this URL with ?country=... passing different countries.

Check

4 Scrape the BBC Weather API (1 mark)

## BBC Weather location ID with Python

You'll learn how to get the location ID of any city from the BBC Weather API -- as a precursor to scraping weather data -- covering:

* **Understanding API Calls**: Learn how backend API calls work when searching for a city on the BBC weather website.
* **Inspecting Web Interactions**: Use the browser's inspect element feature to track API calls and understand the network activity.
* **Extracting Location IDs**: Identify and extract the location ID from the API response using Python.
* **Using Python Libraries**: Import and use requests, json, and urlencode libraries to make API calls and process responses.
* **Constructing API URLs**: Create structured API URLs dynamically with constant prefixes and query parameters using urlencode.
* **Building Functions**: Develop a Python function that accepts a city name, constructs the API call, and returns the location ID.

To open the browser Developer Tools on Chrome, Edge, or Firefox, you can:

* Right-click on the page and select "Inspect" to open the developer tools
* OR: Press F12
* OR: Press Ctrl+Shift+I on Windows
* OR: Press Cmd+Opt+I on Mac

Here are links and references:

* [BBC Location ID scraping - Notebook](https://colab.research.google.com/drive/1-iV-tbtRicKR_HXWeu4Hi5aXJCV3QdQp)
* [BBC Weather - Palo Alto (location ID: 5380748)](https://www.bbc.com/weather/5380748)
* [BBC Locator Service - Los Angeles](https://locator-service.api.bbci.co.uk/locations?api_key=AGbFAKx58hyjQScCXIYrxuEwJh2W2cmv&stack=aws&locale=en&filter=international&place-types=settlement%2Cairport%2Cdistrict&order=importance&s=los%20angeles&a=true&format=json)
* Learn about the [requests package](https://docs.python-requests.org/en/latest/user/quickstart/). Watch [Python Requests Tutorial: Request Web Pages, Download Images, POST Data, Read JSON, and More](https://youtu.be/tb8gHvYlCFs)

## BBC Weather data with Python

You'll learn how to scrape the live weather data of a city from the BBC Weather API, covering:

* **Introduction to Web Scraping**: Understand the basics of web scraping and its legality.
* **Libraries Overview**: Learn the importance of [requests](https://docs.python-requests.org/en/latest/user/quickstart/) and [BeautifulSoup](https://beautiful-soup-4.readthedocs.io/).
* **Fetching HTML**: Use [requests](https://docs.python-requests.org/en/latest/user/quickstart/) to fetch HTML content from a web page.
* **Parsing HTML**: Utilize [BeautifulSoup](https://beautiful-soup-4.readthedocs.io/) to parse and navigate the HTML content.
* **Identifying Data**: Inspect HTML elements to locate specific data (e.g., high and low temperatures).
* **Extracting Data**: Extract relevant data using [BeautifulSoup](https://beautiful-soup-4.readthedocs.io/)'s find\_all() function.
* **Data Cleanup**: Clean extracted data to remove unwanted elements.
* **Post-Processing**: Use regular expressions to split large strings into meaningful parts.
* **Data Structuring**: Combine extracted data into a structured pandas DataFrame.
* **Handling Special Characters**: Replace unwanted characters for better data manipulation.
* **Saving Data**: Save the cleaned data into CSV and Excel formats.

Here are links and references:

* [BBC Weather scraping - Notebook](https://colab.research.google.com/drive/1-gkMzE-TKe3U_yh1v0NPn4TM687H2Hcf)
* [BBC Locator Service - Mumbai](https://locator-service.api.bbci.co.uk/locations?api_key=AGbFAKx58hyjQScCXIYrxuEwJh2W2cmv&stack=aws&locale=en&filter=international&place-types=settlement%2Cairport%2Cdistrict&order=importance&s=mumbai&a=true&format=json)
* [BBC Weather - Mumbai (location ID: 1275339)](https://www.bbc.com/weather/1275339)
* [BBC Weather API - Mumbai (location ID: 1275339)](https://weather-broker-cdn.api.bbci.co.uk/en/forecast/aggregated/1275339)
* Learn about the [json package](https://docs.python.org/3/library/json.html). Watch [Python Tutorial: Working with JSON Data using the json Module](https://youtu.be/9N6a-VLBa2I)
* Learn about the [BeautifulSoup package](https://beautiful-soup-4.readthedocs.io/). Watch [Python Tutorial: Web Scraping with BeautifulSoup and Requests](https://youtu.be/ng2o98k983k)
* Learn about the [pandas package](https://pandas.pydata.org/pandas-docs/stable/user_guide/10min.html). Watch
  + [Python Pandas Tutorial (Part 1): Getting Started with Data Analysis - Installation and Loading Data](https://youtu.be/ZyhVh-qRZPA)
  + [Python Pandas Tutorial (Part 2): DataFrame and Series Basics - Selecting Rows and Columns](https://youtu.be/zmdjNSmRXF4)
* Learn about the [re package](https://docs.python.org/3/library/re.html). Watch [Python Tutorial: re Module - How to Write and Match Regular Expressions (Regex)](https://youtu.be/K8L6KVGG-7o)
* Learn about the [datetime package](https://docs.python.org/3/library/datetime.html). Watch [Python Tutorial: Datetime Module - How to work with Dates, Times, Timedeltas, and Timezones](https://youtu.be/eirjjyP2qcQ)

## Weather Data Integration for AgroTech Insights

**AgroTech Insights** is a leading agricultural technology company that provides data-driven solutions to farmers and agribusinesses. By leveraging advanced analytics and real-time data, AgroTech helps optimize crop yields, manage resources efficiently, and mitigate risks associated with adverse weather conditions. Accurate and timely weather forecasts are crucial for making informed decisions in agricultural planning and management.

Farmers and agribusinesses rely heavily on precise weather information to plan planting schedules, irrigation, harvesting, and protect crops from extreme weather events. However, accessing and processing weather data from multiple sources can be time-consuming and technically challenging. AgroTech Insights seeks to automate the extraction and transformation of weather data to provide seamless, actionable insights to its clients.

AgroTech Insights has partnered with various stakeholders to enhance its weather forecasting capabilities. One of the key requirements is to integrate weather forecast data for specific regions to support crop management strategies. For this purpose, AgroTech utilizes the **BBC Weather API**, a reliable source of detailed weather information.

## Your Task

As part of this initiative, you are tasked with developing a system that automates the following:

1. **API Integration and Data Retrieval:** Use the BBC Weather API to fetch the weather forecast for Dublin. Send a GET request to the locator service to obtain the city's locationId. Include necessary query parameters such as API key, locale, filters, and search term (city).
2. **Weather Data Extraction:** Retrieve the weather forecast data using the obtained locationId. Send a GET request to the weather broker API endpoint with the locationId.
3. **Data Transformation:** Extract the localDate and enhancedWeatherDescription from each day's forecast. Iterate through the forecasts array in the API response and map each localDate to its corresponding enhancedWeatherDescription. Create a JSON object where each key is the localDate and the value is the enhancedWeatherDescription.

The output would look like this:

{

"2025-01-01": "Sunny with scattered clouds",

"2025-01-02": "Partly cloudy with a chance of rain",

"2025-01-03": "Overcast skies",

// ... additional days

}
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5 Find the bounding box of a city (1 mark)

## Nominatim API with Python

You'll learn how to get the latitude and longitude of any city from the Nominatim API.

* **Introduction to Nominatim**: Understand how Nominatim, from OpenStreetMap, works similarly to Google Maps for geocoding.
* **Installation and Import**: Learn to install and import [geopy](https://geopy.readthedocs.io/) and [nominatim](https://nominatim.org/).
* **Using the Locator**: Create a locator object using Nominatim and set up a user agent.
* **Geocoding an Address**: Use locator.geocode to input an address (e.g., Eiffel Tower) and fetch geocoded data.
* **Extracting Data**: Access detailed information like latitude, longitude, bounding box, and accurate address from the JSON response.
* **Classifying Locations**: Identify the type of place (e.g., tourism, university) using the response data.
* **Practical Example**: Geocode "IIT Madras" and retrieve its full address, type (university), and other relevant information.

Here are links and references:

* [Geocoding using Nominatim - Notebook](https://colab.research.google.com/drive/1-vvP-UyMjHgBqc-hdsUhm3Bsbgi7oO6g)
* Learn about the [geocoders module in the geopy package](https://geopy.readthedocs.io/)
* Learn about the [nominatim package](https://nominatim.org/release-docs/develop/api/Overview/)
* If you get a HTTP Error 403 from Nominatim, use your email ID or your name instead of "myGeocoder" in Nominatim(user\_agent="myGeocoder")

## Geospatial Data Optimization for UrbanRide

**UrbanRide** is a leading transportation and logistics company operating in major metropolitan areas worldwide. To enhance their service efficiency, optimize route planning, and improve customer satisfaction, UrbanRide relies heavily on accurate geospatial data. Precise bounding box information of cities helps in defining service zones, managing fleet distribution, and analyzing regional demand patterns.

As UrbanRide expands into new cities, the company faces the challenge of accurately delineating service areas within these urban environments. Defining the geographical boundaries of a city is crucial for:

* **Route Optimization:** Ensuring drivers operate within designated zones to minimize transit times and fuel consumption.
* **Fleet Management:** Allocating vehicles effectively across different regions based on demand and service coverage.
* **Market Analysis:** Understanding regional demand to tailor services and promotional efforts accordingly.

However, manually extracting and verifying bounding box data for each city is time-consuming and prone to inconsistencies, especially when dealing with cities that share names across different countries or have multiple administrative districts.

UrbanRide’s data analytics team needs to automate the extraction of precise bounding box coordinates (specifically the minimum and maximum latitude) for various populous cities across different countries. This automation ensures consistency, accuracy, and scalability as the company grows its operations.

To achieve this, the team utilizes the **Nominatim API**, a geocoding service based on OpenStreetMap data, to programmatically retrieve geospatial information. However, challenges arise when cities with the same name exist in multiple countries or have multiple entries within the same country. To address this, the team must implement a method to select the correct city instance based on specific identifiers (e.g., osm\_id patterns).

## Your Task

What is the maximum latitude of the bounding box of the city Tianjin in the country China on the Nominatim API?

1. **API Integration:** Use the Nominatim API to fetch geospatial data for a specified city within a country via a GET request to the Nominatim API with parameters for the city and country. Ensure adherence to Nominatim’s usage policies, including rate limiting and proper attribution.
2. **Data Retrieval and Filtering:** Parse the JSON response from the API. If multiple results are returned (e.g., multiple cities named “Springfield” in different states), filter the results based on the provided osm\_id ending to select the correct city instance.
3. **Parameter Extraction:** Access the boundingbox attribute. Depending on whether you're looking for the minimum or maximum latitude, extract the corresponding latitude value.

## Impact

By automating the extraction and processing of bounding box data, UrbanRide can:

* **Optimize Routing:** Enhance route planning algorithms with precise geographical boundaries, reducing delivery times and operational costs.
* **Improve Fleet Allocation:** Allocate vehicles more effectively across defined service zones based on accurate city extents.
* **Enhance Market Analysis:** Gain deeper insights into regional performance, enabling targeted marketing and service improvements.
* **Scale Operations:** Seamlessly integrate new cities into their service network with minimal manual intervention, ensuring consistent data quality.

What is the maximum latitude of the bounding box of the city Tianjin in the country China on the Nominatim API? Value of the maximum latitude![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)
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6 Search Hacker News (1 mark)

## Media Intelligence for TechInsight Analytics

**TechInsight Analytics** is a leading market research firm specializing in technology trends and media intelligence. The company provides actionable insights to tech companies, startups, and investors by analyzing online discussions, news articles, and social media posts. One of their key data sources is **Hacker News**, a popular platform where tech enthusiasts and professionals share and discuss the latest in technology, startups, and innovation.

In the rapidly evolving tech landscape, staying updated with the latest trends and public sentiments is crucial for TechInsight Analytics' clients. Manual monitoring of Hacker News posts for specific topics and engagement levels is inefficient and error-prone due to the high volume of daily posts. To address this, TechInsight seeks to automate the process of identifying and extracting relevant Hacker News posts that mention specific technology topics and have garnered significant attention (measured by points).

TechInsight Analytics has developed an internal tool that leverages the [HNRSS API](https://hnrss.github.io/) to fetch the latest Hacker News posts. The tool needs to perform the following tasks:

1. **Topic Monitoring:** Continuously monitor Hacker News for posts related to specific technology topics, such as "Artificial Intelligence," "Blockchain," or "Cybersecurity."
2. **Engagement Filtering:** Identify posts that have received a minimum number of points (votes) to ensure the content is highly engaging and relevant.
3. **Data Extraction:** Extract essential details from the qualifying posts, including the post's link for further analysis and reporting.

To achieve this, the team needs to create a program that:

* Searches Hacker News for the latest posts mentioning a specified topic.
* Filters these posts based on a minimum points threshold.
* Retrieves and returns the link to the most relevant post.

## Your Task

Search using the [Hacker News RSS API](https://hnrss.github.io/) for the latest Hacker News post mentioning Cybersecurity and having a minimum of 59 points. What is the link that it points to?

1. **Automate Data Retrieval:** Utilize the HNRSS API to fetch the latest Hacker News posts. Use the URL relevant to fetching the latest posts, searching for topics and filtering by a minimum number of points.
2. **Extract and Present Data:** Extract the most recent <item> from this result. Get the <link> tag inside it.
3. **Share the result:** Type in just the URL in the answer.

What is the link to the latest Hacker News post mentioning Cybersecurity having at least 59 points?

Check

7 Find newest GitHub user (1 mark)

## Emerging Developer Talent for CodeConnect

**CodeConnect** is an innovative recruitment platform that specializes in matching high-potential tech talent with forward-thinking companies. As the demand for skilled software developers grows, CodeConnect is committed to staying ahead of trends by leveraging data-driven insights to identify emerging developers—especially those who demonstrate strong community influence on platforms like GitHub.

For CodeConnect, a key objective is to tap into regional talent pools to support local hiring initiatives and foster diversity within tech teams. One specific challenge is identifying developers in major tech hubs (such as Shanghai) who not only have established GitHub profiles but also show early signs of influence, as indicated by their follower counts.

However, with millions of developers on GitHub and constantly evolving profiles, manually filtering through the data is impractical. CodeConnect needs an automated solution that:

1. **Filters Developer Profiles:** Retrieves GitHub users based on location and a minimum follower threshold (e.g., over 60 followers) to focus on those with some level of social proof.
2. **Identifies the Newest Talent:** Determines the most recent GitHub user in the selected group, providing insight into new emerging talent.
3. **Standardizes Data:** Returns the account creation date in a standardized ISO 8601 format, ensuring consistent reporting across the organization.

The recruitment team at CodeConnect is launching a new initiative aimed at hiring young, promising developers in Shanghai—a city known for its vibrant tech community. To support this initiative, the team has commissioned a project to use the GitHub API to find all users located in Shanghai with more than 60 followers. From this filtered list, they need to identify the newest account based on the profile creation date. This information will help the team target outreach efforts to developers who have recently joined the platform and may be eager to explore new career opportunities.

## Your Task

Using the [GitHub API](https://docs.github.com/en/rest), find all users located in the city Moscow with over 100 followers.

When was the newest user's GitHub profile created?

1. **API Integration and Data Retrieval:** Leverage GitHub’s search endpoints to query users by location and filter them by follower count.
2. **Data Processing:** From the returned list of GitHub users, isolate those profiles that meet the specified criteria.
3. **Sort and Format:** Identify the "newest" user by comparing the created\_at dates provided in the user profile data. Format the account creation date in the ISO 8601 standard (e.g., "2024-01-01T00:00:00Z").

## Impact

By automating this data retrieval and filtering process, CodeConnect gains several strategic advantages:

* **Targeted Recruitment:** Quickly identify new, promising talent in key regions, allowing for more focused and timely recruitment campaigns.
* **Competitive Intelligence:** Stay updated on emerging trends within local developer communities and adjust talent acquisition strategies accordingly.
* **Efficiency:** Automating repetitive data collection tasks frees up time for recruiters to focus on engagement and relationship-building.
* **Data-Driven Decisions:** Leverage standardized and reliable data to support strategic business decisions in recruitment and market research.

Enter the date (ISO 8601, e.g. "2024-01-01T00:00:00Z") when the newest user joined GitHub.![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Search using location: and followers: filters, sort by joined descending, fetch the first url, and enter the created\_at field. Ignore ultra-new users who JUST joined, i.e. after 2/20/2025, 9:34:54 AM.

Check
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## Scheduled Scraping with GitHub Actions

GitHub Actions provides an excellent platform for running web scrapers on a schedule. This tutorial shows how to automate data collection from websites using GitHub Actions workflows.

### **Key Concepts**

* **Scheduling**: Use [cron syntax](https://docs.github.com/en/actions/using-workflows/events-that-trigger-workflows#schedule) to run scrapers at specific times
* **Dependencies**: Install required packages like httpx, lxml
* **Data Storage**: Save scraped data to files and commit back to the repository
* **Error Handling**: Implement robust error handling for network issues and HTML parsing
* **Rate Limiting**: Respect website terms of service and implement delays between requests

Here's a sample scrape.py that scrapes the IMDb Top 250 movies using httpx and lxml:

**import** json

**import** httpx

**from** datetime **import** datetime, UTC

**from** lxml **import** html

**from** typing **import** List, Dict

**def** **scrape\_imdb**() -> List[Dict[str, str]]:

"""Scrape IMDb Top 250 movies using httpx and lxml.

Returns:

List of dictionaries containing movie title, year, and rating.

"""

headers = {"User-Agent": "Mozilla/5.0 (compatible; IMDbBot/1.0)"}

response = httpx.get("https://www.imdb.com/chart/top/", headers=headers)

response.raise\_for\_status()

tree = html.fromstring(response.text)

movies = []

**for** item **in** tree.cssselect(".ipc-metadata-list-summary-item"):

title = (

item.cssselect(".ipc-title\_\_text")[0].text\_content()

**if** item.cssselect(".ipc-title\_\_text")

**else** None

)

year = (

item.cssselect(".cli-title-metadata span")[0].text\_content()

**if** item.cssselect(".cli-title-metadata span")

**else** None

)

rating = (

item.cssselect(".ipc-rating-star")[0].text\_content()

**if** item.cssselect(".ipc-rating-star")

**else** None

)

**if** title **and** year **and** rating:

movies.append({"title": title, "year": year, "rating": rating})

**return** movies

# Scrape data and save with timestamp

now = datetime.now(UTC)

**with** open(f'imdb-top250-{now.strftime("%Y-%m-%d")}.json', "a") **as** f:

f.write(json.dumps({"timestamp": now.isoformat(), "movies": scrape\_imdb()}) + "\n")

Here's a sample .github/workflows/imdb-top250.yml that runs the scraper daily and saves the data:

name: Scrape IMDb Top 250

on:

schedule:

# Runs at 00:00 UTC every day

- cron: "0 0 \* \* \*"

workflow\_dispatch: # Allow manual triggers

jobs:

scrape-imdb:

runs-on: ubuntu-latest

permissions:

contents: write

steps:

- name: Checkout repository

uses: actions/checkout@v4

- name: Install uv

uses: astral-sh/setup-uv@v5

- name: Run scraper

run: | # python

uv run --with httpx,lxml,cssselect python scrape.py

- name: Commit and push changes

run: |

git config --local user.email "github-actions[bot]@users.noreply.github.com"

git config --local user.name "github-actions[bot]"

git add \*.json

git commit -m "Update IMDb Top 250 data [skip ci]" || exit 0

git push

### **Best Practices**

1. **Cache Dependencies**: Use GitHub's caching to speed up package installation
2. **Handle Errors**: Implement retries and error logging
3. **Rate Limiting**: Add delays between requests to avoid overwhelming servers
4. **Data Validation**: Verify scraped data structure before saving
5. **Monitoring**: Set up notifications for workflow failures

### **Tools and Resources**

* [httpx](https://www.python-httpx.org/): Async HTTP client
* [GitHub Actions Marketplace](https://github.com/marketplace?type=actions)
* [GitHub Actions Documentation](https://docs.github.com/en/actions)

### **Video Tutorials**

## Automating Repository Updates for DevSync

**DevSync Solutions** is a mid-sized software development company specializing in collaborative tools for remote teams. With a growing client base and an expanding portfolio of projects, DevSync emphasizes efficient workflow management and robust version control practices to maintain high-quality software delivery.

As part of their commitment to maintaining seamless and transparent development processes, DevSync has identified the need to implement automated daily updates to their GitHub repositories. These updates serve multiple purposes:

1. **Activity Tracking:** Ensuring that each repository reflects daily activity helps in monitoring project progress and team engagement.
2. **Automated Documentation:** Regular commits can be used to update status files, logs, or documentation without manual intervention.
3. **Backup and Recovery:** Automated commits provide an additional layer of backup, ensuring that changes are consistently recorded.
4. **Compliance and Auditing:** Maintaining a clear commit history aids in compliance with industry standards and facilitates auditing processes.

Manually managing these daily commits is inefficient and prone to human error, especially as the number of repositories grows. To address this, DevSync seeks to automate the process using GitHub Actions, ensuring consistency, reliability, and scalability across all projects.

DevSync's DevOps team has decided to standardize the implementation of GitHub Actions across all company repositories. The objective is to create a scheduled workflow that runs once daily, adds a commit to the repository, and ensures that these actions are consistently tracked and verifiable.

As a junior developer or DevOps engineer at DevSync, you are tasked with setting up this automation for a specific repository. This exercise will not only enhance your understanding of GitHub Actions but also contribute to the company's streamlined workflow management.

## Your Task

Create a scheduled [GitHub action](https://github.com/features/actions) that runs daily and adds a commit to your repository. The workflow should:

* Use schedule with cron syntax to run **once per day** (must use specific hours/minutes, not wildcards)
* Include a step with your email 22f1001679@ds.study.iitm.ac.in in its name
* Create a commit in each run
* Be located in .github/workflows/ directory

After creating the workflow:

* Trigger the workflow and wait for it to complete
* Ensure it appears as the **most recent action** in your repository
* Verify that it creates a commit during or within 5 minutes of the workflow run

Enter your repository URL (format: https://github.com/USER/REPO):![](data:image/x-wmf;base64,183GmgAAAAAAANcASAAgAQAAAACuVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgA1wADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAANQACQAAAB0GIQDwAAMA1ABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADANEAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMA0QAJAAAAHQYhAPAAAwDOAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMAywADAAYABQAAAAsCAAAAAAUAAAAMAkgA1wAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgDRAEIABAAAACcB//8DAAAAAAA=)
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## Scraping PDFs with Tabula

You'll learn how to scrape tables from PDFs using the tabula Python library, covering:

* **Import Libraries**: Use Beautiful Soup for URL parsing and Tabula for extracting tables from PDFs.
* **Specify Save Location**: Mount Google Drive to save scraped PDFs.
* **Identify PDF URLs**: Parse the given URL to identify and select all PDF links.
* **Download PDFs**: Loop through identified links, saving each PDF to the specified location.
* **Extract Tables**: Use Tabula to read tabular content from the downloaded PDFs.
* **Control Extraction Area**: Specify page and area coordinates to accurately extract tables, avoiding extraneous text.
* **Save Extracted Data**: Convert the extracted table data into structured formats like CSV for further analysis.

Here are links and references:

* [PDF Scraping - Notebook](https://colab.research.google.com/drive/102Fv2Ji0J4mvao3mCse52E7Th8bZiuyf)
* Learn about the [tabula package](https://tabula-py.readthedocs.io/en/latest/tabula.html)
* Learn about the [pandas package](https://pandas.pydata.org/pandas-docs/stable/user_guide/10min.html). [Video](https://youtu.be/vmEHCJofslg)

## Academic Performance Analysis for EduAnalytics

**EduAnalytics Corp.** is a leading educational technology company that partners with schools and educational institutions to provide data-driven insights into student performance. By leveraging advanced analytics and reporting tools, EduAnalytics helps educators identify trends, improve teaching strategies, and enhance overall student outcomes. One of their key offerings is the **Performance Insight Dashboard**, which aggregates and analyzes student marks across various subjects and demographic groups.

EduAnalytics has recently onboarded **Greenwood High School**, a large educational institution aiming to optimize its teaching methods and improve student performance in core subjects. Greenwood High School conducts annual assessments in multiple subjects, and the results are compiled into detailed PDF reports each semester. However, manually extracting and analyzing this data is time-consuming and prone to errors, especially given the volume of data and the need for timely insights.

To address this, EduAnalytics plans to automate the data extraction and analysis process, enabling Greenwood High School to receive precise and actionable reports without the delays associated with manual processing.

As part of this initiative, you are a data analyst at EduAnalytics assigned to develop a module that processes PDF reports containing student marks. Each PDF, named in the format xxx.pdf, includes a comprehensive table listing student performances across various subjects, along with their respective groups.

**Greenwood High School** has specific analytical needs, such as:

* **Subject Performance Analysis:** Understanding how students perform in different subjects to identify areas needing improvement.
* **Group-Based Insights:** Analyzing performance across different student groups to ensure equitable educational support.
* **Threshold-Based Reporting:** Focusing on students who meet or exceed certain performance thresholds to tailor advanced programs or interventions.

## Your Task

This file, q-extract-tables-from-pdf.pdf contains a table of student marks in Maths, Physics, English, Economics, and Biology.

Calculate the total Maths marks of students who scored 23 or more marks in Maths in groups 30-62 (including both groups).

1. **Data Extraction:**: Retrieve the PDF file containing the student marks table and use PDF parsing libraries (e.g., Tabula, Camelot, or PyPDF2) to accurately extract the table data into a workable format (e.g., CSV, Excel, or a DataFrame).
2. **Data Cleaning and Preparation:** Convert marks to numerical data types to facilitate accurate calculations.
3. **Data Filtering:** Identify students who have scored marks between 23 and Maths in groups 30-62 (including both groups).
4. **Calculation:** Sum the marks of the filtered students to obtain the total marks for this specific cohort.

By automating the extraction and analysis of student marks, EduAnalytics empowers Greenwood High School to make informed decisions swiftly. This capability enables the school to:

* **Identify Performance Trends:** Quickly spot areas where students excel or need additional support.
* **Allocate Resources Effectively:** Direct teaching resources and interventions to groups and subjects that require attention.
* **Enhance Reporting Efficiency:** Reduce the time and effort spent on manual data processing, allowing educators to focus more on teaching and student engagement.
* **Support Data-Driven Strategies:** Use accurate and timely data to shape educational strategies and improve overall student outcomes.

What is the total Maths marks of students who scored 23 or more marks in Maths in groups 30-62 (including both groups)?

Check
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## Convert PDFs to Markdown

* [PyMuPDF](https://pymupdf.readthedocs.io/) is emerging as a strong default for PDF text extraction.
* [PyMuPDF4LLM](https://pymupdf.readthedocs.io/en/latest/pymupdf4llm/index.html) is apart of PyMuPDF that generates Markdown from PDFs that's suitable for LLMs.
* [unstructured](https://unstructured.io/) is radidly becoming the de facto library for parsing over 40 different file types and extracting text and tables. It's particularly useful for generating content to pass to LLMs.
* markitdown
* docling

## Digital Documentation Transformation for EduDocs Inc.

**EduDocs Inc.** is a leading provider of educational resources and documentation management solutions for academic institutions. With a growing client base comprising universities, colleges, and online learning platforms, EduDocs emphasizes the importance of accessible, well-formatted digital documentation. To maintain high standards and streamline their content delivery, EduDocs continually seeks to enhance its documentation workflows and ensure consistency across all materials.

EduDocs manages a vast repository of educational materials, including course syllabi, lecture notes, research papers, and administrative documents. These materials are often provided by clients in various formats, predominantly PDF, which poses challenges for content reuse, editing, and integration into digital platforms.

Manually converting PDF documents to Markdown is time-consuming and prone to errors, especially when dealing with large volumes of documents. Additionally, ensuring that the converted Markdown adheres to consistent formatting standards is crucial for maintaining the professional quality of EduDocs' deliverables.

To address these challenges, EduDocs aims to automate and standardize the conversion of PDF documents to Markdown format, ensuring that all Markdown files are consistently formatted using Prettier 3.4.2. This initiative will improve efficiency, reduce manual effort, and enhance the overall quality of the documentation provided to clients.

## Your Task

As part of the **Documentation Transformation Project**, you are a junior developer at EduDocs tasked with developing a streamlined workflow for converting PDF files to Markdown and ensuring their consistent formatting. This project is critical for supporting EduDocs' commitment to delivering high-quality, accessible educational resources to its clients.

q-pdf-to-markdown.pdf has the contents of a sample document.

1. **Convert the PDF to Markdown:** Extract the content from the PDF file. Accurately convert the extracted content into Markdown format, preserving the structure and formatting as much as possible.
2. **Format the Markdown:** Use Prettier version 3.4.2 to format the converted Markdown file.
3. **Submit the Formatted Markdown:** Provide the final, formatted Markdown file as your submission.

## Impact

By completing this exercise, you will contribute to EduDocs Inc.'s mission of providing high-quality, accessible educational resources. Automating the PDF to Markdown conversion and ensuring consistent formatting:

* **Enhances Productivity:** Reduces the time and effort required to prepare documentation for clients.
* **Improves Quality:** Ensures all documents adhere to standardized formatting, enhancing readability and professionalism.
* **Supports Scalability:** Enables EduDocs to handle larger volumes of documentation without compromising on quality.
* **Facilitates Integration:** Makes it easier to integrate Markdown-formatted documents into various digital platforms and content management systems.

What is the markdown content of the PDF, formatted with prettier@3.4.2?![](data:image/x-wmf;base64,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)

It is very hard to get the correct Markdown output from a PDF. Any method you use will likely require manual corrections. To make it easy, this question only checks a few basic things.

Check

Check all Save

Save regularly. Your last saved submission will be evaluated.

Bottom of Form

# Best of luck!

Due Fri, 21 Feb, 2025, 11:59 pm IST Score: 7 / 10 Check all Save

# TDS 2025 Jan GA5 - Data Preparation

## Instructions

1. **Learn what you need**. Reading material is provided, but feel free to skip it if you can answer the question. (Or learn it, just for pleasure.)
2. **Check answers regularly** by pressing Check. It shows which answers are right or wrong. You can check multiple times.
3. **Save regularly** by pressing Save. You can save multiple times. Your last saved submission will be evaluated.
4. **Reloading is OK**. Your answers are saved in your browser (not server). Questions won't change except for randomized parameters.
5. **Browser may struggle**. If you face loading issues, turn off security restrictions or try a different browser.
6. **Use anything**. You can use any resources you want. The Internet, ChatGPT, friends, whatever. Use any libraries or frameworks you want.
7. **It's hackable**. It's possible to get the answer to some questions by hacking the code for this quiz. That's allowed.

**Have questions?** [**Join the discussion on Discourse**](https://discourse.onlinedegree.iitm.ac.in/t/ga5-data-preparation-discussion-thread-tds-jan-2025/166576)

You are logged in as **22f1001679@ds.study.iitm.ac.in**.

Logout

#### **Recent saves (most recent is your official score)**

Reloadfrom 2/20/2025, 9:22:57 AM. Score: 7

Reloadfrom 2/19/2025, 10:49:28 PM. Score: 7

Reloadfrom 2/19/2025, 10:49:23 PM. Score: 7
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# Questions

1. [Clean up Excel sales data](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-clean-up-excel-sales-data) (1 mark)
2. [Clean up student marks](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-clean-up-student-marks) (1 mark)
3. [Apache log requests](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-apache-log-requests) (1 mark)
4. [Apache log downloads](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-apache-log-downloads) (1 mark)
5. [Clean up sales data](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-clean-up-sales-data) (1 mark)
6. [Parse partial JSON](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-parse-partial-json) (1 mark)
7. [Extract nested JSON keys](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-extract-nested-json-keys) (1 mark)
8. [DuckDB: Social Media Interactions](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-duckdb-social-media-interactions) (1 mark)
9. [Transcribe a YouTube video](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-transcribe-youtube) (1 mark)
10. [Reconstruct an image](https://exam.sanand.workers.dev/tds-2025-01-ga5#hq-image-jigsaw) (1 mark)

1 Clean up Excel sales data (1 mark)

## Data Cleansing in Excel

You'll learn basic but essential data cleaning techniques in Excel, covering:

* **Find and Replace**: Use Ctrl+H to replace or remove specific terms (e.g., removing "[more]" from country names).
* **Changing Data Formats**: Convert columns from general to numerical format.
* **Removing Extra Spaces**: Use the TRIM function to clean up unnecessary spaces in text.
* **Identifying and Removing Blank Cells**: Highlight and delete entire rows with blank cells using the "Go To Special" function.
* **Removing Duplicates**: Use the "Remove Duplicates" feature to eliminate duplicate entries, demonstrated with country names.

Here are links used in the video:

* [List of Largest Cities Excel file](https://docs.google.com/spreadsheets/d/1jl8tHGoxmIba4J78aJVfT9jtZv7lfCbV/view)

## Data Transformation in Excel

You'll learn data transformation techniques in Excel, covering:

* **Calculating Ratios**: Compute metro area to city area and metro population to city population ratios.
* **Using Pivot Tables**: Create pivot tables to aggregate data and identify outliers.
* **Filtering Data**: Apply filters in pivot tables to analyze specific subsets of data.
* **Counting Data Occurrences**: Use pivot tables to count the frequency of specific entries.
* **Creating Charts**: Generate charts from pivot table data to visualize distributions and outliers.

Here are links used in the video:

* [List of Largest Cities Excel file](https://docs.google.com/spreadsheets/d/1jl8tHGoxmIba4J78aJVfT9jtZv7lfCbV/view)

## Splitting Text in Excel

You'll learn how to transform a single-column data set into multiple, organized columns based on specific delimiters using the "Text to Columns" feature.

Here are links used in the video:

* [US Senate Legislation - Votes](https://www.senate.gov/legislative/votes_new.htm)

## Data Aggregation in Excel

You'll learn data aggregation and visualization techniques in Excel, covering:

* **Data Cleanup**: Remove empty columns and rows with missing values.
* **Creating Excel Tables**: Convert raw data into tables for easier manipulation and formula application.
* **Date Manipulation**: Extract week, month, and year from date columns using Excel functions (WEEKNUM, TEXT).
* **Color Scales**: Apply color scales to visualize clusters and trends in data over time.
* **Pivot Tables**: Create pivot tables to aggregate data by location and date, summarizing values weekly and monthly.
* **Sparklines**: Use sparklines to visualize trends within pivot tables, making data patterns more apparent.
* **Data Bars**: Implement data bars for graphical illustrations of numerical columns, showing trends and waves.

Here are links used in the video:

* [COVID-19 data Excel file - raw data](https://docs.google.com/spreadsheets/d/14HLgSmME95q--6lcBv9pUstqHL183wTd/view)

## Improving Sales Data Accuracy for RetailWise Inc.

**RetailWise Inc.** is a retail analytics firm that supports companies in optimizing their pricing, margins, and inventory decisions. Their reports depend on accurate historical sales data, but legacy data sources are often messy. Recently, RetailWise received an Excel sheet containing 1,000 transaction records that were generated from scanned receipts. Due to OCR inconsistencies and legacy formatting issues, the data in the Excel sheet is not clean.

The Excel file has these columns, and they are messy:

* **Customer Name**: Contains leading/trailing spaces.
* **Country**: Uses inconsistent representations. Instead of 2-letter abbreviations, it also contains other values like "USA" vs. "US", "UK" vs. "U.K", "Fra" for France, "Bra" for Brazil, "Ind" for India.
* **Date**: Uses mixed formats like "MM-DD-YYYY", "YYYY/MM/DD", etc.
* **Product**: Includes a product name followed by a slash and a random code (e.g., "Theta/5x01vd"). Only the product name part (before the slash) is relevant.
* **Sales and Cost**: Contain extra spaces and the currency string ("USD"). In some rows, the Cost field is missing. When the cost is missing, it should be treated as 50% of the Sales value.
* **TransactionID**: Though formatted as four-digit numbers, this field may have inconsistent spacing.

### **Your Task**

You need to clean this Excel data and calculate the total margin for all transactions that satisfy the following criteria:

* **Time Filter:** Sales that occurred up to and including a specified date (**Fri Feb 11 2022 09:50:55 GMT+0530 (India Standard Time)**).
* **Product Filter:** Transactions for a specific product (**Gamma**). (Use only the product name before the slash.)
* **Country Filter:** Transactions from a specific country (**IN**), after standardizing the country names.

The **total margin** is defined as:

Total Margin=Total Sales−Total CostTotal Sales

Your solution should address the following challenges:

1. **Trim and Normalize Strings:** Remove extra spaces from the **Customer Name** and **Country** fields. Map inconsistent country names (e.g., "USA", "U.S.A", "US") to a standardized format.
2. **Standardize Date Formats:** Detect and convert dates from "MM-DD-YYYY" and "YYYY/MM/DD" into a consistent date format (e.g., ISO 8601).
3. **Extract the Product Name:** From the **Product** field, extract the portion before the slash (e.g., extract "Theta" from "Theta/5x01vd").
4. **Clean and Convert Sales and Cost:** Remove the "USD" text and extra spaces from the **Sales** and **Cost** fields. Convert these fields to numerical values. Handle missing Cost values appropriately (50% of Sales).
5. **Filter the Data:** Include only transactions up to and including **Fri Feb 11 2022 09:50:55 GMT+0530 (India Standard Time)**, matching product **Gamma**, and country **IN**.
6. **Calculate the Margin:** Sum the Sales and Cost for the filtered transactions. Compute the overall margin using the formula provided.

By cleaning the data and calculating accurate margins, RetailWise Inc. can:

* **Improve Decision Making:** Provide clients with reliable margin analyses to optimize pricing and inventory.
* **Enhance Reporting:** Ensure historical data is consistent and accurate, boosting stakeholder confidence.
* **Streamline Operations:** Reduce the manual effort needed to clean data from legacy sources.

Download the Sales Excel file: q-clean-up-excel-sales-data.xlsx

What is the total margin for transactions before **Fri Feb 11 2022 09:50:55 GMT+0530 (India Standard Time)** for **Gamma** sold in **IN** (which may be spelt in different ways)?![](data:image/x-wmf;base64,183GmgAAAAAAALsASAAgAQAAAADCVgEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAkgAuwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAEgAAwAAALgACQAAAB0GIQDwAAMAuABFAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABFAAMAAAAAAAkAAAAdBiEA8AADALUAAAADAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAQgADAAMAtQAJAAAAHQYhAPAAAwCyAEIAAwAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAD8AAwADAAMACQAAAB0GIQDwAAMArwADAAYABQAAAAsCAAAAAAUAAAAMAkgAuwAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAYABgC1AEIABAAAACcB//8DAAAAAAA=)

Correct

You can enter the margin as a percentage (e.g. 12.34%) or a decimal (e.g. 0.1234).

Check

2 Clean up student marks (1 mark)

## Data Preparation in the Editor

You'll learn how to use a text editor [Visual Studio Code](https://code.visualstudio.com/) to process and clean data, covering:

* **Format** JSON files
* **Find all** and multiple cursors to extract specific fields
* **Sort** lines
* **Delete duplicate** lines
* **Replace** text with multiple cursors

Here are the links used in the video:

* [City-wise product sales JSON](https://drive.google.com/file/d/1VEnKChf4i04iKsQfw0MwoJlfkOBGQ65B/view?usp=drive_link)

## Streamlining Student Records for EduTrack

**EduTrack Systems** is a leading provider of educational management software that helps schools and universities maintain accurate and up-to-date student records. EduTrack's platform is used by administrators to monitor academic performance, manage enrollment, and generate reports for compliance and strategic planning.

In many educational institutions, student data is collected from multiple sources—such as handwritten forms, scanned documents, and digital submissions—which can lead to duplicate records. These duplicates cause inefficiencies in reporting and can lead to incorrect decision-making when it comes to resource allocation, student support, and performance analysis.

Recently, EduTrack received a text file containing student exam results that were processed through Optical Character Recognition (OCR) from legacy documents. The file is formatted with lines structured as follows:

NAME STUDENT ID Marks MARKS

**Alice** - A293:Marks 32

**Bob** - BD29DMarks 53

**Charlie** - XF28:Marks40

The data spans multiple subjects and time periods. The file will contain duplicate entries for the same student (identified by the second field), and it is crucial to count only unique students for accurate reporting.

## Your Task

As a data analyst at EduTrack Systems, your task is to process this text file and determine the number of unique students based on their student IDs. This deduplication is essential to:

* **Ensure Accurate Reporting:** Avoid inflated counts in enrollment and performance reports.
* **Improve Data Quality:** Clean the dataset for further analytics, such as tracking academic progress or resource allocation.
* **Optimize Administrative Processes:** Provide administrators with reliable data to support decision-making.

You need to do the following:

1. **Data Extraction:** Read the text file line by line. Parse each line to extract the student ID.
2. **Deduplication:** Remove duplicates from the student ID list.
3. **Reporting:** Count the number of unique student IDs present in the file.

By accurately identifying the number of unique students, EduTrack Systems will:

* **Enhance Data Integrity:** Ensure that subsequent analyses and reports reflect the true number of individual students.
* **Reduce Administrative Errors:** Minimize the risk of misinformed decisions that can arise from duplicate entries.
* **Streamline Resource Allocation:** Provide accurate student counts for budgeting, staffing, and planning academic programs.
* **Improve Compliance Reporting:** Ensure adherence to regulatory requirements by maintaining precise student records.

Download the text file with student marks q-clean-up-student-marks.txt

How many unique students are there in the file?

Correct

Check

3 Apache log requests (1 mark)

## Data Preparation in the Shell

You'll learn how to use UNIX tools to process and clean data, covering:

* curl (or wget) to fetch data from websites.
* gzip (or xz) to compress and decompress files.
* wc to count lines, words, and characters in text.
* head and tail to get the start and end of files.
* cut to extract specific columns from text.
* uniq to de-duplicate lines.
* sort to sort lines.
* grep to filter lines containing specific text.
* sed to search and replace text.
* awk for more complex text processing.

Here are the links used in the video:

* [Data preparation in the shell - Notebook](https://colab.research.google.com/drive/1KSFkQDK0v__XWaAaHKeQuIAwYV0dkTe8)
* [Data Science at the Command Line](https://jeroenjanssens.com/dsatcl/)

## Peak Usage Analysis for Regional Content

**s-anand.net** is a personal website that had region-specific music content. One of the site's key sections is **malayalam**, which hosts music files and is especially popular among the local audience. The website is powered by robust Apache web servers that record detailed access logs. These logs are essential for understanding user behavior, server load, and content engagement.

The author noticed unusual traffic patterns during weekend evenings. To better tailor their content and optimize server resources, they need to know precisely how many successful requests are made to the **malayalam** section during peak hours on Wednesday. Specifically, they are interested in:

* **Time Window:** From **0** until before **6**.
* **Request Type:** Only **GET** requests.
* **Success Criteria:** Requests that return HTTP status codes between **200 and 299**.
* **Data Source:** The logs for May 2024 stored in a GZipped Apache log file containing 258,074 rows.

The challenge is further complicated by the nature of the log file:

* The logs are recorded in the GMT-0500 timezone.
* The file format is non-standard in that fields are separated by spaces, with most fields quoted by double quotes, except the **Time** field.
* Some lines have minor formatting issues (41 rows have unique quoting due to how quotes are escaped).

### **Your Task**

As a data analyst, you are tasked with determining how many **successful GET requests** for pages under **malayalam** were made on Wednesday between **0** and **6** during May 2024. This metric will help:

* **Scale Resources:** Ensure that servers can handle the peak load during these critical hours.
* **Content Planning:** Determine the popularity of regional content to decide on future content investments.
* **Marketing Insights:** Tailor promotional strategies for peak usage times.

This [GZipped Apache log file](https://drive.google.com/file/d/1xLx-odohCtdPYbpOTui23upsCSzMBlpN/view) (61MB) has 258,074 rows. Each row is an Apache web log entry for the site [s-anand.net](https://s-anand.net/) in May 2024.

Each row has these fields:

* **IP**: The IP address of the visitor
* **Remote logname**: The remote logname of the visitor. Typically "-"
* **Remote user**: The remote user of the visitor. Typically "-"
* **Time**: The time of the visit. E.g. **[01/May/2024:00:00:00 +0000]**. Not that **this is not quoted** and you need to handle this.
* **Request**: The request made by the visitor. E.g. **GET /blog/ HTTP/1.1**. It has 3 space-separated parts, namely (a) **Method**: The HTTP method. E.g. **GET** (b) **URL**: The URL visited. E.g. **/blog/** (c) **Protocol**: The HTTP protocol. E.g. **HTTP/1.1**
* **Status**: The HTTP status code. If **200 <= Status < 300** it is a successful request
* **Size**: The size of the response in bytes. E.g. **1234**
* **Referer**: The referer URL. E.g. [**https://s-anand.net/**](https://s-anand.net/)
* **User agent**: The browser used. This will contain spaces and might have escaped quotes.
* **Vhost**: The virtual host. E.g. **s-anand.net**
* **Server**: The IP address of the server.

The fields are separated by spaces and quoted by double quotes (**"**). Unlike CSV files, quoted fields are escaped via **\"** and not **""**. (This impacts 41 rows.)

All data is in the GMT-0500 timezone and the questions are based in this same timezone.

By determining the number of successful GET requests under the defined conditions, we'll be able to:

* **Optimize Infrastructure:** Scale server resources effectively during peak traffic times, reducing downtime and improving user experience.
* **Strategize Content Delivery:** Identify popular content segments and adjust digital content strategies to better serve the audience.
* **Improve Marketing Efforts:** Focus marketing initiatives on peak usage windows to maximize engagement and conversion.

What is the number of successful GET requests for pages under **/malayalam/** from **0:00** until before **6:00** on Wednesdays?

Correct

Check

4 Apache log downloads (1 mark)

## Bandwidth Analysis for Regional Content

**s-anand.net** is a personal website that had region-specific music content. One of the site's key sections is **tamil**, which hosts music files and is especially popular among the local audience. The website is powered by robust Apache web servers that record detailed access logs. These logs are essential for understanding user behavior, server load, and content engagement.

By analyzing the server’s Apache log file, the author can identify heavy users and take measures to manage bandwidth, improve site performance, or even investigate potential abuse.

### **Your Task**

This [GZipped Apache log file](https://drive.google.com/file/d/1xLx-odohCtdPYbpOTui23upsCSzMBlpN/view) (61MB) has 258,074 rows. Each row is an Apache web log entry for the site [s-anand.net](https://s-anand.net/) in May 2024.

Each row has these fields:

* **IP**: The IP address of the visitor
* **Remote logname**: The remote logname of the visitor. Typically "-"
* **Remote user**: The remote user of the visitor. Typically "-"
* **Time**: The time of the visit. E.g. **[01/May/2024:00:00:00 +0000]**. Not that **this is not quoted** and you need to handle this.
* **Request**: The request made by the visitor. E.g. **GET /blog/ HTTP/1.1**. It has 3 space-separated parts, namely (a) **Method**: The HTTP method. E.g. **GET** (b) **URL**: The URL visited. E.g. **/blog/** (c) **Protocol**: The HTTP protocol. E.g. **HTTP/1.1**
* **Status**: The HTTP status code. If **200 <= Status < 300** it is a successful request
* **Size**: The size of the response in bytes. E.g. **1234**
* **Referer**: The referer URL. E.g. [**https://s-anand.net/**](https://s-anand.net/)
* **User agent**: The browser used. This will contain spaces and might have escaped quotes.
* **Vhost**: The virtual host. E.g. **s-anand.net**
* **Server**: The IP address of the server.

The fields are separated by spaces and quoted by double quotes (**"**). Unlike CSV files, quoted fields are escaped via **\"** and not **""**. (This impacts 41 rows.)

All data is in the GMT-0500 timezone and the questions are based in this same timezone.

1. **Filter the Log Entries:** Extract only the requests where the URL starts with **/tamil/**. Include only those requests made on the specified **2024-05-20**.
2. **Aggregate Data by IP:** Sum the "Size" field for each unique IP address from the filtered entries.
3. **Identify the Top Data Consumer:** Determine the IP address that has the highest total downloaded bytes. Reports the total number of bytes that this IP address downloaded.

Across all requests under tamil/ on 2024-05-20, how many bytes did the top IP address (by volume of downloads) download?

Correct

Check

5 Clean up sales data (1 mark)

## Cleaning Data with OpenRefine

This session covers the use of OpenRefine for data cleaning, focusing on resolving entity discrepancies:

* **Data Upload and Project Creation**: Import data into OpenRefine and create a new project for analysis.
* **Faceting Data**: Use text facets to group similar entries and identify frequency of address crumbs.
* **Clustering Methodology**: Apply clustering algorithms to merge similar entries with minor differences, such as punctuation.
* **Manual and Automated Clustering**: Learn to merge clusters manually or in one go, trusting the system's clustering accuracy.
* **Entity Resolution**: Clean and save the data by resolving multiple versions of the same entity using Open Refine.

Here are links used in the video:

* [OpenRefine software](https://openrefine.org/)
* [Dataset for OpenRefine](https://drive.google.com/file/d/1ccu0Xxk8UJUa2Dz4lihmvzhLjvPy42Ai/view)

## Sales Analytics at GlobalRetail Insights

**GlobalRetail Insights** is a market research and analytics firm specializing in providing data-driven insights for multinational retail companies. Their clients rely on accurate, detailed sales reports to make strategic decisions regarding product placement, inventory management, and marketing campaigns. However, the quality of these insights depends on the reliability of the underlying sales data.

One major challenge GlobalRetail faces is the inconsistent recording of city names in sales data. Due to human error and regional differences, city names can be mis-spelt (e.g., "Tokio" instead of "Tokyo"). This inconsistency complicates the process of aggregating sales data by city, which is crucial for identifying regional trends and opportunities.

GlobalRetail Insights recently received a dataset named q-clean-up-sales-data.json from one of its large retail clients. The dataset consists of 2,500 sales entries, each containing the following fields:

* **city**: The city where the sale was made. Note that city names may be mis-spelt phonetically (e.g., "Tokio" instead of "Tokyo").
* **product**: The product sold. This field is consistently spelled.
* **sales**: The number of units sold.

The client's goal is to evaluate the performance of a specific product across various regions. However, due to the mis-spelled city names, directly aggregating sales by city would lead to fragmented and misleading insights.

## Your Task

As a data analyst at GlobalRetail Insights, you are tasked with extracting meaningful insights from this dataset. Specifically, you need to:

1. **Group Mis-spelt City Names:** Use phonetic clustering algorithms to group together entries that refer to the same city despite variations in spelling. For instance, cluster "Tokyo" and "Tokio" as one.
2. **Filter Sales Entries:** Select all entries where:
   * The product sold is **Mouse**.
   * The number of units sold is at least **84**.
3. **Aggregate Sales by City:** After clustering city names, group the filtered sales entries by city and calculate the total units sold for each city.

By performing this analysis, GlobalRetail Insights will be able to:

* **Improve Data Accuracy:** Correct mis-spellings and inconsistencies in the dataset, leading to more reliable insights.
* **Target Marketing Efforts:** Identify high-performing regions for the specific product, enabling targeted promotional strategies.
* **Optimize Inventory Management:** Ensure that inventory allocations reflect the true demand in each region, reducing wastage and stockouts.
* **Drive Strategic Decision-Making:** Provide actionable intelligence to clients that supports strategic planning and competitive advantage in the market.

How many units of Mouse were sold in Manila on transactions with at least 84 units?

Correct

Check

6 Parse partial JSON (1 mark)

## Parsing JSON

JSON is everywhere—APIs, logs, configuration files—and its nested or large structure can challenge memory and processing. In this tutorial, we'll explore tools to flatten, stream, and query JSON data efficiently.

For example, we'll often need to process a multi-gigabyte log file from a web service where each record is a JSON object.
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This requires us to handle complex nested structures, large files that don't fit in memory, or extract specific fields. Here are the key tools and techniques for efficient JSON parsing:

| **Tool** | **Extract from JSON...** | **Why** |
| --- | --- | --- |
| [jq](https://exam.sanand.workers.dev/tds-2025-01-ga5#command-line-json-processing-with-jq) | JSON in the shell | Quick data exploration and pipeline processing |
| [JMESPath](https://exam.sanand.workers.dev/tds-2025-01-ga5#jmespath-queries) | JSON in Python | Handle complex queries with a clean syntax |
| [ijson](https://exam.sanand.workers.dev/tds-2025-01-ga5#streaming-with-ijson) | JSON streams in Python | Parse streaming/large JSON files memory-efficiently |
| [Pandas](https://exam.sanand.workers.dev/tds-2025-01-ga5#pandas-json-columns) | JSON columns in Python | Fast analysis of structured data |
| [SQL JSON](https://exam.sanand.workers.dev/tds-2025-01-ga5#sql-json-functions) | JSON in databases | Combine structured and semi-structured data |
| [DuckDB](https://exam.sanand.workers.dev/tds-2025-01-ga5#duckdb-json-processing) | JSON anywhere | Fast analysis of JSON files / databases without loading to memory |

**Examples:**

* Use Pandas when you need to transform API responses into a DataFrame for further analysis.
* Leverage ijson when dealing with huge JSON logs where memory is at a premium.
* Apply jq for quick, iterative exploration directly in your terminal.

Practice with these resources:

* [JSONPath Online Evaluator](https://jsonpath.com/): Test JSON queries
* [jq play](https://jqplay.org/): Interactive jq query testing
* [DuckDB JSON Tutorial](https://duckdb.org/docs/data/json): Learn DuckDB JSON functions

### **Command-line JSON Processing with jq**

[jq](https://jqlang.org/) is a versatile command-line tool for slicing, filtering, and transforming JSON. It excels in quick data exploration and can be integrated into shell scripts for automated data pipelines.

**Example:** Sifting through server logs in JSON Lines format to extract error messages or aggregate metrics without launching a full-scale ETL process.

# Extract specific fields from JSONL

cat data.jsonl | jq -c 'select(.type == "user") | {id, name}'

# Transform JSON structure

cat data.json | jq '.items[] | {name: .name, count: .details.count}'

# Filter and aggregate

cat events.jsonl | jq -s 'group\_by(.category) | map({category: .[0].category, count: length})'

### **JMESPath Queries**

[JMESPath](https://jmespath.org/) offers a declarative query language to extract and transform data from nested JSON structures without needing verbose code. It's a neat alternative when you want to quickly pull out specific values or filter collections based on conditions.

**Example:** Extracting user emails or filtering out inactive records from a complex JSON payload received from a cloud service.

**import** jmespath

# Example queries

data = {

"locations": [

{"name": "Seattle", "state": "WA", "info": {"population": 737015}},

{"name": "Portland", "state": "OR", "info": {"population": 652503}}

]

}

# Find all cities with population > 700000

cities = jmespath.search("locations[?info.population > `700000`].name", data)

### **Streaming with ijson**

Loading huge JSON files all at once can quickly exhaust system memory. [ijson](https://ijson.readthedocs.io/en/latest/) lets you stream and process JSON incrementally. This method is ideal when your JSON file is too large or when you only need to work with part of the data.

**Example:** Processing a continuous feed from an API that returns a large JSON array, such as sensor data or event logs, while filtering on the fly.

**import** ijson

**async** **def** **process\_large\_json**(filepath: str) -> list:

"""Process a large JSON file without loading it entirely into memory."""

results = []

**with** open(filepath, 'rb') **as** file:

# Stream objects under the 'items' key

parser = ijson.items(file, 'items.item')

**async** **for** item **in** parser:

**if** item['value'] > 100: # Process conditionally

results.append(item)

**return** results

### **Pandas JSON Columns**

[Pandas](https://pandas.pydata.org/) makes it easy to work with tabular data that includes JSON strings. When you receive API data where one column holds nested JSON, flattening these structures lets you analyze and visualize the data using familiar DataFrame operations.

**Example:** Flattening customer records stored as nested JSON in a CSV file to extract demographic details and spending patterns.

**import** pandas **as** pd

# Parse JSON strings in a column

df = pd.DataFrame({'json\_col': ['{"name": "Alice", "age": 30}', '{"name": "Bob", "age": 25}']})

df['parsed'] = df['json\_col'].apply(pd.json\_normalize)

# Normalize nested JSON columns

df = pd.read\_csv('data.csv')

df\_normalized = pd.json\_normalize(

df['nested\_json'].apply(json.loads),

record\_path=['items'], # List of nested objects to unpack

meta=['id', 'timestamp'] # Keep these columns from parent

)

### **SQL JSON Functions**

[SQL](https://en.wikipedia.org/wiki/SQL:2016) supports built-in JSON functions allow you to query and manipulate JSON stored within relational databases. These are implemented by most popular databases, including [SQLite](https://www.sqlite.org/json1.html), [PostgreSQL](https://www.postgresql.org/docs/current/functions-json.html), and [MySQL](https://dev.mysql.com/doc/refman/8.4/en/json-function-reference.html). This is especially handy when you have a hybrid data model, combining structured tables with semi-structured JSON columns.

**Example:** An application that stores user settings or application logs as JSON in a SQLite database, enabling quick lookups and modifications without external JSON parsing libraries.

**SELECT**

json\_extract(data, '$.name') **as** name,

json\_extract(data, '$.details.age') **as** age

**FROM** users

**WHERE** json\_extract(data, '$.active') = true

### **DuckDB JSON Processing**

[DuckDB](https://duckdb.org/) shines when analyzing JSON/JSONL files directly, making it a powerful tool for data analytics without the overhead of loading entire datasets into memory. Its SQL-like syntax simplifies exploratory analysis on nested data.

**Example:** Performing ad-hoc analytics on streaming JSON logs from a web service, such as calculating average response times or aggregating user behavior metrics.

**SELECT**

json\_extract\_string(data, '$.user.name') **as** name,

avg(json\_extract\_float(data, '$.metrics.value')) **as** avg\_value

**FROM** read\_json\_auto('data/\*.jsonl')

**GROUP** **BY** 1

**HAVING** avg\_value > 100

## ****Case Study: Recovering Sales Data for ReceiptRevive Analytics****

**ReceiptRevive Analytics** is a data recovery and business intelligence firm specializing in processing legacy sales data from paper receipts. Many of the client companies have archives of receipts from past years, which have been digitized using OCR (Optical Character Recognition) techniques. However, due to the condition of some receipts (e.g., torn, faded, or partially damaged), the OCR process sometimes produces incomplete JSON data. These imperfections can lead to truncated fields or missing values, which complicates the process of data aggregation and analysis.

One of ReceiptRevive’s major clients, **RetailFlow Inc.**, operates numerous brick-and-mortar stores and has an extensive archive of old receipts. RetailFlow Inc. needs to recover total sales information from a subset of these digitized receipts to analyze historical sales performance. The provided JSON data contains 100 rows, with each row representing a sales entry. Each entry is expected to include four keys:

* **city**: The city where the sale was made.
* **product**: The product that was sold.
* **sales**: The number of units sold (or sales revenue).
* **id**: A unique identifier for the receipt.

Due to damage to some receipts during the digitization process, the JSON entries are truncated at the end, and the id field is missing. Despite this, RetailFlow Inc. is primarily interested in the aggregate sales value.

## Your Task

As a data recovery analyst at ReceiptRevive Analytics, your task is to develop a program that will:

1. **Parse the Sales Data:**  
   Read the provided JSON file containing 100 rows of sales data. Despite the truncated data (specifically the missing id), you must accurately extract the sales figures from each row.
2. **Data Validation and Cleanup:**  
   Ensure that the data is properly handled even if some fields are incomplete. Since the id is missing for some entries, your focus will be solely on the sales values.
3. **Calculate Total Sales:**  
   Sum the sales values across all 100 rows to provide a single aggregate figure that represents the total sales recorded.

By successfully recovering and aggregating the sales data, ReceiptRevive Analytics will enable RetailFlow Inc. to:

* **Reconstruct Historical Sales Data:** Gain insights into past sales performance even when original receipts are damaged.
* **Inform Business Decisions:** Use the recovered data to understand sales trends, adjust inventory, and plan future promotions.
* **Enhance Data Recovery Processes:** Improve methods for handling imperfect OCR data, reducing future data loss and increasing data accuracy.
* **Build Client Trust:** Demonstrate the ability to extract valuable insights from challenging datasets, thereby reinforcing client confidence in ReceiptRevive's services.

Download the data from q-parse-partial-json.jsonl

What is the total sales value?

Correct

Check

7 Extract nested JSON keys (1 mark)

## Log Analysis for DataSure Technologies

**DataSure Technologies** is a leading provider of IT infrastructure and software solutions, known for its robust systems and proactive maintenance practices. As part of their service offerings, DataSure collects extensive logs from thousands of servers and applications worldwide. These logs, stored in JSON format, are rich with information about system performance, error events, and user interactions. However, the logs are complex and deeply nested, which can make it challenging to quickly identify recurring issues or anomalous behavior.

Recently, DataSure's operations team observed an increase in system alerts and minor anomalies reported by their monitoring tools. To diagnose these issues more effectively, the team needs to perform a detailed analysis of the log files. One critical step is to count how often a specific key (e.g., "errorCode", "criticalFlag", or any other operational parameter represented by YM) appears in the log entries.

Key considerations include:

* **Complex Structure:** The log files are large and nested, with multiple levels of objects and arrays. The target key may appear at various depths.
* **Key vs. Value:** The key may also appear as a value within the logs, but only occurrences where it is a key should be counted.
* **Operational Impact:** Identifying the frequency of this key can help pinpoint common issues, guide system improvements, and inform maintenance strategies.

## Your Task

As a data analyst at DataSure Technologies, you have been tasked with developing a script that processes a large JSON log file and counts the number of times a specific key, represented by the placeholder YM, appears in the JSON structure. Your solution must:

1. **Parse the Large, Nested JSON:** Efficiently traverse the JSON structure regardless of its complexity.
2. **Count Key Occurrences:** Increment a count only when YM is used as a key in the JSON object (ignoring occurrences of YM as a value).
3. **Return the Count:** Output the total number of occurrences, which will be used by the operations team to assess the prevalence of particular system events or errors.

By accurately counting the occurrences of a specific key in the log files, DataSure Technologies can:

* **Diagnose Issues:** Quickly determine the frequency of error events or specific system flags that may indicate recurring problems.
* **Prioritize Maintenance:** Focus resources on addressing the most frequent issues as identified by the key count.
* **Enhance Monitoring:** Improve automated monitoring systems by correlating key occurrence data with system performance metrics.
* **Inform Decision-Making:** Provide data-driven insights that support strategic planning for system upgrades and operational improvements.

Download the data from q-extract-nested-json-keys.json

How many times does YM appear as a key?

Correct

Check

8 DuckDB: Social Media Interactions (1 mark)

## Identifying High-Impact Social Media Posts for EngageMetrics

**EngageMetrics** is a digital marketing analytics firm that specializes in tracking and analyzing social media engagement. Their clients, ranging from major brands to local businesses, rely on data-driven insights to optimize content strategy, measure campaign performance, and identify posts that drive significant user interaction.

Social media platforms generate vast amounts of user-generated content, including posts, comments, likes, and ratings. One key metric that EngageMetrics uses is the “usefulness” of comments on posts. A comment rated highly on usefulness is a strong indicator that a post is engaging and valuable to its audience.

However, the raw data is complex and stored in a DuckDB table called **social\_media**, which is generated by a simulated dataset. Each row in the table represents a post with the following fields:

* **post\_id**: A unique identifier for the post.
* **username**: The user who created the post.
* **timestamp**: The time when the post was made.
* **comments**: A JSON array containing comments. Each comment includes:
  + **commenter**: The user who commented.
  + **text**: The comment text.
  + **stars**: An object with two properties, **funny** and **useful**, representing the rating stars for that comment.

Due to the dynamic nature of social media, EngageMetrics wants to focus on the most recent posts and, within those, identify posts where at least one comment has received a high number of useful stars. This allows the firm to spotlight content that is not only fresh but also resonating well with the audience.

## Your Task

Your task as a data analyst at EngageMetrics is to write a query that performs the following:

1. **Filter Posts by Date:** Consider only posts with a **timestamp** greater than or equal to a specified minimum time (2024-11-19T22:45:12.008Z), ensuring that the analysis focuses on recent posts.
2. **Evaluate Comment Quality:** From these recent posts, identify posts where at least one comment has received more than a given number of useful stars (5). This criterion filters out posts with low or mediocre engagement.
3. **Extract and Sort Post IDs:** Finally, extract all the post\_id values of the posts that meet these criteria and sort them in ascending order.

By accurately extracting these high-impact post IDs, EngageMetrics can:

* **Enhance Reporting:** Provide clients with focused insights on posts that are currently engaging audiences effectively.
* **Target Content Strategy:** Help marketing teams identify trending content themes that generate high-quality user engagement.
* **Optimize Resource Allocation:** Enable better prioritization for content promotion and further in-depth analysis of high-performing posts.

Write a DuckDB SQL query to find all posts IDs after 2024-11-19T22:45:12.008Z with at least 1 comment with 5 useful stars, sorted. The result should be a table with a single column called post\_id, and the relevant post IDs should be sorted in ascending order.![](data:image/x-wmf;base64,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)

Error: At root: Array length mismatch

Check the console for the result of your query.

Check

9 Transcribe a YouTube video (1 mark)

## Extracting Audio and Transcripts

## Media Processing: FFmpeg

[FFmpeg](https://ffmpeg.org/) is the standard command-line tool for processing video and audio files. It's essential for data scientists working with media files for:

* Extracting audio/video for machine learning
* Converting formats for web deployment
* Creating visualizations and presentations
* Processing large media datasets

Basic Operations:

# Basic conversion

ffmpeg -i input.mp4 output.avi

# Extract audio

ffmpeg -i input.mp4 -vn output.mp3

# Convert format without re-encoding

ffmpeg -i input.mkv -c copy output.mp4

# High quality encoding (crf: 0-51, lower is better)

ffmpeg -i input.mp4 -preset slower -crf 18 output.mp4

Common Data Science Tasks:

# Extract frames for computer vision

ffmpeg -i input.mp4 -vf "fps=1" frames\_%04d.png # 1 frame per second

ffmpeg -i input.mp4 -vf "select='eq(n,0)'" -vframes 1 first\_frame.jpg

# Create video from image sequence

ffmpeg -r 1/5 -i img%03d.png -c:v libx264 -vf fps=25 output.mp4

# Extract audio for speech recognition

ffmpeg -i input.mp4 -ar 16000 -ac 1 audio.wav # 16kHz mono

# Trim video/audio for training data

ffmpeg -ss 00:01:00 -i input.mp4 -t 00:00:30 -c copy clip.mp4

Processing Multiple Files:

# Concatenate videos (first create files.txt with list of files)

echo "file 'input1.mp4'

file 'input2.mp4'" > files.txt

ffmpeg -f concat -i files.txt -c copy output.mp4

# Batch process with shell loop

**for** f **in** \*.mp4; **do**

ffmpeg -i "$f" -vn "audio/${f%.mp4}.wav"

**done**

Data Analysis Features:

# Get media file information

ffprobe -v quiet -print\_format json -show\_format -show\_streams input.mp4

# Display frame metadata

ffprobe -v quiet -print\_format json -show\_frames input.mp4

# Generate video thumbnails

ffmpeg -i input.mp4 -vf "thumbnail" -frames:v 1 thumb.jpg

Watch this introduction to FFmpeg (12 min):

Tools:

* [ffmpeg.lav.io](https://ffmpeg.lav.io/): Interactive command builder
* [FFmpeg Explorer](https://ffmpeg.guide/): Visual FFmpeg command generator
* [FFmpeg Buddy](https://evanhahn.github.io/ffmpeg-buddy/): Simple command generator

Tips:

1. Use -c copy when possible to avoid re-encoding
2. Monitor progress with -progress pipe:1
3. Use -hide\_banner to reduce output verbosity
4. Test commands with small clips first
5. Use hardware acceleration when available (-hwaccel auto)

Error Handling:

# Validate file before processing

ffprobe input.mp4 2>&1 | grep "Invalid"

# Continue on errors in batch processing

ffmpeg -i input.mp4 output.mp4 -xerror

# Get detailed error information

ffmpeg -v error -i input.mp4 2>&1 | grep -A2 "Error"

## Media tools: yt-dlp

[yt-dlp](https://github.com/yt-dlp/yt-dlp) is a feature-rich command-line tool for downloading audio/video from thousands of sites. It's particularly useful for extracting audio and transcripts from videos.

Install using your package manager:

# macOS

brew install yt-dlp

# Linux

curl -L https://github.com/yt-dlp/yt-dlp/releases/latest/download/yt-dlp -o ~/.local/bin/yt-dlp

chmod a+rx ~/.local/bin/yt-dlp

# Windows

winget install yt-dlp

Common operations for extracting audio and transcripts:

# Download audio only at lowest quality suitable for speech

yt-dlp -f "ba[abr<50]/worstaudio" \

--extract-audio \

--audio-format mp3 \

--audio-quality 32k \

"https://www.youtube.com/watch?v=VIDEO\_ID"

# Download auto-generated subtitles

yt-dlp --write-auto-sub \

--skip-download \

--sub-format "srt" \

"https://www.youtube.com/watch?v=VIDEO\_ID"

# Download both audio and subtitles with custom output template

yt-dlp -f "ba[abr<50]/worstaudio" \

--extract-audio \

--audio-format mp3 \

--audio-quality 32k \

--write-auto-sub \

--sub-format "srt" \

-o "%(title)s.%(ext)s" \

"https://www.youtube.com/watch?v=VIDEO\_ID"

# Download entire playlist's audio

yt-dlp -f "ba[abr<50]/worstaudio" \

--extract-audio \

--audio-format mp3 \

--audio-quality 32k \

-o "%(playlist\_index)s-%(title)s.%(ext)s" \

"https://www.youtube.com/playlist?list=PLAYLIST\_ID"

For Python integration:

# /// script

# requires-python = ">=3.9"

# dependencies = ["yt-dlp"]

# ///

**import** yt\_dlp

**def** **download\_audio**(url: str) -> None:

"""Download audio at speech-optimized quality."""

ydl\_opts = {

'format': 'ba[abr<50]/worstaudio',

'postprocessors': [{

'key': 'FFmpegExtractAudio',

'preferredcodec': 'mp3',

'preferredquality': '32'

}]

}

**with** yt\_dlp.YoutubeDL(ydl\_opts) **as** ydl:

ydl.download([url])

# Example usage

download\_audio('https://www.youtube.com/watch?v=VIDEO\_ID')

Tools:

* [ffmpeg](https://ffmpeg.org/): Required for audio extraction and conversion
* [whisper](https://github.com/openai/whisper): Can be used with yt-dlp for speech-to-text
* [gallery-dl](https://github.com/mikf/gallery-dl): Alternative for image-focused sites

Note: Always respect copyright and terms of service when downloading content.

## Whisper transcription

[Faster Whisper](https://github.com/SYSTRAN/faster-whisper) is a highly optimized implementation of OpenAI's [Whisper model](https://github.com/openai/whisper), offering up to 4x faster transcription while using less memory.

You can install it via:

* pip install faster-whisper
* [Download Windows Standalone](https://github.com/Purfview/whisper-standalone-win/releases)

Here's a basic usage example:

faster-whisper-xxl "video.mp4" --model medium --language en

Here's my recommendation for transcribing videos. This saves the output in JSON as well as SRT format in the source directory.

faster-whisper-xxl --print\_progress --output\_dir source --batch\_recursive \

--check\_files --standard --output\_format json srt \

--model medium --language en $FILE

* --model: The OpenAI Whisper model to use. You can choose from:
  + tiny: Fastest but least accurate
  + base: Good for simple audio
  + small: Balanced speed/accuracy
  + medium: Recommended default
  + large-v3: Most accurate but slowest
* --output\_format: The output format to use. You can pick multiple formats from:
  + json: Has the most detailed information including timing, text, quality, etc.
  + srt: A popular subtitle format. You can use this in YouTube, for example.
  + vtt: A modern subtitle format.
  + txt: Just the text transcript
* --output\_dir: The directory to save the output files. source indicates the source directory, i.e. where the input $FILE is
* --language: The language of the input file. If you don't specify it, it analyzes the first 30 seconds to auto-detect. You can speed it up by specifying it.

Run faster-whisper-xxl --help for more options.

## Gemini transcription

The [Gemini](https://gemini.google.com/) models from Google are notable in two ways:

1. They have a huge input context window. Gemini 2.0 Flash can accept 1M tokens, for example.
2. They can handle audio input.

This allows us to use Gemini to transcribe audio files.

LLMs are not good at transcribing audio faithfully. They tend to correct errors and meander from what was said. But they are intelligent. That enables a few powerful workflows. Here are some examples:

1. **Transcribe into other languages**. Gemini will handle the transcription and translation in a single step.
2. **Summarize audio transcripts**. For example, convert a podcast into a tutorial, or a meeting recording into actions.
3. **Legal Proceeding Analysis**. Extract case citations, dates, and other details from a legal debate.
4. **Medical Consultation Summary**. Extract treatments, medications, details of next visit, etc. from a medical consultation.

Here's how to use Gemini to transcribe audio files.

1. Get a [Gemini API key](https://aistudio.google.com/app/apikey) from Google AI Studio.
2. Set the GEMINI\_API\_KEY environment variable to the API key.
3. Set the MP3\_FILE environment variable to the path of the MP3 file you want to transcribe.
4. Run this code:
5. curl -X POST https://generativelanguage.googleapis.com/v1beta/models/gemini-1.5-flash-002:streamGenerateContent?alt=sse \
6. -H "X-Goog-API-Key: $GEMINI\_API\_KEY" \
7. -H "Content-Type: application/json" \
8. -d "$(cat << EOF
9. {
10. "contents": [
11. {
12. "role": "user",
13. "parts": [
14. {
15. "inline\_data": {
16. "mime\_type": "audio/mp3",
17. "data": "$(base64 --wrap=0 $MP3\_FILE)"
18. }
19. },
20. {"text": "Transcribe this"}
21. ]
22. }
23. ]
24. }
25. EOF
26. )"

## Enhancing Accessibility and Content Analysis for Mystery Audiobooks

**Mystery Tales Publishing** is an independent publisher specializing in mystery and suspense audiobooks. To broaden their audience and improve accessibility, they have been uploading narrated versions of their stories to YouTube. In addition to reaching visually impaired users, they want to leverage transcripts for content summarization, search indexing, and social media promotion.

The company has identified that certain segments of their mystery story audiobooks generate the most engagement. However, transcribing entire videos can be time-consuming and may include irrelevant content. Therefore, they have decided to focus on transcribing only the most compelling segments. For instance, a particular segment—from **213.7** to **298.5**—is known to captivate listeners with a twist in the plot. An accurate transcript of this segment will:

* Enhance accessibility by providing a text alternative for hearing-impaired users.
* Improve search engine optimization (SEO) through indexed keywords.
* Support content analysis and summarization for promotional purposes.

As part of a pilot project, you are tasked with transcribing the YouTube video segment of a mystery story audiobook. You are provided with a sample video that features a narrated mystery story. Your focus will be on the segment starting at **213.7** and ending at **298.5**.

Your transcription should:

* Accurately capture all spoken dialogue and descriptive narration.
* Include appropriate punctuation and paragraph breaks to reflect natural speech.
* Exclude any extraneous noise or background commentary not relevant to the narrative.

## Your Task

1. **Access the Video:** Use the provided YouTube link to access the mystery story audiobook.
2. **Convert to Audio:** Extract the audio for the segment between **213.7** and **298.5**.
3. **Transcribe the Segment:** Utilize automated speech-to-text tools as needed.

By producing an accurate transcript of this key segment, Mystery Tales Publishing will be able to:

* **Boost Accessibility:** Provide high-quality captions and text alternatives for hearing-impaired users.
* **Enhance SEO:** Improve the discoverability of their content through better keyword indexing.
* **Drive Engagement:** Use the transcript for social media snippets, summaries, and promotional materials.
* **Enable Content Analysis:** Facilitate further analysis such as sentiment analysis, topic modeling, and reader comprehension studies.

What is the text of the transcript of this [Mystery Story Audiobook](https://youtu.be/NRntuOJu4ok) between 213.7 and 298.5 seconds?![](data:image/x-wmf;base64,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)

Error: 45 differences
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10 Reconstruct an image (1 mark)

## Transforming Images

### **Image Processing with PIL (Pillow)**

[Pillow](https://python-pillow.org/) is Python's leading library for image processing, offering powerful tools for editing, analyzing, and generating images. It handles various formats (PNG, JPEG, GIF, etc.) and provides operations from basic resizing to complex filters.

Here's a minimal example showing common operations:

# /// script

# requires-python = ">=3.11"

# dependencies = ["Pillow"]

# ///

**from** PIL **import** Image, ImageEnhance, ImageFilter

**async** **def** **process\_image**(path: str) -> Image.Image:

"""Process an image with basic enhancements."""

**with** Image.open(path) **as** img:

# Convert to RGB to ensure compatibility

img = img.convert('RGB')

# Resize maintaining aspect ratio

img.thumbnail((800, 800))

# Apply enhancements

img = (ImageEnhance.Contrast(img)

.enhance(1.2))

**return** img.filter(ImageFilter.SHARPEN)

**if** \_\_name\_\_ == "\_\_main\_\_":

**import** asyncio

img = asyncio.run(process\_image("input.jpg"))

img.save("output.jpg", quality=85)

Key features and techniques you'll learn:

* **Image Loading and Saving**: Handle various formats with automatic conversion
* **Basic Operations**: Resize, rotate, crop, and flip images
* **Color Manipulation**: Adjust brightness, contrast, and color balance
* **Filters and Effects**: Apply blur, sharpen, and other visual effects
* **Drawing**: Add text, shapes, and overlays to images
* **Batch Processing**: Handle multiple images efficiently
* **Memory Management**: Process large images without memory issues

### **Basic Image Operations**

Common operations for resizing, cropping, and rotating images:

**from** PIL **import** Image

**async** **def** **transform\_image**(

path: str,

size: tuple[int, int],

rotation: float = 0

) -> Image.Image:

"""Transform image with basic operations."""

**with** Image.open(path) **as** img:

# Resize with anti-aliasing

img = img.resize(size, Image.LANCZOS)

# Rotate around center

**if** rotation:

img = img.rotate(rotation, expand=True)

# Auto-crop empty edges

img = img.crop(img.getbbox())

**return** img

### **Color and Enhancement**

Adjust image appearance with built-in enhancement tools:

**from** PIL **import** ImageEnhance, ImageOps

**async** **def** **enhance\_image**(

img: Image.Image,

brightness: float = 1.0,

contrast: float = 1.0,

saturation: float = 1.0

) -> Image.Image:

"""Apply color enhancements to image."""

enhancers = [

(ImageEnhance.Brightness, brightness),

(ImageEnhance.Contrast, contrast),

(ImageEnhance.Color, saturation)

]

**for** Enhancer, factor **in** enhancers:

**if** factor != 1.0:

img = Enhancer(img).enhance(factor)

**return** img

### **Filters and Effects**

Apply visual effects and filters to images:

**from** PIL **import** ImageFilter

**def** **apply\_effects**(img: Image.Image) -> Image.Image:

"""Apply various filters and effects."""

effects = {

'blur': ImageFilter.GaussianBlur(radius=2),

'sharpen': ImageFilter.SHARPEN,

'edge': ImageFilter.FIND\_EDGES,

'emboss': ImageFilter.EMBOSS

}

**return** {name: img.filter(effect)

**for** name, effect **in** effects.items()}

### **Drawing and Text**

Add text, shapes, and overlays to images:

**from** PIL **import** Image, ImageDraw, ImageFont

**async** **def** **add\_watermark**(

img: Image.Image,

text: str,

font\_size: int = 30

) -> Image.Image:

"""Add text watermark to image."""

draw = ImageDraw.Draw(img)

font = ImageFont.truetype("arial.ttf", font\_size)

# Calculate text size and position

text\_bbox = draw.textbbox((0, 0), text, font=font)

text\_width = text\_bbox[2] - text\_bbox[0]

text\_height = text\_bbox[3] - text\_bbox[1]

# Position text at bottom-right

x = img.width - text\_width - 10

y = img.height - text\_height - 10

# Add text with shadow

draw.text((x+2, y+2), text, font=font, fill='black')

draw.text((x, y), text, font=font, fill='white')

**return** img

### **Memory-Efficient Processing**

Handle large images without loading them entirely into memory:

**from** PIL **import** Image

**import** os

**async** **def** **process\_large\_images**(

input\_dir: str,

output\_dir: str,

max\_size: tuple[int, int]

) -> None:

"""Process multiple large images efficiently."""

os.makedirs(output\_dir, exist\_ok=True)

**for** filename **in** os.listdir(input\_dir):

**if** **not** filename.lower().endswith(('.png', '.jpg', '.jpeg')):

**continue**

input\_path = os.path.join(input\_dir, filename)

output\_path = os.path.join(output\_dir, filename)

**with** Image.open(input\_path) **as** img:

# Process in chunks using thumbnail

img.thumbnail(max\_size)

img.save(output\_path, optimize=True)

Practice with these resources:

* [Pillow Documentation](https://pillow.readthedocs.io/): Complete API reference
* [Python Image Processing Tutorial](https://realpython.com/image-processing-with-the-python-pillow-library/): In-depth guide
* [Sample Images Dataset](https://www.kaggle.com/datasets/lamsimon/celebs): Test images for practice

Watch these tutorials for hands-on demonstrations:

### **Image Processing with ImageMagick**

[ImageMagick](https://imagemagick.org/) is a powerful command-line tool for image manipulation, offering features beyond what's possible with Python libraries. It's particularly useful for:

* Batch processing large image collections
* Complex image transformations
* High-quality format conversion
* Creating image thumbnails
* Adding text and watermarks

Basic Operations:

# Format conversion

convert input.png output.jpg

# Resize image (maintains aspect ratio)

convert input.jpg -resize 800x600 output.jpg

# Compress image quality

convert input.jpg -quality 85 output.jpg

# Rotate image

convert input.jpg -rotate 90 output.jpg

Common Data Science Tasks:

# Create thumbnails for dataset preview

convert input.jpg -thumbnail 200x200^ -gravity center -extent 200x200 thumb.jpg

# Normalize image for ML training

convert input.jpg -normalize -strip output.jpg

# Extract dominant colors

convert input.jpg -colors 5 -unique-colors txt:

# Generate image statistics

identify -verbose input.jpg | grep -E "Mean|Standard|Kurtosis"

Batch Processing:

# Convert all images in a directory

mogrify -format jpg \*.png

# Resize multiple images

mogrify -resize 800x600 -path output/ \*.jpg

# Add watermark to images

**for** f **in** \*.jpg; **do**

convert "$f" -gravity southeast -draw "text 10,10 'Copyright'" "watermarked/$f"

**done**

Advanced Features:

# Apply image effects

convert input.jpg -blur 0x3 blurred.jpg

convert input.jpg -sharpen 0x3 sharp.jpg

convert input.jpg -edge 1 edges.jpg

# Create image montage

montage \*.jpg -geometry 200x200+2+2 montage.jpg

# Extract image channels

convert input.jpg -separate channels\_%d.jpg

# Composite images

composite overlay.png -gravity center base.jpg output.jpg

Watch this ImageMagick tutorial (16 min):

Tools:

* [Fred's ImageMagick Scripts](http://www.fmwconcepts.com/imagemagick/): Useful script collection
* [ImageMagick Online Studio](https://magickstudio.imagemagick.org/): Visual command builder

Tips:

1. Use -strip to remove metadata and reduce file size
2. Monitor memory usage with -limit memory 1GB
3. Use -define for format-specific options
4. Process in parallel with -parallel
5. Use -monitor to track progress

Error Handling:

# Check image validity

identify -regard-warnings input.jpg

# Get detailed error information

convert input.jpg output.jpg 2>&1 | grep -i "error"

# Set resource limits

convert -limit memory 1GB -limit map 2GB input.jpg output.jpg

For Python integration:

# /// script

# requires-python = ">=3.9"

# dependencies = ["Wand"]

# ///

**from** wand.image **import** Image

**async** **def** **process\_image**(path: str) -> None:

"""Process image with ImageMagick via Wand."""

**with** Image(filename=path) **as** img:

# Basic operations

img.resize(800, 600)

img.normalize()

# Apply effects

img.sharpen(radius=0, sigma=3)

# Save with compression

img.save(filename='output.jpg')

Note: Always install ImageMagick before using the Wand Python binding.

## Image Reconstruction for Forensic Analysis

**PixelGuard Solutions** is a digital forensics firm specializing in the recovery and analysis of visual evidence for law enforcement and corporate investigations. One of their recurring challenges involves reconstructing damaged or deliberately scrambled images to reveal hidden details critical to solving cases.

In a recent investigation, law enforcement received an anonymous tip involving a scrambled image that appeared to contain sensitive information. The image had been deliberately cut into 25 (5x5) pieces and rearranged to obfuscate its content. Recovering the original image was essential for uncovering evidence related to the case.

PixelGuard's forensic team extracted the scrambled pieces and obtained a mapping file that specifies the transformation from the original (row, col) positions to the new positions. However, the team now needs to reassemble the image according to this mapping to restore its original appearance.

## Your Task

As a digital forensics analyst at PixelGuard Solutions, your task is to reconstruct the original image from its scrambled pieces. You are provided with:

* The 25 individual image pieces (put together as a single image).
* A mapping file detailing the original (row, col) position for each piece and its current (row, col) location.

Your reconstructed image will be critical evidence in the investigation. Once assembled, the image must be uploaded to the secure case management system for further analysis by the investigative team.

1. **Understand the Mapping:** Review the provided mapping file that shows how each piece's original coordinates (row, col) relate to its current scrambled position.
2. **Reassemble the Image:** Using the mapping, reassemble the 5x5 grid of image pieces to reconstruct the original image. You may use an image processing library (e.g., Python's Pillow, ImageMagick, or a similar tool) to automate the reconstruction process.
3. **Output the Reconstructed Image:** Save the reassembled image in a lossless format (e.g., PNG or WEBP). Upload the reconstructed image to the secure case management system as required by PixelGuard’s workflow.

By accurately reconstructing the scrambled image, PixelGuard Solutions will:

* **Reveal Critical Evidence:** Provide investigators with a clear view of the original image, which may contain important details related to the case.
* **Enhance Analytical Capabilities:** Enable further analysis and digital enhancements that can lead to breakthroughs in the investigation.
* **Maintain Chain of Custody:** Ensure that the reconstruction process is documented and reliable, supporting the admissibility of the evidence in court.
* **Improve Operational Efficiency:** Demonstrate the effectiveness of automated image reconstruction techniques in forensic investigations.

Here is the image. It is a 500x500 pixel image that has been cut into 25 (5x5) pieces:

Here is the mapping of each piece:

| **Original Row** | **Original Column** | **Scrambled Row** | **Scrambled Column** |
| --- | --- | --- | --- |
| 2 | 1 | 0 | 0 |
| 1 | 1 | 0 | 1 |
| 4 | 1 | 0 | 2 |
| 0 | 3 | 0 | 3 |
| 0 | 1 | 0 | 4 |
| 1 | 4 | 1 | 0 |
| 2 | 0 | 1 | 1 |
| 2 | 4 | 1 | 2 |
| 4 | 2 | 1 | 3 |
| 2 | 2 | 1 | 4 |
| 0 | 0 | 2 | 0 |
| 3 | 2 | 2 | 1 |
| 4 | 3 | 2 | 2 |
| 3 | 0 | 2 | 3 |
| 3 | 4 | 2 | 4 |
| 1 | 0 | 3 | 0 |
| 2 | 3 | 3 | 1 |
| 3 | 3 | 3 | 2 |
| 4 | 4 | 3 | 3 |
| 0 | 2 | 3 | 4 |
| 3 | 1 | 4 | 0 |
| 1 | 2 | 4 | 1 |
| 1 | 3 | 4 | 2 |
| 0 | 4 | 4 | 3 |
| 4 | 0 | 4 | 4 |

Upload the reconstructed image by moving the pieces from the scrambled position to the original position:

Error: No image uploaded

Check

Check all Save

#### **Submitted**

If you submit again, it will overwrite your previous submission and score.

Save regularly. Your last saved submission will be evaluated.

Bottom of Form

# Best of luck!